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INTRODUCTION

It frequently happens that in attempting to obtain a sofut@an important prob-
lem we realize that this problem is difficult. This obserwatis especially true for
many optimization problems [AG®9, BEY98, CCPS98, FW98, GJ79, Hoc96,
Hro01, NW88, Pap94, PS82].

Solving an optimization problem we want to have an algorithat will find an
optimal solution for any instance of the problem. It is conmiycheld opinion
that an optimization problem has not been solved efficiemtiyl a polynomial
time (deterministic) algorithm has been obtained for it.fdtunately, most real
world optimization problems seem to be too hard to be sol¥iclently and, in
fact, even many simply stated problems are believed to badtatble. The theory
of NP-completenesprovides a mathematical foundation for this belief [Coo71,
GJ79].

We can informally summarize it as follows. A decision probls one whose so-
lution is either “yes” or “no”. There are two classes of demisproblems NP and

P. It holds that RZ NP. Furthermore, all problems in P can be solved efficiently,
whereas all problems in NPP are intractable. An Nleemplete problerfl € NP
has the propertyfll € P if and only if P= NP.

It is now widely accepted that NP-complete problems canaatdived efficiently
and P# NP. However, the problem “P versus NP” still remains one efrtiost
challenging problems in theoretical computer science wiscalso included in
the list of Millennium Prize Problems [CMIQ0].

The decision versions of many combinatorial optimizatioobbems have been
shown to be NReompleteKar72]. We might say that such combinatorial opti-
mization problems are NRard, since they are, in a sense, at least as hard as the
NP-complete problems.

If an optimization problem is NP-hard, then there existslgo@thm which would
compute optimal solutions in polynomial time, unless-RP. But, we can ask
for less. We could relax the requirement the running time ddgrmial or we
need not require the solutions be optimal. Indeed, we carheasdstic algo-
rithms like Local Search [AL97] anénumeratioralgorithms like Branch-and-
Bound [HS78]. However, in thevorst-case analysisuch algorithms are either
not polynomial or produce vergub-optimakolutions.
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Here we are interested in the design and analysappfoximation algorithmghat
always computenear-optimalsolutions in polynomial time [AGG99, Hoc96,
Hro01].

Approximation Algorithms.  An optimization problem can be either cost min-
imization or profit maximization. Informally, an optimizah probleml1 of cost
minimization consists of a sétof instances (inputs) and a cost function As-
sociated with each instantes J is a set of feasible solutions (outputsjl ). For
each instancé and a feasible solutio§ € F(I), the cost associated withandS
isC(1,S) € R*. The kind of optimization problems we typically concerneithw
are of cost minimization problems; therefore, the disauss$iere is primarily in
terms of cost problems. It is not difficult to develop the agalus concepts for
profit maximization problems.

Let ALG be any algorithm for a cost minimization problém Let ALGJ[l] denote
a feasible solution produced by ALG given the instahand let

ALG(l) = C(I,ALG]])

denote the cost incurred by ALG. Aaptimal algorithmOPT is such that for each
instancd,

OPT(l) = Srel?:i(rll)C(I,S).

An algorithm ALG is ap-approximation algorithm for a cost minimization prob-
lem N if for all instanced,

ALG(l) < p-OPT(l).

The running time of ALG is polynomial in the instance sjie The value op > 1
is called theapproximation raticor performance rati@r worst-case ratiof ALG
and in general can be a function |bf.

A family of approximation algorithms|A¢ }¢~0, for a cost minimization problem
I is called apolynomial time approximation schernea PTAS, if algorithmAg
is a (1+ €)-approximation algorithm and its running time is polynohirathe
size of the instance for a fixed If the running time of eacl is polynomial in
the size of the instance andel then{A¢}¢~0 is called afully polynomial time
approximation schemar a FPTAS.

For any given NP-hard optimization problem, we wish to deiae whether it
possesses prapproximation algorithm, or a PTAS, or even a FPTAS. Thus, o
one handpositive (approximability) results the area of approximation concern
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the design and analysis of good polynomial time approxioma#ilgorithms and
schemes, and on the other hand, tlegative (inapproximability) resultéisprove
the existence of such algorithms.

So far we assumed that the input instance of an optimizatioblgm is com-
pletely known prior to the beginning of the computations. Ba basis of this
complete input, an algorithm produces an optimal or neéira solution as the
output. In other words, we assumed problems and algoritlen#line

Optimization problems in which the input is received in atim@manner and in
which the output must be produced online are catietine problems The com-
plication is that each online output influences on the coshefoverall solution.
This suggest a “natural” partition of optimization probkemmto online and of-
fline problems. Another field of our interest is the design andlysis ofonline

algorithmswhich solve online problems [BEY98, FW98].

Online Algorithms. Here we only consider a special class of online optimiza-
tion problems. For an online optimization probléireach instance € J appears

as afinite sequende=iy,iy,... ,in and a corresponding feasible solutf®a F (1)

is a finite sequenc8= s1,%,...,S. An online algorithm ALG forl1 must pro-
duce a feasible solution in stages such that atjthestage { = 1,2,...,n) the
algorithm is presented with thgh component of the instance and must produce
the jth component of a feasible solution before the rest of theante is made
known.

Let OPT be an optimabffline algorithm for a cost minimization problem. An
online algorithm ALG isc-competitivgor “attains a competitive ratio @) if for
each instancg,

ALG(1) < c-OPT(1).

The smallest such that ALG isc-competitive is called ALG’€ompetitive ratio
Thus, ac-competitive algorithm is quaranteed to incur a cost nodatiganc times
the smallest possible cost for each input sequence. We ashatt > 1 and in
general it can be a function of some problem parameters.

For any given online problem, we wish to find estompetitive algorithm with
the smallest rati@. Accordingly, alower boundon the competitive ratio implies
that no online algorithm can have a competitive ratio leas tiis bound.

Notice that the competitiveness of an online algorithm edeated with respect to
an offline optimal algorithm. Strictly speaking, it does nalicate the loss asso-
ciated with the computational resources availability,with not having complete
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information of the input instance. Henaegcompetitive ang-approximation al-
gorithms are not comparable, ever = p. However, here we consider only “ef-
ficient” online algorithms and, in particular, algorithniat do terminate within a
polynomial (in the relevant parameters) time.

Outline of the thesis

In the last three decades, approximation and online algnsathave become a ma-
jor area of theoretical computer science and discrete nratties, rich in its pow-
erful techniques and methods [FW98, Hoc96]. Schedulingcatating problems
are among the most popular ones for which approximation afideoalgorithms
have been analyzed. On one hand, motivated by the well-knidfficulty to ob-
tain good lower bounds for the problems, it is particulaidydto prove results on
the online and offline performance of algorithms. On the okiaad, the theoreti-
cally oriented studies of approximation and online aldons for scheduling and
coloring have also impact on the development of better d@tyas for real world
applications.

In this thesis we contribute in two ways. First, we desigrypomial approxima-
tion algorithms, in particular PTASSs, for two wide classé®®-hard scheduling
problems which concern minimizing tlaerage weighted completion tirmeec-
ond, we develop a number of online and approximation algrst for several
multiprocessor taskcheduling problems and several generalizations of the col
oring problem, namelyglistance constrained labelingroblems, which are pri-
marily motivated by applications. We answer theoreticasiions, present new
and improve on previous results, develop novel technigondsvethods, and give
pointers to some experimental results.

The main part of this thesis is divided into four chapters.e@an find some
relationship between them. However, each chapter is iettta be mostly self-
contained, and we hope that the reader interested in a arttopic would have
no problem in reading only the corresponding part.

CHAPTER 1: In this chapter we present new approximation results ¢ébes
duling to minimize the average weighted completion timéhwélease dates. We
are givem jobs, where job (j = 1,2,...,n) has a processing timg, a positive
weightw; and a release datg. We consider several variants but the objective in
all of them is to minimize the average weighted completiomety w;C;, where

C; is the completion time of jolp in the schedule. If there are no release dates and
the goal is to schedule jobs on a single machine without pp&emns, the problem
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can be solved optimally in polynomial time by schedulinggat non-increasing
order ofw;/pj, what is known as Smith’s rule [Smi56]. Introducing reledages
makes the problem strongly NP-hard [LLKS93, CPW98].

Recently there has been significant progress in giving aqymation algorithms
with good performance quarantees for a variety of stronghyHdrd scheduling
problems with the average weighted completion time objecind release dates,
e.g. scheduling on a single machine, on parallel (relatebhmmes, on a constant
number of unrelated machines, ect. [AMO1]. There are justdpproximation
approaches. One one hand, one can either use a linear pragrgr(LP) re-
laxation or preemptive relaxation to find a schedule [Scl®8n98, Sku98], or
use an algorithm which first defines the most profitable jolasthan packs them
into contiguous intervals of geometrically increasingesifHSSW97, CPS96].
Indeed, a series of ideas along these lines have led to me@and practical app-
roximation algorithms. On the other hand, there seem to bedmental barriers
to turning these algorithms infwlynomial time approximation schem@&JASSs):
algorithms that, for any fixed accuraey> 0, find a schedule within @l + €) fac-
tor of the optimum in polynomial time. In order to build a PTASBnew approach
was proposed in [ABC99]. This involves the input transformation technique, the
idea of intervals, the idea of huge-tiny jobs, the weighftsty technique, and
dynamic programming [AM01, CKO01].

At the same time, it was always hard to say whether one canlresdg known
approximation algorithms for the makespan version of theblem. Chandra
Chekuri’s Ph.D. thesis [Che98] concludes with the follogvquestion:

“Is there a polynomial time algorithm that uses as a submeta procedure for
minimizing makespan and outputs an approximate scheduigifomizing
weighted completion time?”

Indeed, several algorithms of this kind are known [€B6, QS00]. However,
these results give only a partial answer to the questiongasmog a fully positive

answer - for instance, a PTAS that uses as a subroutine a R¥ASifimizing

makespan - remained an interesting challenge.

Here we also combine several ideas — the input transformtgahnique, the idea
of intervals, the idea of huge-tiny jobs, the weight-shiftitechnique, an LP re-
laxation (formulation), rounding, a PTAS for minimizing kespan, and dynamic
programming — into one approximation method. In partiguar demonstrate the
power of our method on the job shop scheduling and multimeme(dedicated
and parallel) tasks scheduling problems. This improvesy@méralizes a number
of results presented in [CP96, CLL98, ABC"99, ABKM0O, ABF00, FJP01b].
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Interestingly, here we just relay on the properties of thevkm PTASs [JSOS99,
CM99, JP99b] modifying them in some parts. Our method useBAGRor the
makespan version of the problem not as a subroutine, but @srepart of a spe-
cial proof technique. However, the techniques developedeaused for making
the PTASs faster and simpler [FIMO1].

In addition, our method can also lead to the design of PTASsniany variant
of the multistage scheduling problem with the average weidjsompletion time
objective and release dates, e.g. open shop, flow shop, dag ahd their pre-
emptive or multiprocessor versions. Thus, we not only ghe answer to the
above question, but also make a major step to understartugrgpiproximability
of shop scheduling problems with the sum of completion tirbgcive, a ques-
tion mentioned by Schuurman & Woeginger [SW99].

In Section 1.3 we first consider the problem of scheduling job a single ma-
chine: Givem jobs, where each jop (j = 1,2,...,n) has a processing timg,

a release datg, and a weightvj, schedule the jobs on a single machine so that
the average weighted completion tirfiev;C; is minimized, wher&€; denotes the
completion time of joby.

As we mentioned before, the problem is strongly NP-hard [BI9R, CPW98] and
there are a number of polynomial (efficient) approximatitgoethms [Sch96,
Sku98, Che98]. Here we start with reviewing and refining a 8T&oposed
in [ABCT99]. We outline the main steps of our method. We repeat andfynod
some lemmas and proofs in [AB®9] adding some new features and introduc-
ing the basic techniques. This provides a gentle introdaadib the subject and
simplifies the presentation of subsequent results.

Next, in Section 1.4, we consider the following job shop skhieg problem.

We are given a set afh machinesM = {1,2,... ,m} and a set oh jobsJ =
{1,2,...,n}. Each jobj (j = 1,2,...,n) has a weightvj, a release datg, and
consists ofu > 2 operationso,j,...,0,j that have to be processed in the given
order. Each operatioaij (i =1,2,...,H) requires a maching; € M and has a
processing timegpjj. Each job can be processed only by one machine at a time
and each machine can process only one job at a time. The gwefimgl a non-
preemptive feasible schedule which minimizes;C;.

The problem is hard even if it is assumed that there are nohtgi@llw; = 1)
and no release dates (ajl= 0). The problem with two machines and at most
two operations per job is already strongly NP-hard [GJS@6{ if the number
of machinesm and the number of operations per jpbare arbitrary, the gen-
eral job shop scheduling problem is APX-hard [HSW98]. Hoerethere is a
(5.78+ €)-approximation algorithm for the problem in the case wheandp are
fixed [CPS 96], and zaf)(log2 m)- approximation algorithm for the problem with
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arbitrary (not fixedmandp [QSO00].

Here we present a PTAS for the problem which computes for aeg fraluesn,
pnande > 0 accuracy, d1+ €)-approximate schedule i@(nlogn) time. Notice
that our PTAS for the problem with fixech and i, cannot be extended to a FP-
TAS [GJ79] (a PTAS which is also polynomial irfd), and it does not generalize
to the case when both andp are not fixed. It remains an open question whether
one can obtain a PTAS when only one of the parameters, eitloey, is fixed.

Finally, in Section 1.5, we address multiprocessor schiegydroblems, where a
set ofn tasks has to be executed by a setgfrocessors such that each processor
can work on at most one task at a time and a task can (or maymbejiprocessed
simultaneously by several processors. The objective isitormze the average
weighted completion timg w;C;.

In the dedicatedmodel, each task requires a simultaneous use of a prespecifie
set of processors. In thgarallel model, each task requires a prespecified number
of processors. In thgeneralmodel, each task can have a numbealbérnative
modeswhere each processing mode is specified by a subset of poysemd the
execution time of the task on that particular processor set.

Both dedicated and parallel versions are strongly NP-heea & it is assumed
that there are no weights, no release dates and two prosasser2 [XL99,
CLL98]. In [FIPO1b] we have proven that scheduling dedatatsks with unit
processing times on an arbitrary number (not fixed) of premesn cannot be
approximated within a factor mﬁ%_s, neither for some > 0, unless P= NP; nor
for anye > 0, unless NP= ZPP.

There are only few known approximation results for schewumultiprocessor
tasks. Furthermore, they only address the case when ituswskthat there are no
weights and no release dates. It has been known, that theta@xapproximation
algorithm for scheduling dedicated tasks on two proced&irk98], a 32- app-
roximation algorithm for scheduling parallel tasks on &eyy number of pro-
cessors [TLWY94], and - as we have shown recently - a PTAS dbeduling
dedicated tasks on a fixed number of processors [ARH.

By combining various ideas we provide here generalizatidisgveral results and
obtain PTASSs for both parallel and dedicated models (wittase dates) that com-
pute for any fixed value afn and accuracg > 0, (1+ €)-approximate schedules
in O(nlogn) time. We also prove that there is a PTAS for the general made|,

in the case when there are no release dates. However, wetogjthe existence
of a PTAS in the case when general multiprocessor tasks leta&se dates.
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CHAPTER 2: In this chapter we consider the followirdistance constrained
labelingproblem [Lee98]. We are given a gra@h= (V,E) and a non-increasing
sequence oflistance constraintsippy,... , pk. The goalis to find at, b~
labeling c: V(G) — {1,2,...,L} of G such thatc(u) — c(v)| > pi whenever the
verticesu andv are at graph distangéefori =1,2,...,k, and the number of labels
L is minimized.

The problem is a generalization of the well-known colorimglgem, where given
a graph the goal is to find an assignment of colors (numh&81..) to the ver-
tices of the graph such that any two adjacent vertices haimdi colors and the
number of colors is minimized [JT95, SU97]. The most inteelsi studied case
of distance constrained labelingks= 2 and(p1, p2) = (2,1). The hardness and
approximability of arL 5 ;)-labeling was explored for different graph classes, e.g.
cycles paths treesand co-graphs[BKTvL00O, CK96, GM96, GY92, vdHLS98,
FKK99, MS]. For general graphs, it is expected that for eewd k-tuple ofdis-
tance constraintéps, .. ., px) whether exists a bourld) such that it is NP-hard to
decide where there exists f},, . p,)-labeling with the number of colots < Lo.
So far, this conjecture has been only provenkier 2 andp; > 2 py [Fia00].

The intersection grapt of a setD of disks in the plane is calleddisk graph
andD is called thedisk representationf G. If all disks of D have unit diameter,
G is called aunit disk graph and if the diskdiameter ratiois bounded by some
constant, G is called ao-disk graph

The recognition problem of a (unig-) disk graph is NP-hard [BK96, BK98,
HKO1]. There are a number of offline and online approximatgorithms for
coloring of (unit) disk graphs [BK98, Pee91, Mal97, Pee91].

Here we consider the problem of distance constrained ladpeli o-disk graphs.
We present a number offline and online algorithms for the ohgeneral distance
constraints and for the case whies= 2 and(p1, p2) = (2,1). We derive upper
and lower bounds on the approximation and competitive m@tithe algorithms
presented.

First, for each fixed-tuple of distance constrain{gs, ... , px) we give an online

L (ps,...,po)-12b€ElING algorithm which requires the disk representatwd a o-disk
graph, i.e. it works on sets of disks with the disk diametéprat o as the input.
The algorithm is based on the so-calleeikagonal tiling circular labeling and
first-fit techniques. We derive an upper bound on its competitive eatd show
that for each fixed-tuple(py, ..., pk) of distance constraints and each fixed diam-
eter ratioo, the algorithm is constant competitive. As an example, wealestrate
the algorithm for the cade= 2 and(p1, p2) = (2,1).

Next, we derive lower bounds for online coloring and labglifWe consider the
case when the disk representation of a disk graph is knowrst&#vewith simple
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lower bounds for unit disk graphs. Then, we switch to diskpgsaand prove
that in the case when either the disk representation of degil is not given or
the diameter ratio is not bounded, no online labeling atgoriwith a constant
competitive ratio exists. In addition, we find a lower boumdamy general online
labeling algorithm foio-disk graphs. By using this result we show that our online
labeling algorithm is asymptotically optimal for the clagsunit disk graphs.

Finally, we deal with the offline setting. We explore the cageenk = 2 and
(p1, P2) = (2,1). We present two approximation algorithms for unit disk dr&p
The first algorithm is based on the so-call@atting technique, which uses the
disk representation of unit disk graphs. The second algorisrobust what is, it
does not require the disk representation, and it eitherusigofeasible labeling or
shows that the input is not a unit disk graph. For the casebitfary distance con-
straints, we present a general offline labeling algorithmotalisk graphs which
does not require the disk representation. For each txaadk the approximation
ratio of the algorithm is constant.

CHAPTER 3: In this chapter we address the followidgdicatedvariant of the
multiprocessor tasks scheduling problem. We are given afsattasksT =
{1,...,n} and a set o processor$! = {1,2,... ,m}. Each tasl§ € T has a pro-
cessing timepj, a release datg and a prespecified set of processorg fixM.
Preemptions are not allowed. Each processor can work on st ome task at

a time, each task € T must be processed simultaneously by all processors of
fixj. The goal is to find a non-preemptive feasible schedule wimictimizes the
makespan frax = max; C;j.

The three-processor problem is already strongly NP-hawditleere exists no poly-
nomial approximation algorithm with performance ratio #erathan ‘g", unless
P=NP [HdVV94]. Furthermore, in [FJP01b] we proved that thebtem cannot
be approximated within a factor m%—a, neither for some > 0, unless P=NP;
nor for anye > 0, unless NP=ZPP. However, there is a polynomial time approx
mation scheme (PTAS) for the variant of the problem with firednber of pro-
cessorsn [ABKM97]. The best known low time complexity algorithms am%-
approximation algorithm and%approximation algorithm for the three-processor
problem presented in [Goe95, CHO1].

In the online context, there are several results known fepé#rallel variant of the
multiprocessor task scheduling problem [FST94, FKST939BMUPp to our best
knowledge, no online algorithms with guaranteed competitatio are known for
the dedicated variant of the multiprocessor model consitleere. Although some
algorithms have been recently proposed in the literathes; performance is only
simulated and is not analyzed analytically [CDIO1b, CDI01a
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Here we present several results, important from both thieateand practical
points of view. First, we deal with the problem where taskgehanit process-
ing times. We propose an online algorithm for the variant ok tasks arrive
over-list and an online algorithm for the variant in whiclska arrive over-time.
The competitive ratio of these algorithms is bounded kynRand (2,/m+ 1)
respectively. Next, we switch to the general problem withitesiry processing
times. We show that any online algorithm which schedulekstasriving over-
list and leaves no unnecessary idle time cannot be bettemth@ompetitive. In
some sense, this leaves no hope for contracting any goaaeaaijorithm based
on the first-fit technique. To simplify the problem we consitiee case when all
tasks are released at the beginning of scheduling. By usingait-roundtech-
nique, we first give an offlinelkkapproximation algorithm for the problem where
the maximum task sizAnayx is bounded by some constdgtand modify it to an
offline 3,/m-approximation algorithm for the general case. Then, bggitie so-
calledactive-passive-binscheduling technique [SWW95], we outline an online
algorithm for the variant in which tasks arrive over-timedahe existence of a
task is unknown before its release date. The competitive ohthe algorithm is
bounded by ¢/m.

CHAPTER 4: In this last chapter we address the following multiprecesche-
duling problem. We are given a set oftasksT = {1,2,... ,n} and a set ofn
processord! = {1,2,....,m}. Each task (j =1,2,...,n) has a unit processing
time p; = 1 and a due datd;. Each processor can work on at most one task at a
time and a task can (or may need to be) processed simultdpdyuseveral pro-
cessors. In theedicatednodel, for each task € T there is given a prespecified
set fix; C M which indicates the task must be processed by all the theepsocs

of fix;. In theparallel model, the multiprocessor architecture is disregarded and
for each task € T there is given a prespecified numiserg € M which indicates
that the task can be processed by any subset of processbesazrtinality equal

to sizg. Here we assume that all tasks are available at time zerohangioal is

to find a feasible schedule which maximizes theughputy U;, whereU; = O if
task ] completes afted;, andU; = 1 otherwise.

There are a lot of results known for the classical (non-muditessor) job sche-
duling problems, where the objective is either to minimize fweighted) number
of late (tardy) jobs or to maximize the (weighted) numbermtime (early) jobs,
see e.g. [Bru98, DP95, HPWO0O, KIM78, Law76, Law82, LM69, LKB Mon82,
Moo68, RW98]. In the multiprocessor setting, the previcesearch has mainly
focused on the objectives of minimizitige makespaandthe sum of completion
times As a rule, scheduling multiprocessor tasks with unit pssogg times is
a stronglyNP-hard problem [Llo81, HdVV94]. However, a number of differ-
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ent approximation algorithms have been recently propas@dBKM97, BM98,
CHO1, CLL98, FST94, FKST93, Goe95, LIo81, TLWY94]. Up to dmowledge,
no results are known for the multiprocessor tasks scheglplioblem which con-
cern either minimizing the number of late (tardy) tasks okimmézing the number
of on time (early) tasks.

Here, focusing on the throughput objective, we present tisé fesults in this
direction. We derive the complexity results and preseneisd\approximation
algorithms, for both parallel and dedicated variants ofgtfablem.

We start with the parallel variant of the problem. We provat tthe problem is
strongly NP-hard and propose two simple greedy algoritiirhen, we present an
improved algorithm with the worst-case ratio at mog&2 3 1/(2m— 2) (herem >

2). Finally, we consider the dedicated variant. For the gdsen all tasks have a
common due date, we adopt the complexity result fendium CLIQUE [Has99].
We prove that for any givea > 0 the problem cannot be approximated within
m/2-¢ unless NP= ZPP, wherem is number of processors. However, for this
special case, we are able to show that the worst-case ratigaedy algorithm
does not excee¢fm+1. To grip on the case of individual due dates, we generalize
this algorithm and demonstrate that bouyith+ 1 remains valid.

Interestingly, there are a number of different relationsdame well-known com-
binatorial problems. Just beyond the mentioned relatiav axiMumMm CLIQUE,
BIN PACKING and MULTIPLE KNAPSACK correspond to the parallel variant of
our problem.

Last notes. Throughout the thesis we use the standard three-6igtly sche-
duling notation introduced in [GLLK79, LLKS93, Dro96]. Wevg a short ver-
sion of this scheme in Appendix A on page 193. In Chapter 1 veeausunding
procedure included into Appendix B on page 197. For the sbkerwenience, we
also give all main definitions used from graph theory in ApfiriC on page 201,
and from complexity theory in Appendix D on page 205.

We assume that the reader is familiar with the basic conagptembinatorial
optimization, complexity theory, approximation and oelelgorithms which can,
for instance, be found in the following books [AGG9, BEY98, CCPS98, FW98,
GJ79, Hoc96, Hro01, NW88, PS82, Pap94]. There are a numlberodds on ma-
chine scheduling [CCLL95, Pin95], on graph theory [Bol9&®®, Wes01], and
on linear programming [BT97, Sai95]. We would also recomdtire following
surveys [AM01, CPW98, Dro96, Kos99, SS00].

Parts of this thesis have been published or will be publish@8BF 00, FJP01b,
FJPO1la, FFFO1, FIM01, BEB2, FIM02, FZ02].






CHAPTER 1

ON MINIMIZING AVERAGE WEIGHTED COMPLETION
TIME

1.1 INTRODUCTION

In this chapter we present new approximation results foersd\NP-hard sche-
duling problems in which jobs have release dates and thectblgels to mini-
mize the average weighted completion time. We are primantigrested in the
design of PTASs: algorithms that, for any fixed accuracy 0, find a solu-
tion within a (1+ €) factor of the optimum in polynomial time. Here we com-
bine a number of ideas into one approximation method. Ourcagh is built
on the input transformation technique [AB@9] which makes the use of in-
tervals with geometrically increasing sizes [HSSW97, €&, LP formula-
tion [Sch96, Shm98, Sku98, Che98], LP rounding [JSOS99, approxima-
tion algorithms (PTASSs) for makespan minimization [ABKM32ZM99, JP99D,
JSOS99]. We demonstrate the power of our method on the jgb stteeduling
problem and the multiprocessor (dedicated and parallsKstacheduling prob-
lem. In particular, this improves and generalizes a numibeesults presented
in [CPS"96, CLL98, ABC"99, ABKMO0O, ABF00, FJP01b]. As a consequence,
we make a major step to the answer to the questions mentinfietd€98, SW99].

Scheduling on a Single Machine. We consider the following problem of sche-
duling jobs on a single machine: Givenobs, where jobj (j = 1,2,...,n) has a
processing timgp;, a positive weightv; and a release datg, schedule the jobs
on a single machine so as to minimigev;C;, whereC; is the completion time of
job j. The problem is denoted byr}| s w;C;.

If there are no release dates and the goal is to schedule jpasimgle machine
without preemptions, [15 w;C;j, the problem can be solved optimally in polyno-
mial time by scheduling jobs in non-increasing ordemgf p;, what is known
as Smith’s rule [Smi56]. Introducing release dates makesptiblem strongly
NP-hard [LLKS93, CPW93].

There are a number of nice and practical algorithms foy| § w;C; which are
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based on the LP and preemptive relaxations [Sch96, Shma&®8SIChe98].
However, there seem to be fundamental barriers to turnipgtimese algorithms
into a PTAS: an algorithm which givea> 0 accuracy will output g1+ €)-
schedule in polynomial time. From one side, there is alwagambetween the
objective values of an LP relaxation and an optimal scheddknce, any algo-
rithm that compares itself to the LP optimum inherits thip,gand so it cannot
be a PTAS. From another side, as it was shown in [TU99], angridhgn for
1|r;| 3 C; that starts with the preemptive relaxation created by ssbremaining
processing time (SRPT) algorithm [LLKS93] cannot find anragpnation ratio
better thare/(e—1). This matches the best known upper bound [CMNS97].

In order to build a PTAS a new approach was proposed in [A8@. This em-
ploys the well-known input transformation technique [SW®2e idea of intervals
with geometrically increasing sizes [HSSW97, CP8], and the weight-shifting
and merging techniques [AMO01]. The approach to approxiomais to perform
several “transformations” that simplify the input problanthout dramatically in-
creasing the objective value, such that the final result srehle to a fast dynamic
programming solution.

Informally, in order to find a1+ €)-approximate schedule one proceeds as fol-
lows. First, all processing times and release dates aralenlto integer powers
of (14 ¢€). This transformation increases the objective function toyast a fac-
tor of 1+ €. Furthermore, this breaks the time line into contigugesmetrically
increasing intervalsd = ((14 €)%, (1+¢€)**1], x € Z, where release dates only
happen at the beginning of intervals. Then, jobs are dividamtiny and huge
ones. In particular, a job isugewith respect to an interval if its length is at least
€2 times the size of the interval, ariohy otherwise. For one intervd), huge
jobs of the same size (a power of-E) are prioritized by decreasing weigivsg,
and all tiny jobs are prioritized by decreasing ratip/p; (Smith’s rule). Next,
the weight-shifting technique is applied. If many jobs asled at intervaly, it

is known that some of them with low priority will have to wad be processed.
Shifting refers to the process of moving the excess jobsam#xt intervaly, 1.
Finally, the merging technique is used. The set of tiny jadeased at interval
Ix is partitioned into a constant number of subsets with ropglual total pro-
cessing time, and the jobs of each subset are grouped intgsingke tiny job.
From one side, both techniques increase the objective tgla¢ most a factor of
1+ O(g). From another side, now it is quite simple to enumerate akoaable
(1+¢)-schedules by using dynamic programming.

Here we start with reviewing and refining a PTAS far;15 w;C; presented
in [ABCT99]. We repeat and modify some lemmas and proofs in [AB9],

introducing some basic techniques and adding some newésaty such means
we outline main parts of our method: (1) Structuring (2) Caktmg, and (3)
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Dynamic Programming. Similarly to the above approach [AB@], in (1) and
(2) we show how one can simplify the input problem, and in (&) slhow how
one can solve the final problem by using dynamic programmiitgs provides
a gentle introduction to the subject and simplifies the prieg®n of subsequent
results.

Job Shop Scheduling. We consider the following job shop scheduling prob-
lem. We are given a set of jobsJ = {1,2,...,n} and a set oim machines
M={1,2,...,m}. Eachjobj (j =1,2,...,n) has a positive weight;, a release
daterj, and consists of a sequencelof 2 operation®ij,0zj,...,0yj that must

run in the given order. Each operatiofj (L= 1,2,...,H) has a processing time
pij and requires a maching € M. Each job can be processed only by one ma-
chine at a time and each machine can process only one job raea tiere we
assume tham andp are fixed, and the goal is to find a nhon-preemptive feasible
schedule which minimizes w;C;, whereC; denotes the completion time of job

j. The problem is denoted Rymop < ,r;j| T w;C;.

The above problem is an important generalization of singhehime scheduling
problem 1r;| ¥ w;C;. However, it seems to be harder for approximating even if in
the case when there are unit weights and no release dateas klwawn that two
machine problend2|op < 2|y C; with at most two operations per job is already
strongly NP-hard [GJS76], and general probléity C; with arbitrarymandp is
APX-hard [HSW98].

For a long period only a simpl®(m)-approximation algorithm fod|| 5 C; has
been known [GS78]. Until recently, @.78+ €) - approximation algorithm for
problemJmlop < ,rj| T w;C; with fixed m and, and anO(log(my)) - app-
roximation algorithm for problend|r;| S w;C; with arbitrarym andp have been
proposed in [CPS96] and [QS00], respectively. Both algorithms follow thensa
approach. One first uses a subroutine for “assigning” jobdstarvals with ge-
ometrically increasing sizes, and then a subroutine focKpa” jobs in single
intervals. However, subroutines are different. In the foase, there are dual
algorithm and &2+ €)-approximation algorithm [SSW94], whereas in the sec-
ond case, there are an LP relaxation anding?(m)) - approximation algo-
rithm [GPSS97].

Here we improve on the result by Chakrabarti et al. and proatthere is a PTAS

for problemJmop < y,r;| ¥ w;Cj which computes for any fixeoh, pande > 0
accuracy, 81+ €)-approximate schedule @(nlogn) time. Notice that our PTAS

for the problem with fixedn andp, cannot be extended to a fully PTAS [GJ79]
(a PTAS which is also polynomial in/t), and it does not generalize to the case
when bothm andp are not fixed. It remains an open question whether one can
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obtain a PTAS when only one of the parameters, either |, is fixed.

In order to build a PTAS we follow the main parts of our meth@: Structuring

(2) Compacting, and (3) Dynamic Programming. We make almosthances in
parts (2) and (3) presented for the single machine problgmslw;C;, but we

generalize part (1) in a non-trivial way.

In the case of single machine itis easy to structure the ipfoidlem. In contrast, a
jobin the job shop problem is a chain of operations, thattesea lot of difficulties.

Here we have to definmain and negligible operations of a job. All negligible
operations are very small ones, and we can round their pimgesmes to zero.
All main operations are very big, and we can round them suah tthe input

instance becomes simpler. Only after this, by a non-trigrabf we are able to
show that any job can be completed within a constant numbietervals.

Another important difference is that for problenr 1y w;C; tiny jobs can be pri-
oritized by Smith’s rule. When the job shop problem is adskeels several aspects
become complex and some important generalizations areedeédle first par-
tition all jobs into a constant number of subsets sharinglaincharacteristics,
calledprofile. This introduces a special structure on a schedule in wtach &ny
job has apattern Then, by using intervals and patterns we are able to modify
Smith’s rule, but for tiny jobs of the same profile. In ordeptove this, similarly

to ideas in [CP$96, QS00], we first use a subroutine for “assigning” tiny jobs
to intervals and patterns, and then as a subroutine for fpgtkobs in single
intervals. From one side, for assigning we can use an LP flation and a spe-
cial rounding procedure. From another side, packing jolesaith single interval
corresponds to the makespan version of the job shop schgduioblem which

is known to be NP-hard [GJ79]. To copy with that, we followadeof the PTAS
which first presented in [JSOS99] and later modified in [FIMThis the most
difficult step of part (1) of our method.

Interestingly, we can generalize all above mentioned ideastechniques. By
following our method we can prove that there are PTASs forymamiants of

the shop scheduling problem, e.g. open shop, flow shop, dag, simd their

preemptive versions.

Multiprocessor Task Scheduling. We address non-preemptive multiprocessor
scheduling problems, where a setrofasksT = {1,2,...,n} has to be executed
by a set ofm processor$! = {1,2,...,m} such that each processor can work on
at most one task at a time and a task can (or may need to bespeatsimultane-
ously by several processors. Each tagkT has a processing timg, a positive
weightw;j and a release datg. Here we assume thatis fixed and the goal is to
find a non-preemptive schedule which minimiZew;C;.



1.1 INTRODUCTION 17

In the dedicatedmodel, denoted bPmifixj,r;| ¥ w;Cj, each task € T requires

the simultaneous use of a prespecified set of processqrs fix. In theparallel
model, denoted bym sizg, r;j| 5 w;C;j, the multiprocessor architecture is disre-
garded and for each tagke T there is given a prespecified number gizeM
which indicates thaj can be processed by any subset of processors of cardinal-
ity sizej. In thegeneralmodel, Pm set,r;j| S w;C;, each task can have a num-
ber of alternative modeand for each task € T there is an associated function
p.j: 2M _ Z+ U {4} which gives the execution timej of taskj in terms of

a set of processonsC M that areallottedto j.

In the multiprocessor setting, proble?hfix | 5 C; was first studied in [HdVV94]
and shown to be strongly NP-hard even when all tasks hav@rouessing times.
If the number of processors is fixed, then probleém fix;, p; = 1| 5 C; with unit
processing times becomes polynomial-time solvable [BKY€h if the tasks have
release dates. The negative result was strengthened irgfg} | where the authors
proved that already problef2|fix;| 5 C; is strongly NP-hard. The problem of
scheduling parallel multiprocessor tasks on two proce3dysize |y wjC;j was
also shown to be strongly NP-hard [XL99]. Contrasting thithvthe fact that
for identical parallel machines, in the non-multiprocessmdel, only general
problemP|| 5 C; is strongly NP-hard, whil®m|  C; is just weakly NP-hard, in-
dicates that computing optimal or approximate schedulestdtiprocessor tasks
is likely to be much harder than the corresponding (cla§smman-multiprocessor
variants.

There are only few known approximation results for multg@ssor scheduling
with the average completion time objective. Furthermdneytonly address un-
weighted versions where it is also assumed that all tasksetgased at the be-
ginning. It has been known, that there exist a 2-approxmwmagélgorithm for
P2|fixj| ¥ Cj [CLL98], a 32-approximation algorithm fé?| sizg | 5 C; [TLWY94],
and - as we have recently shown - a PTASRn fix;| ¥ Cj [ABF00].

Here we provide generalizations of several results andeptitoe following: There
are PTASs for bottPm [fixj,r;| S w;C; andPmsizg,r;| S w;C; that compute
for any fixedm ande > 0 accuracy(1+ €)-approximate solutions i@(nlogn)
time. If the number of processamsis not fixed, then the problem becomes harder
from the point of view of computing approximate solutionsémy given relative
accuracy. It turns out that the classigaaph coloringproblem can be reduced to
the problem of scheduling dedicated tasks of unit lengttseBaon this reduction
it was proved in [HdVV94] that folP|fixj, pj = 1/Cmax there exists no polyno-
mial approximation algorithm with performance ratio sreafthan 43, unless
P=NP. (This can be strengthened by using inapproximalégults from [LY94]
and [FK98]). Following the same line of ideas, one can cams$ta reduction
from the minimum color sunproblem (introduced in [Kub89]), where the sum
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of the assigned colors is minimized (instead of the largas),chence differing
from the classical coloring problem only in the objective. iing this reduction
along with the hardness results [BNBBS8, BNHK™99] for approximating the
minimum color sum problem, one can obtain the following niega(inapprox-
imability) results:

Theorem 1.1.1. Problem Rfixj, pj = 1| 5 C; cannot be approximated within a

factor of n%—g, neither for some& > 0, unlessP= NP, nor for anye > 0, unless
NP=ZPP.

The problem of scheduling general multiprocessor td&kisset| 3 w;C; (with-

out release dates) can be also viewed as a generalizatiam ofe¢ll (but mainly
independently) studied scheduling problems: scheduigigston unrelated paral-
lel machinesRmm| ¥ w;C; and multiprocessor task scheduling with dedicated pro-
cessorPmfixj| S w;Cj. In the case of unrelated machines, for each task (job)
there arem processing modes, each with a single processor (machinebhel
case of dedicated processor sets, each task has only agiogéssing mode but
including (typically) several processors. Since both & #bove special cases
are strongly NP-hard [BCJS74, CLL98] for general weightd an> 2, even if
there are only a constant number of processors, it is natusildy how closely
the optimum can be approximated by efficient algorithms.uSow on the case
wherem is fixed, we integrate many of the above mentioned recenttsethat
have shown the existence of PTASs for the two special cagesrdviding the
following generalization: There is a PTAS fBm set| Y w;C; that computes, for
any fixedmande > 0 accuracy, &1+ €)-approximate schedule @(nlogn) time.

This work was motivated by [AB€99], where it was also announced that there
is a PTAS for scheduling on unrelated parallel machines véatbase dateRm

Irjl Yw;C;j, and our very recent work [FJP01b], where we have shown the ex
istence of a PTAS foPmfixj,rj| S wjC;. Our original goal was to provide a
generalization for all previous results on scheduling pewis involving a fixed
number of processors (machines), release dates and thegawseighted com-
pletion time objective. Here we do not achieve this goal cletety, but our result
provide hopefully a major step towards it. We conjecturé thare is a PTAS for
Pm set,rj| 3 w;C;.

In order to build PTASs, here we also follow three main pafteuwr method:
(1) Structuring (2) Compacting, and (3) Dynamic Progranmgnirinterestingly,
similar to the job shop problem, we make almost no chanceatrits (f2) and (3),
but in part (1) we add some novel non-trivial ideas which westused before.

There is one very important feature of the multiprocessskdacheduling prob-
lem which contrasts it from all previously considered pevbs. Here, a task can
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require more than one processor. Thus, while tasks run ihedsite, more “ear-
lier” tasks can intersect in a very irregular way blockingrmdater” tasks. This
creates some difficulties in using the already developdthigoes. However, in
order to be able to cope with multiprocessor tasks we carremfegulagapsin
a schedule. A gap is an interval in time where all the proassa® idle. This sim-
ple idea leads to PTASs for the dedicated and parallel tagledsiling problems
with release dates and a PTAS for the general multiprocdas&s scheduling
problem without release dates.

Similarly to the one machine case, we can round tasks ansifglaasks as huge
and tiny. Similarly to the job shop case, we can define proéles prioritizing
tiny tasks of the same profile by Smith’s rule. However, inaoritb prove the later
result, we again use an LP formulation, a rounding procedurg a PTAS for the
makespan version of the problem [ABKM97, CM99, JP99b].

Unfortunately, our method fails in the case of general rputitessor tasks with
release dates. Rounding of general multiprocessor tagkewtirelease dates is
quite simple, but as soon as release dates are introdueeg@gyablem becomes
more complex. Here we need some new ideas for defining prdiibgsand huge
tasks, and Smith’s rule.

Organization of the Chapter. The rest of the chapter is organized as follows.
In the next section we give a short overview of the input tfamsation technique,
which can be also found in [SWO02]. In Section 1.3 we consitlergroblem of
scheduling on a single machine. In Section 1.4 we consi@gothshop problem,
and in Section 1.5 we discuss the multiprocessor tasks stthgdgroblem. In
Section 1.6 we give concluding remarks.

1.2 DESIGNING APTAS: THE INPUT TRANSFORMATION TECHNIQUE

Suppose we want to find a PTAS for a strongly NP-hard scheglplioblem. How
we should proceed?

We know that any approximation algorithtdrshould take an instandeprocess it
for some time, and finally output an approximate (near-oaljirsolutionApp(l).
Indeed, all known approximation schemes are based on tigeadiiadepicted in
Figure 1.1 on the following page consisting of three weplaated parts: The
input | on the left, the outpuApp(l) on the right, and the algorithrA in the
middle.

However, one can find a number of different approaches todhstauction of app-
roximation schemes. One of the standard approaches is-taled technique of
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I §> A §> App(l)

Figure 1.1: Solving of the input.

simplifying of the instanceHere, one first turns a difficult instance into a more
simplerinstance which is easier to tackle, and then uses an optonalpfprox-
imate) solution for this instance in finding an approximat&ison the original
instance.

Less formally, we add a bit morstructureto the diagram in Figure 1.1. For
an illustration see Figure 1.2. Here, due to the NP-hardoéssir scheduling
problem, instanceé is very complicated and irregularly shaped, and it would be
difficult to go directly forml to an approximate solutiohpp(l ). Hence, one takes
the detour via a simplified instand® for which it is easy to obtain an optimal
solution OPT(1¥) or an approximate solutioApp(1%). Finally, one translates
OPT(1¥) or App(1¥) into an approximate solutiohpp(1) for the original instance

l.

: App(l) ) Translate OF::T(L#) :
App(l) : App(l") |,
T T : T SolveT :
Simplify
1#

Figure 1.2: Simplifying of the instance

The approach described can be presented by the followinghase procedure:

(A) Simplify: Simplify instance to an instancé”. The simplification depends
on the desired accuraey> 0 of approximation; the closeris to zero, the
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closer instanc&” should resemble instanteThe time needed to transform
| into 1¥ must be polynomial in the size of(it can be exponential in/E).

(B) Solve: Determine an optimal solutio®PT(1#) or a near-optimal solution
App(I¥) for 1%, and then translat®PT(1%) or App(I¥) back into an app-
roximation solutionApp(l). It should be done in polynomial time in the
size of (it can be exponential in /E), and solutionApp(l) should stay
close toOPT(l).

Of course, finding the right simplification in stépis an art. On one hand, Iif is

too close td, thenl¥ can be still hard to solve to optimality. On the other hand,
if 1% is too far away from*, then solvingl# will not tell us anything about how
to solvel. The following techniques for simplifying the input instanoften work
well.

Rounding. The simplest way of adding structure to the input is to rouniche
of the numbers in the input. For instance, we may round allgolgths to
perfect powers of two.

Merging. Another way of adding structure is to merge small pieces liatger
pieces of primitive shape. For instance, we may merge a langeber of
tiny jobs into a single job with processing time equal to thecessing time
of all tiny jobs.

Cutting. Yet another way of adding structure is to cut away irregulzaped
pieces from the instance. For example, we may remove a setaif $obs
with a broad spectrum of processing times from the instance.

In the following sections, we will combine these techniquesugh named dif-
ferently, into one approximating method which consistdoéé main parts in our
method: (1) Structuring, (2) Compacting, and (3) DynamicgPamming. Here,
parts (1) and (2) correspond to ph#8¢, and part (3) corresponds to phdBg¢ of
the input transformation technique.

Informally, given a fixed accuracy > 0 and an instanck of sizen we proceed
as follows. In parts (1) and (2), we construct an instalfcom an instancé

of the problem inO(nlogn) time. In part (3), we find a near-optimal solution for
I# by using dynamic programing i®(n) time. The objective value of the found
solution is within a factor of 4 O(¢) of the original optimunOPT(l), and the
algorithm derived is a PTAS wit(nlogn) running time (it can be exponential
in1/g).
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1.3 SCHEDULING ON A SINGLE MACHINE: A REFINED PTAS

In this section we consider the following problem of schauyjobs on a single
machine: Givem jobs, where jobj (j = 1,...,n) has a processing timg;j, a
positive weightw; and a release datg, schedule the jobs on a single machine
so as to minimiz& w;Cj, whereC; denotes the completion time of jgb For an
illustration see Figure 1.3.

=1 w=10

p2=1 rh=3 Wy, =5
ps = 1.25 =2 wy=1

pa=1 rg=45 w; =20

scheave . T > I >~ W » |

T o " g g 15 g Iy
SWiCj = 10x25+ 5x4 + 20x55+ 1x7 = 162

Figure 1.3: A schedule for 4 jobs

A very simple idea can be to use a dynamic programming algonwhich works
over release dates and enumerates all possible schedulbe fobs released at
each distinct date. However, there are two potential ditiiesiwhich can lead to
an exponential i©(n) running time. First, it can happen that “too many” jobs get
released at the same time. Second, it can happen that somegiti‘too long”
time for processing.

Indeed, in order to “speed up” the running time we will avoattbthese extreme
cases. We use the technique of simplifying of the instanag. ain goal is to

structure the problem such that there is at most a “constantiber of jobs at
each distinct release date, and then to find a near-optirhatsde in which every
job completes “close” to its release date.

Informally, we perform severdtansformationghat simplify the input problem.
Many of our transformations are thought modifications aggplio the optimal
schedule to argue that some schedule nearly as good hasmetg structure. For
example, we can modify an optimal schedule such that alistptimesS; > €p;
and the objective value increases by at most a factorHo€.1Then, we say that
with 1+ ¢ loss we canassumethat all S; > ep;j in any schedule. Others our
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transformations are actual simplifying modifications o# hstance that run in
polynomial time and do not increase the objective value tahm For exam-
ple, inO(n) time we can round all processing timgsto integer powers of €.
Then, we say thatith 1+ € lossand inO(n) time, we carenforceall p; be integer
powers of €.

As we discussed, there are three main parts of our approxwmatethod: (1)

Structuring, (2) Compacting, and (3) Dynamic Programmihgpart (1), Sec-

tions 1.3.1,1.3.2, 1.3.3,1.3.4,1.3.5,1.3.6, we deriweeise transformations that
add more structure to the problem. In part (2), Sections/11.38.8, we provide
two main transformations for compacting the problem insgarin part (3), Sec-
tion 1.3.9,1.3.10, we give a dynamic programming algorifomfinding a near-

optimal schedule.

As a preliminary step of part (1), in Section 1.3.1 we perfdrasic structuring

of instances and schedules. The first transformatiare@metric-roundingwe
round all release dates and processing timgs; to integer powers of 3¢, and
perturb weightsw; such that allw;/p; are distinct (Lemmas 1.3.2 and 1.3.3).
This guarantees that there are only a small number of digpimzessing times
and release dates to worry about, and lets us break the timenlio geometri-
cally increasing intervalswhere release dates only happen at the beginning of
intervals, that is useful for dynamic programming. Our settransformation is
schedule-stretchingwe multiply all job completion times by % € and increase
the starting times to match. From one side, this increaseshfective function

by a factor of 14+ €. From another side, assuming that every job does not start
too early (Lemma 1.3.6), we can define a relationship betwelease dates and
processing times. Furthermore, assuming that no job cas toe many intervals
(Lemma 1.3.4), we can defireeossing jobs

As an intermediate step of part (1), in Section 1.3.2 we flagshs intotiny and
hugeones. In particular, a job ibugein an interval if its length is at leasf
times the size of the interval, anithy otherwise. Accordingly, there is at most a
constant number of huge job sizes, that are powerstof {Lemma 1.3.7). Our
next transformation isime-stretching we add small amounts of idle time into
intervals. This can be used to “clean up” the schedule. Witteloss, we can
assume that no tiny job crosses an interval in a scheduler(izein3.8).

As the final step of part (1), we perform several transfororetithat structure
scheduling of tiny jobs. In total, Section 1.3.3, we can assthat all tiny jobs
“obey” Smith’s rule if two tiny jobsk andj such thatvj/p; < wi/ px are available
in an interval, then jolx of greater valuew /¢« completes not later than jobwith

respect to intervals (Lemma 1.3.9). Informally, in ordeptove this, we first use
a subroutine for “assigning” tiny jobs to intervals, andrttes a subroutine for
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“packing” jobs in single intervals. In Section 1.3.4, wedakn optimal schedule
and formulate an linear programming (LP) which gives a foaal assignment
of tiny jobs to intervals. In Section 1.3.5, we round an optirbP solution to

an integral assignment in which tiny jobs obey Smith’s rik@unding does not
increase the objective value and can only lead to small aserén each “interval
load” (Lemma 1.3.11). In Section 1.3.6, we apply the timretshing technique
and reschedule tiny jobs in the optimal schedule with redpabe found integral

assignment. These transformations increase the objeetive by at most a factor
of 14 7e.

After these three steps of part (1), we can simply proceeslitiirout part (2) of
our method described in Sections 1.3.7 and 1.3.8. The fasstormation here is
weight-shifting(Lemma 1.3.13). If many jobs are released at one date, we know
that some of them will have to wait to be processed. Shifteigrs to the process
of moving the excess jobs in the current interval to the netetrval. For tiny jobs,
we prioritize them in order of decreasing ratig/p;, and retaining only those
that can be executed. For large jobs of each particular piaedr of 1+ €), we
prioritize them in order of decreasing weightgand simply retain the maximum
number that could be potentially scheduled. Our secondfwamation here is
merging(Lemma 1.3.14). We first take the set of tiny jobs releaseti@same
date. Then, we partition this ordered set into a constantosuraf roughly equal
subsets. Merging refers to the process of grouping the diny pf each subset into
one single tiny job. Both sifting and merging can be done WithO(¢) loss and
in O(nlogn) time. Hence, we can enforce that there is at most a constameu
of jobs released at each interval, and their total procgdsime is a small multiple
of the size of the interval.

At this point, in Sections 1.3.9 and 1.3.10, we complete tgeréhm by proceed-

ing part (3) of our method. We first use time-stretching. Wevskhat every job

can be completed within a constant number of intervals #feelease date in a
near-optimal schedule (Lemma 1.3.15). Our next idea herefiad such a near-
optimal schedule by using dynamic programming. Accordingle define spe-

cial blockstructure over intervals and derive recurrent equatiord® @n page 38

which define the dynamic programming framework. The cowagmg dynamic

programming algorithm for our problem runs @(n) time (Lemma 1.3.16). In

total, we prove the following result:

Theorem 1.3.1. There is a PTAS fat|r;| 3 w;C; that computes for any fixed> 0
accuracy, a1+ €)-approximate schedule in(@logn) time.
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1.3.1 Basic Structuring

To simplify notations we will use throughout this sectioattfi/€ is integer (and
in particulare < 1/4). We useCj andS; to denote the completion and start time
of job j, OPT to denote the objective value of the optimal schedule. Fobagt
X, we usep(X) to denote the total processing time of the jobXof

Geometric Rounding. First, we usgeometric roundingp create a well-structured
set of processing times and release dates.

Lemma 1.3.2. With 1+ € loss and in @n) time, we can enforce alljrand p be
integer powers of + €.

Proof. For an illustration see Figure 1.4. Take an optimal schedfitebjective
value OPT, Figure 1.4 a). Then, multiply allj and p; by 1+ €. The optimal
objective value i1+ ¢€)OPT, Figure 1.4 b). User; andep; to round(decrease)
pj(1+¢) andrj(1+€) to the nextower integer powers of 4 &. This can only

decrease the objective value of the optimal schedule. O
T o | | a) OPT
; . -
rj I
4?;” €pj
L | ma+e | b)OPT(1+¢)
1 ! -
rj(1+s)

Figure 1.4: Geometric rounding

Intervals. For an arbitrary integex, defineRy = (1+¢€)*. Now, all release
dates are of the form = (1+ €)* for some integex. For an illustration see
Figure 1.5 on the next page. We partiti@ ) into disjoint intervals of the form
Ix := [Rx, Rxt1). We will use|l|x to refer to the sizéRy1 — Rx) of intervally.

There are two very simple properties of intervals
Illx = €eRx and |l|x;1 = (1+¢€)|l|x

This means that the size of each intervat imes its start time, and the size of
two consecutive intervals differs by a factor of-E.
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0c¢ 1+¢ Rx Rx+1 Rx+2
H | | | | -
1x 1 x41

Figure 1.5: Intervals

Weights. Similarly, we can perturb weights.

Lemma 1.3.3. With 1+ ¢ loss and in at most logn) time, we can enforce all
w;j/p; be distinct.

Proof. Multiply all wj by 1+ ¢, and therdecreasground) some of them by smalll
values until allw;/p; are distinct. O

Schedule-Stretching. Next, we show that jobs cannot neither start nor be re-
leased too early. This will help in the later analysis.

Lemma 1.3.4. With 1+ ¢ loss, we can assume that all starting timgs>&p; in
a schedule.

Proof. For an illustration see Figure 1.6 on the facing page. Takemmal
schedule of objective valu®PT, Figure 1.6 a). Multiply allC; by 1+ ¢ and
increase $to matchwithout changing job processing times, Figure 1.6 b). The
objective value of the final schedule is at m@#-£)OPT, and all starting times

1+ ¢Cj—pj > (L+¢)p; — p

are at leastp;. O

As a consequence, we can move all release dates as follows:

Lemma 1.3.5. With 1+ ¢ loss and in @n) time, we can enforce > ep; for all
jobs j.

Proof. By Lemma 1.3.4 all5; > €pj in an optimal schedule. Then, w.l.o.g. we
can simply move each release datéy €. O
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| P | a)OPT
\
5 Ci
£0) .
| W - | b)OPT(1+¢)
. s
ISj(l-}-S) ICj(:|.+$)

Figure 1.6: Stretching of a schedule

Crossing Jobs. Now we can prove that no job can cross too many intervals:

Lemma 1.3.6. With 1+ € loss, we can assume that each job crosses at most

. 1
s'= ’VIOgl-s-e(l'i_ g)w
intervals in a schedule.
Proof. Take a schedule. By Lemma 1.3.4 §jI> ep;. Consider a crossing joj

For an illustration see Figure 1.7. L8te Iy = [R¢,R«+1). Then, completion time

S Ci<Sj(1+13)

! |||x : |||x+1:
] ]

1
!
: R
Rx Rx+ 1 Rx+ 2 X+S* RX+ s+1

Figure 1.7: A crossing jolp

1
Ci=9 +pj <3 <1+E)’
and processing time
pi < Sj/e < Ru/e.

Lets' = [logy,(1+ %)]. Considers* intervals which followy. Their total length
can be bounded as

X+s*

> i = Rus41—Rg1 = Rer1((14€)S — 1) > R/t
i=x+1
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Hence, these* intervals covetS;,C;]. O

Notice that we do not use the above fact in this section. Hewdhis will be used
later in a generalized form.

1.3.2 Huge and Tiny Jobs

Now we introduce two different types of jobs. We say that jols hugein an
intervally if its processing timep; > ez\l Ix, andtiny otherwise. We will writeHy
and Ty to denote sets of huge and tiny jobs releaselékgH for huge andr for
tiny).

Lemma 1.3.7. There are at mos2/&* distinct sizes (ppowers ofl +€) in Hy.

Proof. We havep; <rj/e = Ry/¢ for any jobj (Lemma 1.3.5). Then, for a huge
job j we have

ey = €Rqj) < Pj < Ryj/e
Let pj = Ryj)(1+ €)%, for some integes (Lemma 1.3.2). Then, we have
£3Ryj) < Ryj)(1+€)° <R /e
Hence,
se [—3log1/e,logl/e],
andk is integer. From
4flog1/e]+ 1< 2log1/e* < 2/¢*

we can state that there are at mogt®2distinct huge job sizes (powers of 1
£). O

Time-Stretching. Now we introduce théime-stretchingechnique. For an il-
lustration see Figure 1.8 on the facing page. The formalrgesm is given in the
proof of Lemma 1.3.8. Less formally, we can describe thertggle as follows.
Take an optimal schedule, w.l.o.g. in intervaldo, I3, ..., see Figure 1.8 a). In-
crease the size of each lgf x=1,2,... by 1+¢. This createg|l |y idle time in
each intervaly, and increases the objective function value at mast factor, see
Figure 1.8 b).

By using this simple idea we can prove the following:
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b, 2, Iz, g I5 , ls
R | 2)OPT
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. : I : I ! . | b) (1+¢€)OPT
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Figure 1.8: Time-stretching

Lemma 1.3.8. With 1+ € loss, we can assume that no tiny job crosses an interval
in a schedule.

Proof. For an illustration see Figure 1.9. Take an optimal scheainNalueOPT.
Start from its first interval and go further up to the end. Assuhat we meet a
tiny job jp in an intervall, such thaR, € (S;,,C;, |. In other words, joly, crosses
I, see Figure 1.9 a), and its processing timge< €|l |,. Then, start this joly
exactly atR, by moving all later jobs, see Figure 1.9 b).

a)OPT

.

. Io b) (1+¢)OPT

.

e e
g[lb

Figure 1.9: A jobjp, with Ry € (S,,,C;j,]

Clearly, no tiny job crosses an interval in the final sched@serve also that
this procedure increas@PT by at most a factor of 4 €. For an illustration see
Figure 1.10 on the next page. Consider any jab the optimal schedule. Let

Cj € Ix = [R,R¢t1), see Figure 1.10 a). Then, we have moved this jobs by at
most

1 1
Z Pjp < Ze“‘b = E“‘Xt;(lTS)t < €|||xg = [l|x = €Rx.

b<x b<x
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Ib Ix

P

a)OPT

I B B D

le—
€[l [p R« Ret1

b) (1+€)OPT

Figure 1.10: A jobj with C; € I

SinceeRy < £Cj, the completion time of jolj increases by at most a factor of
1+¢, see Figure 1.10 b). O

1.3.3 Scheduling Tiny Jobs: Smith’s Rule

We first need to introduce some notations. By Lemma 1.3.8mpojtib crosses
an interval in a schedule. Then, for a tiny jplive define two indicex(j) < y(j)
such thaRyj) = rj andS;,Cj € ly(j). Less formally, jobj is released aR,j) and
completely scheduled in intervgy ).

Smith's Rule. Let j andk be two tiny jobs such that(k) <x(j) (herery <rj)
and % > % (see Lemma 1.3.3). We say that tiny jobs ol&yith’s rulein a

schedule if;l/(k) <y(j) (& < §)) for all such pairs of jobg andk. In other words,
if jobs k, j are available in an interval, then jébwith greater valuevy/px starts
not later than jolj with respect to intervall, andly;y.

Now we can prove the following:

Lemma 1.3.9. With 1+ 7¢ loss, we can assume that all tiny jobs obey Smith’s
rule in a schedule.

Proof. The proof is given in Sections 1.3.4,1.3.5,1.3.6. Infotynale first use

a subroutine for “assigning” tiny jobs to intervals, andrthes a subroutine for
“packing” jobs in single intervals. Here, assigning is lthea an LP formula-
tion and a rounding procedure, whereas packing procedirasisd on the time-
stretching technique. We can briefly sketch the proof asvil

We take an optimal schedule. For each tiny jole find indexy(j). By using
y(j), for each intervaly we find a se, of tiny jobs processed insidg.
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Next, by using the values @, = p(Yy) we formulate a linear program (LP) which
defines a fractional assignment of tiny jopso intervalsly. Then, we round an
optimal LP solution to an integral assignment.

By using this integral assignment, for each tiny jpwe can define new index
y(j), and for each intervdl, we can define a new s¥ of tiny jobs assigned to
ly. From one side, tiny job$ obey Smith’s rule with respect to theg). From
another side, the rounding procedure does not increasebjbetive value, but
increases the value of eaBly by at mose?|l .

We notice that
p(Yy) < Dy + €[lly = p(Yy) + €I}y

We simply take the optimal schedule and use time-stretchildg adde|l |y idle
time in each intervaly. Then, we replace the tiny jobs ¥ by the tiny jobs of

Y, inside each interval,,1. This gives us a schedule with the objective function
value at most1+ 7¢)OPT in which all tiny jobs obey Smith’s rule. O

1.3.4 Assigning to Intervals: LP formulation

Consider an optimal schedule of objective valDEBT. Then, for each tiny job
j we define two indicex(j) < y(j) such thatRj) =rj andSj,Cj € Iyjy. In
addition, for each intervdl,, we define se¥, of tiny jobs scheduled insidg, i.e.
Yy ={ily(i) =y}

Now we can formulate the fractional assignment problem Hatiirey jobs as the
following LP:

Minimize F(&) = T;wjYysxj) &y Ry

st.(1) Ay=75; &jy-pj < Dy=p(Yy) forally,
(1.1)

(2) Yysxj) &y = 1 forallj,

(3) &jy > 0 forally>x(j)andj,
where
&jy: theyth fraction of tiny jobj assigned to intervad| = [Ry,Ry+1),
Dy: the load in intervaly = [Ry, Ry11),

Ay: the fractional load in interval, = [Ry,Ry;1), and
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F(§): the fractional average weighted completion time of tinysjob

Accordingly, the LP constraints have the following meanirf)) the value of
fractional loadAy in each intervaly is at mostDy, and(2)-(3) each tiny jobj is
assigned completely to intervals y > x(j).

Informally, in the optimal schedule we allow tiny jobs bedtianally processed in
several intervals. From one side, we assign g#tiraction of jobj be completed
in interval ly = [Ry,Ry+1), and takeR, as its “completion time”. From another
side, preserving “loadsDy = p(Yy) in all intervalsly, we keep the schedule of
huge jobs without changes.

We can bound the fractional average weighted completioa &isfollows:
Lemma 1.3.10. For any optimal solutior§ of the LP it holds that ) < OPT/,

where OPT is the total weighted completion time of all tiny jobs in thmimal
schedule.

Proof. Consider all tiny jobg in an optimal schedule. We define indicdg) <
y(j) such thaRj) = rj andS;j,Cj € ly(j). Sincey(j) > x(j), for an assignment
& = (§jy) we can definjy = 1 if y=y(j) and&jy, = 0 otherwise. Theng is
feasible. Furthermore, sin€g € Iy(j) = [Ryj), Ry(j)+1) We have

FE) = >wWi-Rg < HYwp-Cj = OPT.
J J

1.3.5 Assigning to Intervals: LP Rounding

Let & = (§jy) be an optimal LP solution. [ is integral, then for each tiny job
j there is exactly ong(j) such thaty(j) > x(j) and&y;); = 1. In other words,

an integral LP solution can be treated as an integral assighof tiny jobs to

intervals. Here we prove the following result:

Lemma 1.3.11. An optimal solutiorg of the LP can be rounded into an integral
assignment of tiny jobs to intervals such that

(1) F(§) does not increase;
(2) the value of each, increases by at mosg|l |y;

(3) tiny jobs j obey the modified Smith’s rule with respect torivaes |y given
by roundeck.
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Proof. Let § = (&jy) be an optimal LP solution. Lef andk be two tiny jobs
with x(k) < x(j) and"r‘,’—; < % (that iswj px < Wk pj). Assume that there exist two

fractionsg;yj) > 0, &y k) > 0 with y(j) < y(k). Informally, this means that there
are two fractions which break Smith’s rule.

Then, there exist valugg andty such that
0<t < Ejy(j) and 0< ty < Eky(k), (1.2)
and
tipj = Pk (1.3)

We define a new solutio§l = (&},) as follows. First, we exchange tigj)th and
y(k)th fractions of jobs andk

Eyiy = S — i &y = &y Y

1.4
Gt = B — b By = B T o
ky(k) — Skyk) — K ky(j) — Sky(j) T

After this, we define the rest @f as in&. For an illustration see Figure 1.11.

S () ! () !

Tt . : IS

N : ] : .

! Eky(j) ' ' Eky(i) ' kP
‘ [ T o

1 Ejy(j) 1 1 Eky(k) 1 I:-H pJ

o ! o ! tj pj

't [ E :

' 0 ' ' Eiyt) :

lyi) ly

Figure 1.11: The/(j),y(k)th fractions of jobk and |

Due to (1.2), (1.3) and (1.4) we have that solut6is feasible. Furthermore,

F(&) — F(&) = Ryjy(widk — wjtj) + Ry (Witj — i)
(1.5)

= (Ryj) — Ry) Witk — tjw;).
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Fromy(j) < y(k) we haveRyj) — Ry < 0. Fromw;pg < wip;j and (1.3) we
have(wgtx — wjtj) > 0. Thus, from (1.5) we conclude that

F(&) < F(&).
This is a contradiction to the optimality @f
In the following we roundg into an integral solution. We will use the above
property of¢. First, for each tiny jolj we find the earliest indey(j) with &) >
0. Then, we simply pu&;,;, = 1 for each sucly(j), and&j, = O for othersy.
Clearly,§ is integral.
Let j andk be two tiny jobs Withvg—; < % andx(k) < x(j). Then, due to the above
property of¢, it holdsy(k) < y(j) for any such pairs of jobgandk. Thus, all tiny
jobs j obey Smith’s rule with respect id j) given by¢.
One can see that we cannot increase the value(®§f. From another side, we
can violate some constrains (2) of the LP. However, we camagse the above
property of¢. For an intervaly, there is at most one tiny job, sgy, which does
not “fit” into Dy. One can also think thgy, “crosses’ly. Sincepj, < €[l |y, each
loadA, increases by at most|l |y. O

Now we use an integral assignme#gtsFor each tiny jobj we define new index
y(j) > x(j), respectively. Then, by usingj), for each intervaly, we define the
setY, of tiny jobs that are assigned kp Then, we can prove the following:

Lemma 1.3.12. For all tiny jobs j it holds that yj) > x(j) and

> WiRyj) < OPT'. (1.6)
Furthermore, for each interval/lit holds
(%) < p(Yy) + €lly. (1.7)

Proof. By Lemmas 1.3.10 and 1.3.11, for all tiny jobs it holds that
XWij(j) = F(E) < OPT.

To define set¥,, we have used a rounded soluti®ffor the LP. Hence, it holds
that

Ay = p(\ny).
Then, by the LP formulation and Lemma 1.3.11 it holds that

y(i) = x(j)
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and

Ay < Dy + €Iy

< p(Yy) + 82“|y-

1.3.6 Packing in Single Intervals

Here, by using the results of Lemmas 1.3.11 and 1.3.12, welstethe proof of
Lemma 1.3.9.

We first take an optimal schedule of val@®T. Then, for each tiny jolj we
define two indicex(j) <y(j) such thaR,j) =rj andS;,Cj € ly(;. In addition,
for each intervaly, we define se¥, of tiny jobs scheduled insidg, i.e. Yy =
{ily(j) =y}, and definddy = p(Yy).

Next, we formulate the LP and round an optimal solution. & &k an integral
assignment as defined in Lemma 1.3.11. Then, for each tiny yob define new
indexy(j) such thay(j) > x(j) and§y(j) = 1. For each intervdl, we also define

Y= {ilv(i) =y}
From one side, all tiny jobg obey Smith’s rule with respect to these ngyy).
From another side, by Lemma 1.3.12 it holds (1.6) and (1.7).

[ [ N W] | & OPT
| [ [ | o b)(1+&)OPT
Dy
[ T | e C) (1+£)20PT
Dy

Figure 1.12: Scheduling inside interual

Now we proceed as follows. For an illustration see Figurl1.We take the
optimal schedule, see Figure 1.12 a), and move jobs pratesside each interval
ly such that the tiny jobs of, are placed together in a gap of valDg = p(Yy),
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Figure 1.12 b). This increases the objective function valpat most a factor of
1+e.

Next, we apply time-stretching to the schedule, Figure £)12n each interval
ly, we adde|l|y idle time to the gap of valu®y. The objective function value
increases by at most a factor of-E, but there is a gap of lengiy + €|l |y in each
intervally, 1 of the schedule.

Finally, we reschedule all tiny jobs. For each interkal, we simply complete
the jobs 01’7y inside a gap of length

Dy = p(¥) < Dy+e?lly.

Once can see that each tiny jplsompletes a€; € lyj);1. By Lemma 1.3.12 the
average weighted completion time of all tiny jobs can be hbiedgnas follows

SCi < 51+ &)Ryj1 = (1 + £)°0OPT,
J J

whereOPT is the total weighted completion time of all tiny jobs in thetional
schedule. Hence, the objective function value of the finaédale is at most

(14€)°0PT < (1+7¢)OPT.

This completes the proof of Lemma 1.3.9.

1.3.7 Weight-Shifting

Consider some release d&e Assume that there are “too many” huge jobslin
and tiny jobs inTy. Which jobs have more higher priority and should be schetlule
first?

By Lemma 1.3.3 all valuew;/p; are distinct. From one side, by Lemma 1.3.7
the huge jobs oHy have at most Z* distinct sizes (processing times). Hence,
we can prioritize the huge jobs &fx having the same size by ordering them in
decreasing order of weightg. From another side, by Lemma 1.3.9 the tiny jobs
of Tx obey Smith’s rule. Hence, we can prioritize tiny jobslgby ordering them

in decreasing order of rativ;/p;.

Indeed, there are at mogty available time in intervaly. The processing time
of any huge job irHy is at leaste?|l |[x. Hence, for each size we can select the
first 2/€2 high priority huge jobs and move the others huge jobljto the next
release dat&, 1. Similarly, we can select tiny jobs with higher priority up &t
most 21 |y total processing time, and move the others tiny jobgito Ry, 1. As a
result of the procedure we can prove the following:
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Lemma 1.3.13. With1+O(g) loss and in @nlogn) time, we can enforce(fix) <
2|1 |x and |Hy| < 4/¢5 for all x.

1.3.8 Merging

By Lemma 1.3.13, for each release dRjgthere is at most a constant number of
jobs inHy, but in Ty. However, jobs inly are tiny and their total processing time
is bounded by 2 |x. Our next transformation is merging tiny jobs together.

For each release dal, we partition the ordered set of tiny jobg into at most
4/£? subsets of roughly equal sizee?|l |4/ 2, but less thae?|l|x. Then, we merge
the jobs of each such subset into a new tiny job. Then, by wsiggments similar
to the ones in Lemma 1.3.8 we can prove the following:

Lemma 1.3.14. With 14 O(¢) loss and in @nlogn) time, we can enforcely, U
Hy| < 8/ for all x.

Proof. Take an instance as in Lemma 1.3.13. Take an optimal schetluue
OPT. Let Dy be the time used to execute tiny jobs in interial Take a release
dateRy. The tiny jobs ofTy are scheduled by Smith’s rule. We replace the tasks of
Ty by the new created jobs. For an interigaWith b > x, it may happen that some
new tiny job, sayjx € Ty, does not fit intdD,. However, the processing time of
each such johy, x < b, is at mostz\l Ix. Hence, the total overload D, caused

by all jobs jy, X < bis at most

1

2 2 2

Pix < D €llx=¢l]p <elfp/e=¢g|l|p.
X< " X< k21(1+8)k

Then, we increase the value Df, by addingg|l |, idle time, and complete all
new tiny jobs. The time-stretching technique implies tlnat value of the final
schedule is at mogfL+ €)OPT. O

1.3.9 Blocks

Lemmas 1.3.5 and 1.3.14 imply that the total number (if thewmy) of jobs re-
leased at eacRy is bounded by 88. Thus, by Lemma 1.3.5 the total processing
time of these jobs is bounded byl §/¢'°. Recall that we are dealing with in-
tervals of increasing sizes. Thus, we can find a constastich that 8 |,/ is
bounded byez\l Ix+-g+- Hence, in intervaly, ¢« one can treat all jobs released=at
as one tiny job. Again, the ideas of Lemma 1.3.8 and Lemmad4.[gad to the
following:
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Lemma 1.3.15. With 1+ € loss, we can assume that in a schedule each job com-
pletes within d intervals after its release date.

We partition the time line into a sequencebddcks where each block consists of
d* consecutive intervals.

1.3.10 The Dynamic Programming Framework

The basic idea here is to use dynamic programming with blaskanits. By
lemma 1.3.15, the jobs of blockun either in block ori+ 1. A pseudo-schedule
S describes a possible placement of the jobs of blo€lor each job it is enough
to define two intervals in which the job starts and completes.

gi-1)

i—1 i | i+1

S0

Figure 1.13: Pseudo-scheduf®#8 andSi—% for blocki

The dynamic programming entE/(i,S(‘)) stores the minimum weighted comple-
tion time achievable by completing all the jobs releasedtaedr in blocki while
leaving pseudo-schedu®®) for blocki+ 1. Given all table entries fdr— 1, the
values fori can be computed as follows.

E(i,8") = min{E(i—1,8'7Y) + w(i, 8", M)}, (1.8)
whereW (i, S'-1 9 is the minimum weighted completion time achievable by
scheduling the jobs in intervals of blockvith respect to théncomingpseudo-

schedulesi—1) and theoutgoingpseudo-schedul®’), respectively. For an illus-
tration see Figure 1.13.

By Lemmas 1.3.14,1.3.15 there is at most a constant numbebsfeleased in a
block. Hence, both the feasibility test and computatiowgf, ', SV) can be
done inO(1) time. There ar@ jobs, each of which can cross at masintervals
(Lemma 1.3.6). Hence, there are at mo$h) relevant blocks and we have the
following:

Lemma 1.3.16. The entire table ) can be computed in @) time.

Combining this result with Lemma 1.3.14 we complete the pobdheorem 1.3.1.
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1.4 A PTASFOR THEJOB-SHOP SCHEDULING PROBLEM

In this section we consider the following job-shop schetyroblem. We con-
sider the following job shop scheduling problem. We are gigeset ofn jobs

J={1,.

..,n} and a set ommachinesM = {1,... ,m}. Each jobj (j =1,...,n)

has a positive weightj, a release datg, and consists of a sequencejod> 2
operationsosj, 0z}, ... ,0yj that must run in the given order. Each operatmn

(h=1,...

,H) must run without interruption on a required machinec M, dur-

ing pjj time units. Each job can be processed only by one machinemataand
each machine can only process one job at a time. Here we askatme and

p are fixed, and the goal is to find a feasible schedule whichmipg@s average
weighted completion tim§ w;C;, whereC; denotes the completion time of job
j. For an illustration see Figure 1.14.

Operations
Job 1 \ 011 \ \ 021 \ \ 031 \ \ 041 \
rn=1 T11=3 Toy=2 Ta31=1 Ta1=3
wy =2 P11=125 p21=125 p31=15 pgu=1
Job 2 \ 012 \ \ 022 \ \ 032 \ \042‘
r,=0 Tp=2 Tp=1 T3p=3 Tg=2

Wy =4 Po=1 pr=15 psp=125 pp=075

ooz [ DO SN R

rg=2 Ti3=1 Toz3=2 T33=1 T43=3
ws=1 P13= 1.5 P23 = 15 P33 = 1.25 Psa3z = 1.25

Schedule

Machine 1
Machine 2
Machine 3

SWCj =2x 6.5+4x6.25+1x 8= 46

Figure 1.14: A schedule for 3 jobs

The above problem is a generalization of;1y w;C;. Here we also follow the
main parts of our method: (1) Structuring, (2) Compactimgl,3) Dynamic Pro-
gramming. Indeed, we use ideas and techniques describkd sirtgle machine
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case. We will make almost no changes in parts (2) and (3)idect.4.9 and
1.4.10, but in part (1), Sections 1.4.1 — 1.4.8, we genexdfie previous ideas for
structuring in a non-trivial way.

In Section 1.4.1 we use already known rounding and stragcfiiemmas 1.4.2
— 1.4.5). We round release dates, weights and introducevatée However, we
only deal with operations, that provides the basic struatustep of part (1). To
complete the main structuring step, we use some new ideasghout next three
sections.

In Section 1.4.2, we partition operations of any job into tlasses, thenainand
thenegligibleoperations: the sum of processing times of negligible deraare
less thare® times the processing time of any main operation. We showftat
a job j the processing time of a main operation can be bounded frdowhay
€5 ¢;, wheret; = ™ | pjj is the length of jobj (Lemma 1.4.6).

In Section 1.4.3 by using different combinations of knowcht@ques, we show
that processing time of any negligible operation can be dedrto zero, and pro-
cessing time of any main operation can be rounded &6 multiple of a small

constant fraction of the total job length (Lemma 1.4.7). didiion, we round re-
lease dates (Lemma 1.4.8). By using this, we can conclud@thab crosses too
many intervals (Lemma 1.4.9). Informally, this means that b is processed
“locally” in a schedule.

In Section 1.4.4, we give some notations and definitionshkdft in structuring
instances and schedules. We first specifypadfiles Each profiled is a Qu-tuple
which consists of twa-tuplest = (1;) andmi= (15). If a job j has profiled, then
each operationjj (i = 1,... 1) requiresr - £; processing time on maching We
prove that there is a constant number of possible profilesitha 1.4.10). Next, as
in the single machine case, we classify jobs iimy andhugeones. In particular,
a job is huge in an interval if its length is at lea$fq* times the size of interval,
and huge otherwise. Here, parameger= g - g, where the values afj, o are
defined later in Sections 1.4.7,1.4.8, respectively. Ror jbbs, we prove that
no tiny operation crosses an interval (Lemma 1.4.11). Fgeljabs, we prove
that there is at most a constant number of huge job “sizesacit eelease date
(Lemma 1.4.12). Finally, for tiny jobs we introdutecal profilesand patterns
Informally, each profile represents a set of jalbperations, whereas each local
profiles represents a subset of the operations. Then, edehnms a collection
local profiles, that represents a way in which a tiny job camptoeessed inside
several intervals of a schedule. We prove that there is at amosnstant number
of distinct local profiles and patterns (Lemma 1.4.13).

As the final step of part (1), similarly to the single machiase, we perform sev-
eral transformations that structure scheduling of tinysjdin total, Section 1.4.5,
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we can assume that tiny jobs of one profiléobey” Smith’s rule: if two jobsk
and j of profile ¢ with w;j/¢; < w/¢ are available in an interval, then jdoof
greater valuewv,//x completes not later than jopwith respect to intervals and
patterns (Lemma 1.4.14). However, our non-trivial proofto$ result spans over
Sections 1.4.6,1.4.7,1.4.8.

Indeed, we proceed as in the single machine case. Informalyirst use a sub-
routine for “assigning” tiny jobs to intervals and patterasd then as a subroutine
for “packing” jobs in single intervals. In Section 1.4.6, ted&e an optimal sched-
ule and formulate an LB) which defines a fractional assignment of tiny jobs
of profile ¢ to patterns and intervals. In Section 1.4.7, we round amagtLP
solution to an integral assignment in which tiny jobs of geodi obey Smith’s
rule. We define the value of parametgrsuch that rounding does not increase
the objective value and can only lead to small increase iad$3 on local profiles
(Lemma 1.4.16). In Section 1.4.8, we obtain a near-optictadule in which tiny
jobs of each profil@ obey Smith’s rule. First, by combining integral assignnsent
over all profilesp we find new sets of tiny operations for every single intenfal o
the optimal schedule. Then, we apply the time-stretchiogrigjue to the optimal
schedule and create some idle time inside intervals. Fina# pack new sets of
tiny operations by rescheduling operations inside singiervals. This procedure
increase the objective value by at most a factor 6f7E.

In contrast to the single machine case, here “packing” jolesach single interval
corresponds to the makespan version of the job shop schgduioblem which

is known to be NP-hard [GJ79]. To copy with that, we followadeof the PTAS
which was first presented in [JSOS99] and later modified iM[#]. We define

the value of parametey, such that the PTAS can output a feasible schedule inside
any single interval (Lemma 1.4.18).

After we have proved Smith’s rule for tiny jobs, the rest of owethod follows
straightforward. Part (2) Compacting, Section 1.4.9, aad (8) Dynamic Pro-
gramming, Section 1.4.10, are similar to the single machase. In total, we
prove the following main result:

Theorem 1.4.1. There is a PTAS for Jjop < ,rj| 5 w;C; that computes for any
fixed m, p and > 0 accuracy, &1+ €)-approximate schedule in(@logn) time.

1.4.1 Basic Structuring

To simplify notations we will use that/Z is integer (in particulag < 1/2™). For
an operatiorp;j, we useS;j andC;j to denote the start and completion time of
oij. For ajobj, we useCj andS; to denote the completion and start time, and use
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¢l = Zi“:l pij to denote théengthof job j. For a job seX, we useD(X) := 3 jex ¢
to denote the total length of. Following previous notation)PT denotes the
objective value of the optimal schedulg,denotes intervalRy, R;1) and|l|x =
Rx+1 — Rx denotes its size, whef® = (1+ €)* for integerx € Z.

As in the single machine case, we first use geometric rounainmstretching.
Following the same line of ideas we can prove:

Lemma 1.4.2. With 1+ ¢ loss and in @n) time, we can enforce all; and r; be
integer powers of + €.

Hence, all release dategsare of the formR, = (14 €)* for some integek.

Lemma 1.4.3. With 1+ ¢ loss and in time Cn), we can enforce all yy/; be
distinct.

Lemma 1.4.4. With1+-¢ loss, we can assume that aj| S €pjj in a schedule.

Lemma 1.4.5. With1+ ¢ loss, we can assume that each operation crosses at most
s* = [logy,¢(1+ %)] intervals in a schedule.

1.4.2 Main and Negligible Operations

Consider a joly. Let?j = Ziuzl pij be its length. Let operatiors; (i=1,...,1)
be indexed bys, iz,... iy suchthatpi,j > pi,j > ... > pi,j. Then, if there exist
somek € {1,...,u} such that

u

eM. pij > Pisj (1.9)
s=k+1
then we select the smallest valuekaind define operatiors,,,j, ... , 0;,j beneg-
ligible, and operations;, j,...,0;,j bemain For an illustration see Figure 1.15.
Piy > Pij 2 > Pij.! !
1 EERERERE — —
H: :stpikj
[ -1
Y& kst Pis

Figure 1.15: Main and negligible operations
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Lemma 1.4.6. Each main operation;p has processing time; jp> g5k 4.

Proof. W.l.o.g. we rename the operations of jplsuch that processing times
P1j > P2j > ... > pyj- Letsj = zi“zl pij be the length of joly, and letp = e,

Assume thak = 1. Then, the first operation is main and the otfherl operations
are negligible. Let

(1) = £ — py
Then, from (1.9) we have
P-p1j > £i(1).
Thus,
p1j > £j(1)/p = (¢ — paj)/p.

Finally, we have that

1 p
l1+—) >4 andpri> | — ) 4.
pl‘( p) J Pj (1+p) J

Frome < 1/2 andp = ¢* we conclude

4 4u

€ €

_ > — > 85“2.
1+eM) = 2 —

Assume thak > 2. Then, the firsk > 2 operations are main and the otlper k
operations are negligible. Let

t
4i(t) =4 — z pij, fort = 1,... k. (1.10)
i=1
Accordingly, it holds that
2ij(1) = ¢; — p1j and ¢j(t) = ¢j(t—1) — pj, fort = 2,...,k (1.11)

In (1.9) the value ok is smallest. Hence, it follows that
Pej > Lij(k)/p and pj < £j(t)/p, fort =1,... k—1. (1.12)
Since

¢i(1) = £; — pyj and pyj < £j(1)/p
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we have

(1) = £ - £5(1)/p.
Thus,

1 P
Li()-(1+ =) >4 and ¢;(1) > { —— ] -4;. 1.13
@-(1+2) 2 hande@ = (;25)6 @
Similarly, from (1.11), (1.12) we have
i(t) = £i(t—1) — pj and pj < £j(t)/p.
Thus,

p
' > | ] ¢i(t— =k—-1,...,2 .
4i(t) > (1+ p) Lj(t—1), fort =k-1,...,2 (1.14)

Summarizing, from

Pej > £j(K) /p = (4j(k=1) — pgj) /P
it follows that

1
Pk - (1 + 5) > Lj(k—1).
Then, using (1.14) and (1.13) we get
P
Pkj > (m).éj(k—l)
0 2
> [} -/ (k=
- (1+ p) filk=2)
-1
P
> .
> (—1+p) £5(1)
k
> (L)
1+p
Finally, prj > pkj,t = 1,...,k andk < pit implies that

Frome < 1/2 andp = ¢* we conclude

4 M 4\ H 47
L T (i R N T ST T
1+eM) —\ 2 ¢ -
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1.4.3 Main Structuring

By combining several techniques we eliminate all neglgiyperations and round
all main operations.

Lemma 1.4.7. With 1+ 3¢ loss and in @n) time, for all jobs j we can enforce all
operation processing times

Pij = Tgj - £j, (1.15)

where

2 1

Proof. Assume thapij = O for all negligible operations;j. Consider an optimal
schedule of objective valuBPT. Each operation crosses at mastintervals
(Lemma 1.4.5), and there aueoperations per job.

Figure 1.16: Main operatioo;j and negligible operationsy;, 0z, 04

First, we “shrink” the schedule as follows. Take a jodnd consider its operations.
We let all the main operations gfat their positions. For the negligible operations
of j, we reschedule them as closer to the main operations abfm$sor example,

if there is a sequence of negligible operations which follwnain operation,
then we simply reschedule these negligible operations irs&fii manner. (See
Figure 1.16.) Since processing timag = 0 for all negligible operations;j, this
does not increase the objective value. Repeating this guvedor all jobsj, we
get a schedule in which each negligible operatgnis scheduled at most'
intervals away from some main operation of jpb

Next, take an intervdl. Let Ny be the set of negligible operations fall info For
each operatiom;; € Ny we take the closest main operation of jpbLet My be
the set of such main operations. Considsgrconsecutive intervals from the left
side and the right side df. By using the above property, the main operations of
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_____ N _—_— - - -
DMX My

|x—s*p Ix |X+5*H

Rx(l-i- E)gk”

Figure 1.17: Intervaly with setsNy andMy

My run (and complete) within thesq& intervals. (See Figure 1.17.) There is at
most

X+su
m Y < 2mR(1+g)"
y=X=s"l
u
< 2mR (1 + %) (heres* =logy,¢(1+ 1/¢)) (1.17)
2 H
< 2m(5> Hx/€ < [I]x/€* (using 2¢™ < 1/¢)

time available oom machines. Hence, the total processing tim#&lgfis bounded
by |I|x/e?. Recall (1.9), for a jobj the total processing time of the negligible
operations ofj is not larger thare® times the size of a main operation f
Thus, the total processing time of the negligible operatiofiN, is at moste*.
(|l]x/e?) < €2|l|x. By using time-stretching we adil |x time in each interval
Ix and restore all the negligible operations\yf The objective value of the final
schedule is at mogil + €)OPT. Thus, with 1+ € loss and inO(n) time, we can
enforcep;j = O for all negligible operations;;.

Now we can round main operations as follows. We first take dimaph schedule
of objective valueOPT. Then, we multiply allCjj by 1+ € and increas&;j to
match (without changing operation processing times). Teative value of the
final schedule is at mogtl + €)OPT, and there is at leasfp;; idle time before
each operation;;. (See Lemma 1.3.4.)

For all main operationsj; we havepj; > £5H° -£j (Lemma 1.4.6). Then, we can
useepjj > 2. (55“2) -¢j idle time to roundp;j; to the next2 multiple value ofedH .
¢;. Thus, we gepij = T4 -£j, wherer; € {z-€53+2 |z = 1,...,1/e5¢+2}, O

We can also move release dates.
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Lemma 1.4.8. With 1+ ¢ loss and in @n) time, we can enforce;rbe at least
g10¢ . ¢; for all jobs j.

Proof. We follow the same ideas as in the proof of Lemma 1.4.7. Rwettake
an optimal schedule of objective val@PT. Next, we multiply allCj; by 1+¢€
and increase&§; to match (without changing operation processing times)e Th
objective value of the final schedule is at m@st- €)OPT, and there is at least
epijj idle time before each operatiafy. (See Lemma 1.3.4.)

Take a jobj. If the first operatioroyj is main, we increase; to enforcerj >
82(85“2£j). If 01j is negligible, then it is at mogis" intervals away from some
main operation of. We increase; to enforce

1) > e2(eM0))/(1+8)5H =2 / (1+1/e)" > £10Fy;.

Crossing Jobs. Now we can prove that no job can cross too many intervals.

Lemma 1.4.9. With 1+ € loss, each job crosses at most a constant number of
intervals €.

Proof. Take an optimal schedule of objective valDBT. Consider all jobs those
main operations complete in an inter¥gl By Lemmas 1.4.5 and 1.4.7 we can
bound the total length of these jobs il |x, whereh* is some constant. (In some
sense, we follow the ideas in Section 1.3.10.) Thus, aftemstant number of
intervals, saye*, this total length is only at mose|l |y e+

For an intervalp, consider all the non-completed jobs that s¢aihtervals before.
Their total length

1
2 2 2
elllx=eNlp S —— <&llp/e=¢€|l]p.
e 2, (it o

Then, we complete each of the jobs by scheduling its operatioafirst-fit man-

ner within us® intervals followingly. (Since each operation crosses at nsst
intervals, for any jolj in J one can always find a sequence of “gaps” correspond-
ing to machine orderyj,Tyj,...,Tyj. See also Figure 1.16 on page 45 and the
proof of Lemma 1.4.7.) Again, by using time-stretching thgeative value of the
final schedule is at mos$t + €)OPT. ]
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1.4.4 Profiles, Huge and Tiny Jobs, Local Profiles and Patern

Here we introduce some definitions that will be used througinext three sec-
tions. We first define job profiles. Two jobs of the same profdgehthe same
set of required processors and their operations form the satrof multiples, but
they can differ in length. Next, we define huge and tiny jobkiclv depends on
the value of parameter* = q; - 5. The idea behind is to define the valuepf
(i=1,2) later in Sections 1.4.7,1.4.8, respectively. Finallg, aefine local pro-
files and patterns for tiny jobs. This allows us to formulateit®’s rule for tiny
jobs in Section 1.4.5.

Profiles. Considerajolj. By Lemma 1.4.7, each operatiof (i=1,...,1) has
processing timeg; - £j and requites machingj. Then,p-tuplesr := (1g;)"; and
Tj = (Tij)iu:]_ are called thexecutiormndmachineprofile of a jobj, respectively.

We say that two jobs have the same profile= (11 1), if they have the same
execution profilert and machine profile. Notice that two jobs of profilg can
only differ in their length and release dates. Furthermasea consequence of
Lemma 1.4.7 we can prove the following:

Lemma 1.4.10. The number of distinct profiles is bounded by a constant

Huge and Tiny Jobs. We say that a johj is hugein an intervally if its length
¢ > €l x(j)/d", andtiny otherwise. The value of parametgr=q;-g; > 1is
defined later in Lemmas 1.4.16 and 1.4.18, respectively. Wewite Hy and Ty
to denote sets of huge and tiny jobs releasd®dH for huge andr for tiny).

As in the single machine case, we can use time-stretchingear up” a schedule.
Similarly to Lemma 1.3.8, but regarding operations, we cavgthe following:

Lemma 1.4.11. With 1+ € loss, we can assume that no tiny operation crosses an
interval in a schedule.

Furthermore, similarly to Lemma 1.3.7, by using Lemmas2lafd 1.4.8 we can
prove the following:

Lemma 1.4.12. There is at most a constant numbér=z z*(qj,q5) of distinct
sizes {j powers ofL + €) in Hy.
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Local Profiles and Patterns. Take an optimal schedule. Consider a tiny job
Letx(j) be the index for whictR,j) = rj. Lety(j) andz(j) be whose indices for
which §j € Iyj) andCj € lj). Then, jobj runs in intervaldy ), ..., Iy

By Lemma 1.4.11, the operations of tiny jpldo not cross intervals. Hence, the
setO; of all operationsoyj,...,0,j “splits” into a constant number of subsets,

O}'(j),... ,Of(j), where each subs€& C Oj consists of operations which “fall”
into intervally, for x=y(j),...,z(j).

#° > F20-()
0.0 O O "0 !
0 7 Mo Bog
ly(j) Ix l2(j)

e+1

Figure 1.18: Local profiles of jolp

Assume that tiny jolj has some profilé = (Tt 1), where twop-tuplesri= (15)!_,
andt = (ti)i“zl. Then, we have that; = 1j andt; = T;;, for all operation®j; € O;.
Informally, we can say that the operations of €gt“form” profile ¢ = (7).
If we restrict ourselves to the operations of & we can define a|@j]-tuple
¢* = (T, 7¥) such thatt' = 1; andt} = 1jj, for all operationsy;; € O]-(. In this
case, we can also say that the operations o€)$éform” the local profile $* in
intervally, x=y(j),...,z(j).

In other words, tiny operations “locally” form “profiles” fgobs. Notice that
every local profile is just a prototype of the profile whichresponds to a subset
of the operations. However, the operations of two jobs witieient profiles can
form the same local profile in an interval.

We say that a tiny jolj haspattern f(j) =< ¢°,¢%,...,6!Tl > in a schedule
if tiny job j starts inlyj) and completes iy, t(j), and in each intervdl, ;)
the operations of tiny jolj form local profiled¥, for k = 0,...,|f(j)|. For an
illustration see Figure 1.18. Notice some local proff¥éscan be empty, but the
combination of all local profiles gives the profile of tiny job

By Lemmas 1.4.9 any tiny job crosses at most a constant nueilzérintervals.
By Lemma 1.4.10 there is at most a constant numesf profiles. Hence, we
can prove the following:

Lemma 1.4.13. There is at most a constant numbegrof distinct local profiles,
and at most a constant numbet éf distinct patterns.
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1.4.5 Scheduling Tiny Jobs: Smith’s Rule

We first need to introduce some notations. Consider an opfiafeedule. Then,
for a tiny job j we can define two indiceqj) < y(j) and patternf(j) such that
job j is released aRj), starts atS; € Iy(j) having patternf (j) and completes at

Cj € ly(jy+]t(j))-

Smith's rule. Letk andj be two tiny jobs withx(k) < x(j) (herery <r;) and
VZ_,-j < ‘2’—: (see Lemma 1.4.3). We say that tiny johisey Smith’s rule if y(k) +
|T(K)| <y(j)+|f(j)|for all such pairs of jobg andk. In other words, if the two
jobs are available in an interval, then jilof greater valuav/¢x completes not
later than jobj with respect to intervalk), ly(j) and patternd (k), f(j). For an
illustration see Figure 1.19.

v ly( ly(o+1£(k)] ly(i)+ (i)
.-!-!I:II!D :E-: ' !
St el B 'E . .
] 1 ] 1 |:| . 1 !

Wj

1 fk - () 7>7

Figure 1.19: Smith’s rule for joblsand |

We are interested in the following result:

Lemma 1.4.14. The value of parameter‘g= qj - ¢ can be defined such that with
1+ 7¢ loss, for each profilgh we can assume that tiny jobs of profgeobey
Smith’s rule in a schedule.

Proof. The proof is given in Sections 1.4.6,1.4.7,1.4.8. In fac, f@llow the
same line of ideas as in the single machine case. As beforixsivase a subrou-
tine for “assigning” tiny jobs to intervals, and then as arsuitine for “packing”
jobs in single intervals. From one side, assigning and packere are also based
on an LP formulation, a rounding procedure, and the timetating technique.
From another side, we have to generalize both the LP foriounland rounding
procedure for dealing with operations defined by profilettepas and local pro-
files, and we have to combine the time-stretching technigtie aPTAS for the
makespan version of the problem [JSOS99, FIM01]. We cafiybsketch the
proof as follows.
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We first take an optimal schedule of objective vaieT, and consider one profile
¢. For each tiny jobj of profile we find indexy(j) and patternf(j). By using
y(j) andf(j), for each intervaly and local profile we define setss?(q)) of tiny
jobs of profilep which operations forng in Iy.

Next, by usingD(YQF(q))), we formulate a linear program (named BP(which
defines a fractional assignment of tiny jobgpab intervals and patterns. Then, by
using Lemmas 1.4.13 and the rounding procedure from Appdhdn page 197,
we round an optimal LP solution to an integral assignment.

By using this integral assignment, for each tiny jplwe can define new index
y(j) and new patterrf(j). Then, for each intervdk and local profilep we can
define new set!ig?(q)) of tiny jobs of profilep which operations are assignedto
inly.

From one side, the rounding procedure does not increasebjbetive value for
tiny jobs. From another side, tiny jolp®f profile d obey Smith’s rule with respect

to these new(j) andf(j). Our main idea here is to define the value of parameter
g; in the definition of tiny jobs such that

DY (9)) < DY (9)) + €1]x/(20vap). (1.18)

Indeed, we can combine integral assignments over all psafiileThus, we can
find new indicesy(j) and patternd (j) for all tiny jobs j. Our next idea is to
modify the optimal schedule such that in a near-optimal dalesfor each profile
¢ tiny jobs of ¢ obey Smith’s rule with respect to thegd) andf ().

Consider intervaly in the optimal schedule. Le@ be the union of setS’X‘F(q))
over all profilesp. Then, the operations of tiny jobs Xff form local profiled in
Iy, and

D(Y$) = ;Dwf(cb)). (1.19)

Now Iet\?ﬁT be the union of new se;@(q)) over all profilesh. Then, the operations
of tiny jobs in\?X‘F also form local profilep in Ix. Furthermore, by Lemmas 1.4.10
and (1.18), (1.19) we can bound

D(Y?) < D(Y?) + €31]x/(2vap). (1.20)

We simply take the optimal schedule and use time-stretchiklg adde|l | idle
time on machines in each intent@l Then, we replace the tiny operationsY;S’fby
the tiny operations o‘f’xq’ inside each single intervil, 1. This gives us a schedule
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with the objective function value at mogt+ 7€) OPT in which for each profilé
tiny jobs of profile¢p obey Smith’s rule.

However, this last packing procedure is a form of the makesgision of the
problem, which is known to be NP-hard. To copy with that, we (k20) and a
PTAS for the makespan version of the problem [JSOS99, FIMDUt idea here
is to define the value of parametgrin the definition of tiny jobs such th%i‘;fIT can

be replaced by?f inside intervaly, 1. O

1.4.6 Assigning to Intervals and Patterns: LP formulation

Consider an optimal schedule of objective valDBT. For each tiny jobj we
define two indicex(j) <y(j) and profilef (j) such that jobj is released &),
starts asS; € lyj) having patterrf (j) and completes & € ly(jy¢(j)-

Now we use thesg(j) andf () in dealing with each interva} and local profilep.
First, considering all tiny jobs, we define the S’Qtof tiny jobs which operations
form local profile in Iy. Next, considering tiny jobs of profil¢, we define the
setYX‘F(q)) of tiny jobs of profile¢ which operations form local profilg in Iy.
Clearly,

Y = UpYd (6) (1.21)
and

D(Y) = %D(Yf(d)))- (1.22)

For each tiny jobj of profile ¢ we define arassignmeng()) = (Ex(/f’j)) such that

Z y & =1 (1.23)
2210))

WhereE§f’j) € [0,1] is the(y, f)th fractionof job j which assigned to intervay
and patterrf.

Let f = (§°,82,...,8!1). Then &Y > 0 means that the fractional lenggfi* -
¢j is assigned to eadkth intervally.y on local profileg, fork=0,...,|f|. For
an illustration see Figure 1.20 on the facing page.

Consider an intervdl, local profile¢ and patternf = (¢°,$%,...,!fl). Then,
we can define

Ko = 3 ( > EV’“-@;)- (1.24)
AL Niex(j) <y=x-k
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Figure 1.20: Patteri and its load in an interva)

Informally, this value is equal to the “load” of pattefnon local profile¢ in
interval ly. We take allkth local profilesp¥ (k: 0,...,|f]) in patternf that are

equal top, and then we sum up fractiorﬁx%f") -£; over all jobsj for whichy =
x—k>x(j). In other words, we sum up &}y, f)th fractions which are assigned
k intervals beford, and have théth local profileg* = .

Thefractional loadon local profiled in intervally is defined as follows

A () = de(fﬁ)- (1.25)

Thefractional weighted completion tina a tiny job j of profile ¢ is defined as
follows

Wy ¥ &R (1.26)
y>x(j)

Here,Ry, 1| is the (y, f)th fractional completion timef job j. Then, thefrac-
tional average weighted completion tinoé tiny jobs of profiled is defines as
follows

Fo(&) = Z WjZ 2 E)(/f’j)'Ry+|f|- (1.27)

J€T(9) y=x(j)

We formulate thdractional assignment problefor the tiny jobs of profilep as
the following LP):

Minimize Fy(§)

st. 1) ad0) < D(d) =D(¥(9)), forall §andx,
| (1.28)
2 TtSyxp &Y = 1, forallj,

@) &> > 0, forall f, y > x(j) andj,
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where the constraints have the following meani(®)-(3) each tiny jobj is as-
signed completely to patterrfsand intervaldy, y > x(j); (1) in each intervaly

the fractional Ioadsf(q)) on each local profilg is at mosth(q)).

Informally, in the optimal schedule we allow all tiny jobs@fofile ¢ be fraction-
all d7y aSS|gned to distinct intervals and patterns. Howeprrserving all “loads”

D(YX (9)) on local profilesp in every single intervaly, we keep the
schedule of huge jobs without changes.

We can bound the fractional average weighted completioa &isfollows:
Lemma 1.4.15. For any optimal solutiorg of the LR ) it holds that
Fo(§) < OPT'(9), (1.29)

where OPT(¢) is the average weighted completion time of the tiny jobs afilpr
¢ in the optimal schedule. Accordingly, it also holds that

;Fab(ﬁ) < OPT, (1.30)

where OPT is the average weighted completion time of all tiny jobs andbtimal
schedule.

Proof. Consider all tiny jobg of profile ¢ in an optimal schedule. L&f(j), x(j)
and f(j) be such that jolj is released aRy), starts atS;j € lj, having pattern
f(j) and completes &&; € ly(j)4f(j)-

Sincey(j) > x(j), for a solutiorg we can definé§f’j) =1ify=y(j), f = f(j),
andég,f”) = 0 otherwise. Therx, is feasible. Furthermore, sin€g € Iy, 1 (j),
we have

Ry(jy+t(j) < Cj
and

) = Y WiRui(j < Y Cj = OPT(9).
] ]
Finally, from

OPT = %OPT’(q))

we also have
% Fo(§) < OPT.
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1.4.7 Assigning to Intervals and Patterns: LP Rounding

For each profile, let & be an optimal solution for the LBJ. Assume thag is
integral. Then, for each tiny jopof profile  we can find exactly one index j)

and patterrf (j) such thaﬁ;;((jj))j =1 andy(j) > x(j). In other words, an integral
LP solution can be treated as an integral assignment of ¢iny fo intervals and
patterns.

Here we prove the following result:

Lemma 1.4.16. Define the value ofjg:= 24v*(v*e*)2. Then, for each profile,
an optimal solutior, of the LP¢) can be rounded into an integral assignment of
tiny jobs of profilep to intervals and patterns such that

(1) Fy(&) does not increase;

(2) the value of eacnf(cb) increases by at most|l |x/(2v*v*gs);

(3) tiny jobs j of profilep obey the modified Smith’s rule with respect to intervals
ly(j) and patterns {j) given by rounded.

Proof. Let & be an optimal LRf) solution. Letj andk be two jobs of profilep
with x(k) < x(j) and‘%‘ < \ZL: (Wjlk < Wilj). Assume that there exist two fractions
E}(;(JJ)) >0, E,i)(,'(% >0withy(j)+ ()| <y(k)+|f(k)|. Informally, this means that
jobs j andk do not obey Smith’s rule.

Then, there exist valugg andty such that
0<t < zfy((’f) and 0< t, < zlz;'(‘lz) (1.31)
and
tilj = tilk. (1.32)

We define a new solutiod as follows. First we exchange tly¢j)th andy(k)th
fractions of jobsj andk:

M) et . AR st .

Cyiy = Syin b Sy = Sy T
(1.33)

0 gtk ) gti)

ety = Syt~ Qy(y = Sy Tl

After this, we define the rest d@fas in.
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Due to (1.31), (1.32) and (1.33) solutidns feasible. Furthermore,

F(Q) —F(&) = Ry ey Wik — Witj) + Ry + 10 (Witj — Widk)
(1.34)

= Ryt = Ry o) (Wi — twj).

Fromy(j)+ ()| <y(k) +|f(K)| we haveRy )11 (j)] — Ruw+lf) < O- From
Wil < WiZj and (1.32) we havéwty — w;tj) > 0. Hence, from (1.34) we con-
clude

F(O) < F(&)

This is a contradiction to the optimality &f

In the following we roundg into an integral solution. We will use the above
property ofé. We will not increase the value (), but the values o&f(q)).

One can see that for each intervalvariableséy = (E§,f’j)) appear in at most
v¥(e* + 1) constraint{1) of the LP corresponding to intervallg ly.1,.. . , lyte.
W.l.0.g. we can reassign the valuesggfsuch that there are at most(e* + 1)

jobs j with fractlonsE )'> 0 for at least two different patterrfs see Appendix

B on page 197. Then, for each such jplwe can select one pattern having the
smallest length, and then round the value&(df We use this property as follows.
We start from the first interval of the schedule and go furtiyeto the end. For
each intervaly, we perform the rounding procedure for the valueg,oduch that

for each jobj there is at most one pattefnfor whlchE ) 0. This completes
the first step of rounding.

One can see that that the valueq€) does not increase. Furthermore, the above
stated property of (Smith’s rule) is still valid. However, rounding the valuefs

¢ violates constraint§2) of the LP¢). Recall that the length of any pattefn

is bounded_ bye*, see Figure 1.20 on page 53. Consider one intdgvahd the
values ofo (¢) in (2) of the LP@). By the above rounding procedure, only the
jobs which we have rounded &f 4 1 foregoing intervaldy, y = X,... X — €,
increase the values eﬁ‘ﬁ . There are at moge* + 1)(v*(e* + 1)) such jobs.
Each of these jobs is tiny and released befgree. its length is at mosf|l |x/q*.
Thus, the total increase in the value of ea&qq)) is at most

(&' + (V¥ (e" + 1|l [x/q). (1.35)

At the second step, we enforce each tiny job to be completddna* + 1 con-
secutive intervals. First, one can see the following fact. dach intervaly there
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is at most one jotk with Eify’b > 0 andZx ™*> > 0, wherex + | fy| > y+ €.

If there are two such jobs, say jojsandk such thatw;/¢j < wi/4, then we

can replace a fraction of jopby a fraction of jobk in intervally. This will be a
contradiction to the above stated property ¢Smith’s rule). We use this fact as
follows. We start from the first interval of the schedule amdfgrther up to the
end. In each intervdl, we find such a jolk (if it exists) and round the values of
gk,

Similar to the first stepk (&) does not increase and the above stated property of

& (Smith’s rule) is still valid. The total increase in the valaf eachai(q)) is at
most

(e + 12|l [x/q". (1.36)

At the third step, we round into an integral solution. First, let us observe the
following fact. For an intervall, let X, be the set of all jobg that are not assigned

to previous intervals and for whichf,f") > 0, i.e. the set of tiny jobs that are
fractionally assigned for the first time. Then, by the seaanohding step, the jobs
of X, complete withing* + 1 intervalsly, ly;1,...,ly;e. W.l.0.g. we can reassign
the values o)) for each jobj € X, such that there are at mast(e* + 1) jobs in
Xy with non-unique assignment to the intervg)dy.1,...,ly+e and patternd,
see Appendix B on page 197. We use this fact as follows. Wefstan the first
interval of the schedule and go further up to the end. In eatgimially we round
the values of(}) for all jobs j € X,.

As before F (&) does not increase and the above stated propeéty@rith’s rule)
is still valid. The total increase in the value of edkg(q)) is at most

(e + 1)(V*(e" + 1)&2[l]x/q"). (1.37)

Summing up (1.35), (1.36) and (1.37), after three stepsuidng the value of
eachAf(cl)) increases by at most

3(e" + DVl |x/q" < 3(2e")*e?|l|x/q". (1.38)
In g* = 0 - g5 we define
o} = 24v*(V'e")2.
Hence, we can bound (1.38) by

&%/l |/ (20"v*ah).
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Now ¢ is integral solution of LIEfcl).). Then, for each tiny job of profile ¢ we can
find y(j) and f(j) such thaﬁ;((j'))' =1 andy(j) > x(j). Since the above stated

property of¢ remains valid throughout the rounding procedure, tiny jplsf
profile  obey Smith’s rule with respect to thegld) and f(j) given byg. O

Now we combine integral assignmegtor all profiles$. For each tiny job we

define indexy(j) > x(j) and patternf (j), respectively. Then, by using j) and

f(j), for each intervaly and local profilep, we define set%(q’ of tiny jobs that are
assigned t@ in Iy. Then, we can prove the following:

Lemma 1.4.17.For all tiny jobs j it holds that yj) > x(j) and

> WiRy(j)+1(j)] < OPT. (1.39)
Furthermore, for each intervakland local profile loc it holds

D(Y?) < D(Y?) + €31]x/(2vap). (1.40)

Proof. By Lemmas 1.4.15 and 1.4.16, for all tiny jobs it holds that

> WiRj) 41 (j)| = %an(ﬁ) < OPT.

To define set§’x6, we have used rounded solutidnfor the LP¢) over all profiles
¢. Hence, it holds that

Then, by the LRf) formulation and Lemma 1.4.16 it holds that
y(1) = x(J)
and
2§ (9) < DP(9) + €I/ (2"V"c)
= D(Y}(9)) + &%/ (20"v"cp).

By Lemma 1.4.10 the number of distinct profiles is boundeshyHence, com-
bining with (1.21) and (1.22) we have (1.40). 0
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1.4.8 Packing in Single Intervals: A PTAS for Makespan

Here, by using the results of Lemmas 1.4.16 and 1.4.17, welstethe proof of
Lemma 1.4.14.

First, we take an optimal schedule of val@®T. For an illustration see Fig-
ure 1.21. Consider an intervgl. Each operation that runs iR can be either
tiny or huge, and each huge operation can be either crossimgnecrossing, see
Figure 1.21 a). There are at moshAuge crossing operations, and non-crossing
operations form local profile§ with respect to jobs. Then, we can define the set
Kx of huge crossing jobs, and seNIg andYX‘F of non-crossing huge jobs and tiny
jobs, respectively.

I1x !

g - g

o C § § T } §
[ [ o | &

; L oy i :

: ‘ |

. . o 1 . o
R« Rx Ry+1 Ryt 2

a) OPT b) (1+¢)OPT

Figure 1.21: Operations in interviglandly 1

Now we apply time-stretching to the optimal schedule. We gdig idle time

on machines in each intervi, see Figure 1.21 b). This increases the objective
function value by at most a factor of{le. Furthermore, the operations of $&¢
and set:Nﬂ’ : YX¢ run in intervally, .

Next, we use the results of Lemmas 1.4.16 and 1.4.17. Fort@aciob j we
find newy(j) andf(j), and for each intervak we find new set§7>2F of tiny jobs.
We simply reschedule all tiny jobs in the schedule. Insidehaatervally,; we
replace the tiny operations of sétg by the tiny operations of se"livsqj.

Then, each tiny jo) completes &€ € ly(j); (j)+1- By Lemmas 1.4.16 and 1.4.17
we have that

SCi < S+ e)Ryjri(r1 < (1 + €)°OPT. (1.41)
J J

In order to get a feasible schedule, we reschedule the opesaif setky and sets

Nﬂ’, qu; inside each single intervgl, 1. This also increases the objective function
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value by at most a factor of-& €, and the objective function value of the final
schedule is at most

(1+¢)%0PT < (1+7¢)OPT.

To complete the proof of Lemma 1.4.14, in the rest of thisisaotve prove the
following result:

Ea
Lemma 1.4.18 ([JSOS99, FIMO01]) Define the value ofig= (4um+ 1)1 = |,

Then, the operations of sef Knd sets Iﬁ \Nc? can be scheduled inside each single
interval Iy, 1.

General Problem. In order to prove the above stated lemma we need to solve
the following problem. We are given job sdg, NQF, YX‘F, YxCIT (over all$) and their
corresponding operations. It is known:

() there exists a schedule for the operations ofksetind setstl’, ﬂ’ inside
intervally;

(ii) the length of seti%@éF and\~(>2F differs by at most?|l|x/2v*qs;

(i) for each jobj in Yﬁ’ or\N(x‘IT it holds/j < ol Ix/ %5

Can we define the value of parametgrsuch that there exists a schedule for the

operations of sefy and seteNiIT , NX‘F inside intervaly1?

Let us first consider this problem informally. On an uppeelewe can reformu-
late it as follows: We are a set of joBg There is a schedule fdg of lengthl|l |.
Can we find a schedule fdx of length|l|x+1 = (1+¢€)|[l|x?

Indeed, the answer is “yes”. We can simply use a PTAS for thieesyan version
of the problem [JSOS99, FIM01]. We can tdke €/2 and run the PTAS odk
with &. The output schedule has length at most

(1 + 3)OPT(J) < (1 + g)lx

Now assume that we have a hew yebf jobs. Can we find a schedule fayU Yy
of length|l |x;+1 = (1+¢€)|l|x? Intuitively, the answer is “yes” if we can guarantee
that all jobs inYy are small enough with respect to lengjth.

For example, assume that the total lenD(Yy) is at mostk?|l|x/2. Then, we can
taked := 82/2, run the PTAS ordy with d, and then add the jobs & at the end
of the output schedule. The final schedule has length at most

(1 + 3)OPT() + €2|1|/2 < (1 + &)|l|x= |l |xs1.
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In fact, our problem is quite similar. We have our auxiliagrameterg,. Due
to (i), there exists a schedule for the operations of KQI:N)‘?, YX¢ of length|l |x.
Due to (ii) and (iii), if g2 tends to the infinity, the difference between ﬁgsand
Yy slowly disappears. The idea behind our approach is to ddimedlue ofgy
such that given the operations of gtand setd\y, VXCF the PTAS withd := £2/2
outputs a schedule which has length at most

(1 + 3)[l|x + €2|1]/2< (A+&)[l]x= [1]xs1-

Clearly, this provides a positive answer to the general lprab

Simplified Problem. Formally, in a local profiled = (T 1) both tuplestandt
can correspond to less thpmperations. This information is very important when
we deal with a schedule which spans several intervals. her@nly deal with a
schedule inside single interval.

To simplify further presentation, w.l.o.g. we introducemedummy operations
with zero processing times. We replace botindt by p-tuplesmt= (Tu)i“:1 and
1= (1j)/_,. However, not abuse the notations too much, we will wite (Tt 1).

To simplify the description, we first consider the case wHenget of crossing
huge jobKy = 0. We also define

3 = NPuY? and J = updl.

Then, all jobsj in setJf!T have the same local profife= (11, 1), but differ in length

¢j. Formally, each jobj in 3 consists of operationsyj, ... ,0yj, Where each
operationojj has processing tinmg - £j and requires machirng, fori=1,... /i

Due to (i), there exists a schedule for the operations of\s‘?etshich length is
at most|l|x. By Lemma 1.4.9 any job crosses at mestintervals. Thus, the
total length of the jobs idy is at most the total time available with@i intervals
following Ix. If m> 2 ande* > 2 we can bound

D(&) < M€ |l|xre) < Me(L+ €)%l]x < mE2 Iy < 2™ l]x. (1.42)

In the following we will use the known PTAS for the makespamsi@n of the
problem [JSOS99, FIMO01]. First, we deduce a schedule fargibeations of sets
Jﬂ’. By defining the value of parametg} we ensure that the schedule length is
bounded byl |x+1 = (1+€)|l|x. Then, we show that this bound remains valid even
if we replace the jobs ofy’ by the jobs of?x‘F in Jf?. Finally, for the general case
when the set of crossing huge jois# 0, we change the value gf.
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Long and Short Jobs. We take all jobs inJ, and number them by,Q,2,...,n
in order of non-increasing lengths

bo > 01 >l > ... > 4. (1.43)

Here,n’ + 1 is the total number of jobs idy.

Next, we introduce an integég; and a constang; > 0. We will specify their
exact values later. In addition, we introduce $#tsLx andS; as follows. We first
define

Ux={j|j € xand¢; > 2|l |x/g5}. (1.44)

Informally, we put all jobsj from setJ; with length¢; > €2|1|x/q} into setUy.
Then, with respect to the number of jobsUr and the value ok; we consider
two cases:

(1) If |Ux| < K then we defindy := Uy andS, := Jy \ Uy;

(2) If |Uy| > K then we put the firdt jobs Q 1, ... ki — 1 into setLy, and other
jobskf, ki +1,...,n into setS;.

For simplicity, we call the jobs iy long and the jobs ir§; short Finally, we
define

& = sindp.

Notice that in both cases (1) and (2) it holds that
Furthermore, the number of long jobs

||—x| = min{ k;a |Ux|}a (1.46)
i.e. eithetUy = Ly or the firstk}; longest jobs frontJy are inLy.
Snapshots and Relative Schedules.We say that two operatiorg andoy j» are
compatiblef 1j; # 1. Then, asnapshots a set of compatible operations (it can
be empty). In the following we consider the operations ofglgobs inLy. A

relative schedulef Ly is a sequench(1),...,M(g) of g snapshots such that for
each long jobj € Ly holds
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0

! [ . ] I ; . | :
[—l—]I ; | I[— | I[—l—]I I
M(1) M(aiij) M(Bi;) M(9)

Figure 1.22: A relative schedule and an operatign

e each operatiow;; (i = 1,...,H) occurs in a sequence of consecutive snap-
ShOtSl\/l(CXij), . M(Bij), 1<aj; <Bjj <09, whereM(aij) andM(Bij) are
the first and last snapshots containog

e [3jj <ajyyj for two consecutive operatiomg andoj 1 j, and

e any two consecutive snapshots are different.

Less formally, a relative schedule corresponds to an exetotder of the long
operations olLy. One can associate a relative schedule to each non-preempti
schedule oLk by looking at every time in the schedule when a long operation
starts or ends and creating a snapshot right after that timean illustration see
Figure 1.22. Notice that for each long job there greperations. Hence, the
number of snapshots

g < 2Lyl (1.47)

Free machines and Assignments. Assume that we are given a relative schedule
M(1),...,M(g). Our next goal is to schedule the jobsSgU Ly such that (a) all
short operations 08, are completed; (b) each long operationLgfruns as it is
defined in snapshotd(1),...,M(g).

Fors=1,...,gwe define the set

F(s) = M\( U {rij}) (1.48)
,J€Lx

0ijeM(s)

of free machine snapshoM(s). Clearly, the short operations §f can only be
processed of (s) in M(s).

Take a local profileh = (1,1), wherert= (m)!L; andt = (1j)/_,. Consider sort
jobsj in § All ith operationsj; require the same maching fori=1,...
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Then, we define the set

Ay ={<s,...,54> 1< < ... < <gand

1.49
TieF(s), fori = 1,...,u} (1.49)

of possibleassignmentsf operation®j; to snapshotd(s) in which machines;
are free, fori = 1,... . Accordingly, fors=1,...,g, e M={1,...,m} and
d=<59,%,...,5 >€ Ay we define the set

Bp(s,1,d):={i|]s=s r=tandi=1,...,u} (1.50)

of all indicesi which correspond tath operations assigned l@yto machinet in
snapshoM(s).

Fractions and Loads. Take a local profileh = (1), wherem= (1)l ; and
1= (t)l,. Consider se® of short jobs. Le1D(§) = zjesﬂj be the total

length of the jobs i@. Then, allith operations of these jobs require the same
machinet; and their total processing time is equalrto D(§), fori=1,...,1
We simply treat all jobs i@ as one job of local profilé which has IengtHD(§).

We definef? = (€3)acpy Such that

S &a=1, (L5D)
achy

wherez € [0, 1] is the fraction of the jobs c$f assigned by € Ag. Accordingly,
fors=1,...,gandt € {1,...,m}

Lsup)(®) = ) S & m-D(S) (1.52)
acAy \ieB(sT,3)

is theload of S} on machine in snapshoM(s).

Regarding all short jobs i§; = Uaﬁ,

I—(s,r)(E) = %L(s,r,tﬁ)(a) (1.53)

is theload of S, on machina in snapshoM(s).
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LP Formulation. Let M(1),...,M(g) be a relative schedule &f. Then, we
formulate the problem of scheduling the long job& yand the short jobs i, as
the following LP:

Minimize L(&,t) = S9_; ts
st. (1) ts>0, fors=1,...,q,
(2) ina” ts > pij, fori =1,...,pand allj € Ly,
Q) Lin(€) <ts fors=1,...,gandallte M,
(4) Yacn; a=1, forall g,

(5) &z >0, forallde Ayandallg,

where the variables have the following interpretation:

ts: thelengthof snapshoM(s), and
L(E,t): thetotal schedule length

Accordingly, the constraints have the following meani(®):.each long operation
ojj fits into the corresponding snapshMsai;), ... ,M(Bjj), fori=1,...,1; (3)

the load on each machinién snapshoM(s) does not exceed the snapshot length
ts; (4)-(5) all short jobs in§ are assigned completely.

Proposition 1.4.19. There exists a relative schedule gfduch that I(§,t) < |l |.

Furthermore, if each value Cﬁ) increases by at mosf|l |x/2v*, then L(E,t)
increases by at mosg|l |x/2, i.e. L(&,t) < [l|x+ 2|l |x/2.

Proof. Recall that there exists a schedule for the operations of inksetst
which length is at mosfl |x. We can “copy” a relative schedule bf from this
schedule. Due to the LP formulation, there exists a solutfot) of the LP such
thatL(,t) < |l|x.

We fix the values o and increase each value (§) by 2|1 |x/2v*. Then, the
values ofL s 1, 4)(§) increase as well, see (1.52), but constraf#)s(5) of the LP
remain valid.

Now we fix the values of and solve the LP over variables- (ts). Informally, we
restrict the LP to constrain{&)-(3) and find new values fdr= (ts). Let (§,f) be a
new solution. In the following we show thhtg, ) is at most_(&,t) + €2[l]x/ 2.
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Indeed, by the above construction the objective value

g ~
L(E A) Zl s = Z L(s,rs)(a)a (1.54)

s=1

wherets = I:(SJS)(E) for some machines € M, s = 1,...,g. (See(3) in the LP.)
Then, from (1.52) each load

Lisr (@) < % > > &aTio( D(S) + €2I]x/2v%)
deAy \ieBy(sTs,d)
(1.55)

= L1y (@) + % z z Ea- T | €71 |x/2V".
deAy \ieBy(sTs,d)

We know thatrg < 1 (Lemma 1.4.7), and from (1.49), (1.50) it follows that the
number of indices

UL, B(sTe8) < 1

Hence,

slralzns)) o sz e))

< % > Héa

achy

(1.56)

From(3)-(4) of the LP it follows
e

g
z Ea =1 and Z L(S,TS)(E) S z ts.

dcAy s=1 s=1
The number of local profiles is bounded &y (Lemma 1.4.13). Thus, we get
g 9 )
LED=S &< Y ts+ e¥llx/2
s=1

s=1 (1.57)

= L&) + &l[x/2
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Assignment to Snapshots: Unbalanced Short Jobs.Take a relative schedule
M(1), ..., M(g) and an optimal solutio(¥,t) of the LP with the objective value
L(E,t) < |l|x (Proposition 1.4.19). Look at the LI3) there aremg constraints
oné& = (&); (4) there is at least one assignmérg Ay such thag z > 0. Hence,
w.l.0.g. we can reassign the value€auch that that there are at mosg distinct
assignmentsi for which 1 > &z > 0 (they may correspond to several local pro-
files), and for all other assignmerditheréz =1 or{z = 0. (See Appendix B
on page 197.) Notice thdt = 1 only for oned € Ay.

Now we assign the short operations 8f to snapshotd(1),...,M(g). For
each local profileh we assign the operations &f with respect to(z), & =<
S1,...,Su>€ Ag. If £ = 1, then we select all jobgfrom § If1> &z > 0,we
select jobg from § in a greedy manner until the total length of the selected jobs
does not exceeéls - D(Sf). Then, for each selected jgbwe assign operation

to snapshoM(s), i = 1,...,u. By (1.49), eachu;j is assigned to to a free ma-
chine in snapshdti(s). Here, the last selected job, which can cause the exceed
of valueg 3 - D(Sf), is also assigned with respectdoSince there are at mostg
distinct assignmen@for which 1 > 5 > 0, there are at mosagsuch short jobs

in S, and we call thenunbalanced

Deducing a Schedule: Sevastianov’s Algorithm. Here we will use Sevas-
tianov’s algorithm [Sev86]. Assume that we are given areinsé of the makespan
version of the job shop problem. There anenachines angl operations per job.
LetI = maxem > 1=t Pij be the maximum machine load apglax= max;j pjj be
the maximum operation processing time. Then, Sevastiaradgbrithm outputs
a schedule of length at ma8t+ 2mepmax.

We deduce a schedule for the long operationk,ads it is defined in snapshots
M(1), ..., M(g). In order to deduce a schedule for the short operatiors; ofe
proceed as follows.

First, fors = 1,...,g, we define the sei(s) of short operations assigned to snap-
shotM(s). The maximum load of (s) can be bounded by the lengtfof snapshot
M(s) with some additive incread(s) > 0, called thesnapshot enlargementhe
overall snapshot enlargemezﬁ:1 A(s) is bounded by the total length of the un-
balanced jobs frons.

Next, we apply Sevastianov’s algorithm to each@gd). The length of the output
schedule fo)(s) is at most

ts + A(S) + 2Mipmax(s), (1.58)

wherepmax(S) is the length of the longest operation@ts).
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Finally, we unite schedules over all snapshd{s), s=1,...,ginto one feasible
schedule for the jobs @&, andLy. The length of the deduced schedule is at most

g

S (ts + A(S) + 2miPpmax(s)) < L(xt) + Ay, (1.59)
s=1
where
o= 3 AS) + 201 S prad (1.60)
s=1 s=1

is theschedule enlargement

Defining the values ofk; and g5. Here, we define the values kif andg} such
that

N < E2lx/2. (1.61)

There are two important values
1 o 2 2
Ay = z Pmax(S) and A := Z A(L). (1.62)
s=1 (=1

Form one side, we can bound the valuédby the total length of the first longest
g jobs in'S,. From another sideA2 corresponds tang unbalanced jobs S,
and we can bound its value by the total length of the first Ishgmgy jobs in S,
respectively.

Now we use (1.43), (1.45) and (1.47). Thens 2y|Ly|. Let D be the total length
of the first 2u|Ly| jobs inS;. These jobs are numbered by
[Lxfs [Lx[s -5 [bx] + 2Ly — 1.

Then, 2n- D is an upper bound fah! + A2, and 2ni?-2m- D is an upper bound
for 2mPB(AL +A2). From (1.60) and (1.62) we have that

Ay < 4m2|,13(£||_x| + 441 + e F €||_X|+2u||_x|,1). (1.63)
Next, we use the following result.

Proposition 1.4.20 ([CM99, JP99tI)]).Supposéo >/l >...> 4y >0isase-
guence of real numbers and P z?zoﬁj. Let3 be a nonnegative integat, > 0,
and assume that iis sufficient large (i.e. all the indices of tlig¢s in the statement
are smaller than f e.g. i > (B+1)/a! suffices). Then, there exists an integer
k=K(B,a) suchthatly + ... + £ gc—1 < a-P,and k< (B + 1)f5_1.
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From (1.42) and (1.43) we can find an upper bothdn z’j":oéj. We simply
define

P =2, a=¢&2/@m’2™) and B = 2u (1.64)
Then, by Proposition 1.4.20 we can define
s =k(B,a) < (2u+ 1) (1.65)
such that
I3 (e + b1 + oo+ leraue—1) < €21[x/2. (1.66)

Now we use (1.44), (1.45) and (1.46), respectively. We defineralue off; such
that (1.61) holds. Consider case (1). We hdwg = k; and |Uy| > k. Then,
Ay < €2|l|x/2 holds by (1.63) and (1.66). Consider case (2). We hgve Uy
and S, = Jc\ Ux. Then,|Ly| = |Ux| < k% and for each shot jolp in S it holds
¢j < €2|l|x/gs. From (1.65) we have

ian 2mé*-‘ 1

&2

L < ki< (2u+1)[ (1.67)
From (1.63) we have
D < APy + Lger + -+ Gigr2uid—1)

(1.68)

< 4Py’ <2u|Lx| C!J )

2
Hence, from (1.67) it follows that

o = s (70

< emptanrnl | (%)
2

A
2

2 4/l [x
< (2 +1[ & ( . )
(2u+1) @
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For 2np< 1/e we define

Zme*

o = (2u+ 1)[ 2 > 2(2u+1)[(2m7_1.

p)Szme*

This givesAy < €21/ 2.

Solving the Simplified Problem. One can see that we have deduced a schedule
for the operations of sets? = UN)? UYX¢. From (1.59) and (1.61) the length of
schedule is at most

LEt) + e¥l[x/2 < [lx + E11x/2 < (1+8)]l|x = [Ixs1-  (1.69)

Furthermore, even if we replace the tiny jobsYg?f by the tiny jobs of\@q’ in each
setJﬂ’, we will be able to deduce a schedule for the operations sﬂgeﬂndeed,
all new jobs from]ﬂ’ will fall into set § of short jobs. (See the definition of set
S and set@.) Due to (ii) and (iii) in the definition of general problenhis

increases the value 8f(S;) by at most

2 Tk gk 2 %

el |x/2viap < €5l |x/2v".
By Proposition 1.4.19, the objective function valug,t) increases by at most
£2[l]x/2, i.e.

LEt) < [lx + €[1]x/2.

Thus, by following the same line of ideas, we can deduce adst@evhich length
is bounded by

LEt) + lllx/2 + l1x/2 < (L+e)ll[x = [lg1. (L.70)

Solving the General Problem. Clearly, we can also follow all above procedures
in the case when the set of crossing huge pg 0. However, we need to adjust
the values ok} andqj;. Furthermore, we need to adjust the processing times of
the crossing operations, see Figure 1.21 b) on 59.

We simply add all jobs ifKy into setLy of long jobs. As we discussed, there are
at most 2n crossing operations. Hend&y| < 2mand the number of snapshots in
any relative schedule can be bounded as follows

g < 2uLy| < 2u(|Lx\ Kx| +2m) < 4pmLy\ Ky
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Then, in (1.64) the value ¢ changes to@m and in (1.67) we have

8mzu32me* 1
LKy < K 1=k(B,G)S(um+1)[ ) W

In (1.68) we also have

2 2
B < AR (aumLAKy) (%) < (2umK (%)

2
Similarly, we can define

2m€*
el

G = (4um + 1)[

Hence, we can claim (1.70).

In total, we can deduce a schedule for the operations dk,sand setsNﬂ’, 4

which will fit inside intervally, 1. This completes the proof of Lemma 1.4.18.

1.4.9 Weight-Shifting and Merging

After we have proved the modified Smith’s rule for tiny jodse tompacting step
of our method is quite simple. We can follow the same line efaslas for the
single machine problem;| ¥ w;C;. We simply use weight-shifting and merging
described in Sections 1.3.7 and 1.3.8, respectively.

Weight-Shifting. Assume that at some release dRtewe have a lot of huge
jobs (Hy) and tiny jobs Tx). Which jobs can wait until the next interval? Take one
profile Tt The jobs ofHy(1) having the same size must complete by decreasing
weightsw;j. By Lemmas 1.4.12,1.4.16,1.4.18 there is at most a constanber

of such sizes. By Lemma 1.4.14, the jobsTofr) must complete by decreasing
ratiow;/¢;. By Lemma 1.4.9, all jobs that start Ip must complete within the
nexte* intervals. We select only the jobs that can be potentialhedaled inly.

Lemma 1.4.21. With1+4O(¢) loss and in @nlogn) time, we can enforce Oy) <
t*|l|x and |Hy| < H* at each release datesRwhere t and H* are some constant.

Merging. At each release daf® we partition the ordered set of tiny jofig()
into subsets of roughly equal sizes?|l|x/2q* (but less tham?|l|x/q*). Then, we
merge the jobs of each such subset into a new tiny job of pmfile

Lemma 1.4.22. With 1+ O(¢) loss and in @nlogn) time, we can enforcly| <
T* and|Hyx| < H* at each release date;Rwhere T* and H* are some constant.
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1.4.10 Blocks and Dynamic Programming

Here, we follow the ideas of Lemmas 1.3.8,1.3.14 and Lemm& 1 As in the
one machine case, we can consider only near-optimal sawediiere every job
to be completed within a constant number of intervals aftaralease date.

Lemma 1.4.23. With 1+ € loss, we can assume that each job completes within d
intervals after its release in a schedule, whefesisome constant.

Similarly to Section 1.3.9, we can define blocks, and thenthaynamic pro-
gramming framework presented in Section 1.3.10. The coatioin of the struc-
turing and compacting steps with a dynamic programmingrélgo gives a PTAS
with O(nlogn) running time. This completes the proof of Theorem 1.4.1.

1.5 A PTASFOR THEMULTIPROCESSORTASK SCHEDULING PROBLEM

In this section we address the following multiprocessadk taheduling problem.
We are given a set af tasksT = {1,2,...,n} and a seM = {1,...,m} of m
processors. Each tagke T has a positive weightvj, a release datg;, and an
associated functiomp.; : 2M . 7+ U {+w} that gives the processing tin®

of task j in terms of the set of processorsC M that areallottedto j. (Here
2M denotes the set of all non-empty subset#/lof Each processor can work on
at most one task at a time, and givenalotmentt(j) C M for a taskj € T,
the processors af(j) are required to execute tagkn union duringpy;; time
units. Here we assume thatis fixed, and the goal is to find a task allotment
and a non-preemptive feasible schedule under this alldtswah thaty w;Cj is
minimized.

We will consider the following two basic versions. In the taded version, each
task j € T has a processing timgj and a prespecified processor set; fixM
such that for functiorp.; it holds p;j = pj if T = fixj, andp;j = o otherwise. In
the parallel version, each tagke T has a processing timg and a prespecified
number sizg€ M such that for functiorp,; it holds pj = pj if |t| = sizg, and
prj = o otherwise. For an illustration see Figure 1.23 on the fagage and
Figure 1.24 on the next page.

As the jobs shop problem considered in Section 1.4, the astated problem of
scheduling multiprocessor (dedicated and parallel) taskéso a generalization
of the single machine problemr}| ¥ w;C;. Here we also follow the main parts
of our method: (1) Structuring, (2) Compacting, and, (3) Biyric Programming.
Indeed, in coping with multiprocessor tasks we combinelediaaly known tech-
niques from both the single machine case and the job shop kkepart (1), Sec-
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fix; | {2 | {3} | {1,3} {123
wj | 10 | 10| 5 5

p | 15| 1 1 | 05

|| 15 | 1 0 15

0 1 2 3
SwiCj = 10x15+ 10x3 + 5x1+ 5x2 = 50

Figure 1.23: A schedule for 4 dedicated tasks

j 1 2 3 4
Sizg 1 1 2 3
Wi 10 10 5 5
Pj 15 1 1 0.5
r 15 1 0 15

0 1 2 3
SWiCj = 10x25+ 10x2 4+ 5x1+ 5x3 = 65

Figure 1.24: A schedule for 4 parallel tasks
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tions 1.5.1-1.5.8, and in parts (2) and (3), Sections 14d9a4.10, we just apply
adopted transformations. However, in many things we addeswwel non-trivial
ideas which were not used before.

As the first step of part (1), in Section 1.5.1, we perform dasiucturing of the
problem. Similar to the single machine case, we can roundessing times,
release dates, weights and introduce intervals.

As the next step of part (1), in Sections 1.5.5 and 1.5.4,laino the job shop
case, we introducprofilesand classify tasks dsugeandtiny ones.

As the final step of part (1), in Section 1.5.6-1.5.8, we fdateuand prove
Smith’s rule for scheduling tiny tasks of the same profilelldvaing the main
ideas of our method, we first use an LP formulation, LP rouggtirocedure for
“assigning” tiny jobs to intervals, and then a special pthwe for “packing” tasks
inside single intervals. From one side, the LP formulatiod @s rounding pro-
cedure here are similar to the ones in the single machine Ease another side,
the packing procedure here is similar to the one in the jolp sfase, we use a
PTAS for the makespan version of the problem [ABKM97, CM3299b].

In part (2) of our method, Section 1.4.9, we apply the wellwnaveight-shifting
and merging techniques. We enforce that there is at most staatmumber of
tasks released at each interval, and their total procesisiggis a small multiple
of the size of the interval.

Surprisingly, the main difficulty occurs in part (3) of our thed. There is one
very important feature of the problem. Here, any task canireqnore than one
processor. Thus, while tasks run in a schedule, more “€atéisks can intersect
in a very irregular way blocking more “later” tasks.

In order to copy with this, we can enforce regugmpsin a schedule, see cor-
responding Sections1.5.2 and 1.5.3.g&p s an interval in time where all the
processors are idle. This simple idea allows us to show that mear-optimal
schedule every task can be completed within a constant nuofiogervals after
its release date. Similar to the single machine case, asdtitbed Sections 1.3.9
and 1.3.10, we can introduce a block structure and applyyhardic program-
ming framework.

In total, we conclude with the following main result:
Theorem 1.5.1. There are PTASs for Prriix j, rj| 5 w;Cj, Pm sizg, rj| S w;Cj and

Pm set| 5 w;C; that compute for any fixed m asd> 0 accuracy,(1+ ¢€)- approx-
imate schedules in @logn) time.

Unfortunately, for the case of general multiprocessorsask can only define task
profilesin the case when tasks have no release dates. (The samajtexhmrks
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for the case when preemptions are allowed.) In this padratdse, we can follow
the same line of ideas and construct a PTAS. When we add eddess to general
multiprocessor tasks, the definition pfofilesbecomes very complex. Here, we
just give some preliminary results and point out some mas#asdvhich can lead
to a PTAS. However, we conclude with the following:

Conjecture 1.5.2. There is a PTAS for Ppset, rj| Y w;C;.

1.5.1 Basic Structuring

In the following we consider only dedicated and paralleki@ns of the problem.
For both variants we will usp.; andp; to denote the function and the processing
time associated with task We will also uset(j) to denote the the allotment of
taskj. In the dedicated version, where it holdg = pj if T= fixj, andp;j = o
otherwise, we define(j) be equal to fix. In the parallel version, where it holds
prj = Pj if |T| = sizg, andp;j = « otherwise, we defina(j)| be equal to size

To unify these two basic versions, we will upg:= min, p;j to denote théength

of task j. Notice that the lengtip; is just the processing time of jopin both
dedicated and parallel but the general version.

To simplify notation we will use that/E is integral (in particulag < 1/2™). For a
taskj, we will useS; andC;j to denote the start and completion timg oFor a task
setX, we useD(X) := ¥ jcx pj to denote the total length of. As before,OPT
denotes the objective value of the optimal schedyldenotes intervgRy, R 1)
and|l|x denotes its lengtRy 1 — Ry, whereRy = (1+ €)* for integerx.

As in previous cases, we first use geometric rounding to er@atell-structured
set of task processing times, release dates and weights:

Lemma 1.5.3. With 1+ ¢ loss and in @n) time , we can enforce all:p, T € 2™,
and rj be integer powers df+ €.

Hence, all release datesare of the formR, = (14 €)* for some integek.

Lemma 1.5.4. With 1+ ¢ loss and in time Cn), we can enforce all yyp; be
distinct.

Next, we use stretching to structure schedules:
Lemma 1.5.5. With1+-¢ loss, we can assume that all $ EPr(j)] in a schedule.
Lemma 1.5.6. With 1+ ¢ loss and in @n) time, we can enforce allj> ep.

Lemma 1.5.7. With 1+ € loss, we can assume that any task crosses at mest s
[logy,¢(1+ 1)] intervals in a schedule.
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1.5.2 The Schedule-Shifting Technique

Take a feasible schedule. For each taslet 1(j) be the allotmentz(j) andy(j)
be whose indices for whichj € R(j) andCj € Ry(j). (See Figure 1.25.)

Figure 1.25: Indices

Then, we create a new schedule by setthg- S — Ry(j) + Ry(j)+1 for all tasks
j. The new schedule is feasible, and the distance betWgemnd the end of
intervallj) is preserved. This generatelR, ;) — Ry(j)) additional idle time on
the processors df( j) before the start of a task See Figure 1.26. In a schedule

Ry Re(i) ,

-: Pe(j)i : ()

|a|: : b ] :

] | re——— : :

L T )

LA : L b
Ry(j)+1 Ryjy+1 G

Figure 1.26: Shifting

Sj =Ry(j)+aandCj = Ryj) +bfor ataskj. When constructing the new schedule,
aandb are preserved, i.e:g = Ry(j)+1+band the processors it j) may be busy
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up toRy(j)+1+a. Thus, the created idle time for jghis equal to
c=8 - Ry+1+3) =Cf—py; — Rj+r— 2
= Rejy+1 + 0 = Pr(j)j = Ry —a =

= €(Ry(j) = Ry(j)) + (Re(j) + b) — prj)j = (Ryj) + @)

1.5.3 Creating of Gaps

A gapis an interval in time where all the processordére idle. We can enforce
regular gaps in a schedule.

Lemma 1.5.8. With 1+ 8¢ loss, we can assume that there is a gap within any
sequence ofs’ /e consecutive intervals of a schedule.

Proof. Take an optimal schedule of val@T. For an illustration see Figure 1.27
on the next page. We first partition it into a sequencsugferblockswhere each
superblock consists ofs2/e consecutive intervals. Hews = [logy ¢(1+ 1)],
Lemma 1.5.7. Next, we partition each superblock infe tlocks where each
block consists of & consecutive intervals. See Figure a) 1.27. There dee 1
blocks in a superblock. Hence, there is one block out of thgsélocks in which
the average weighted completion time of the tasks is at mostfactor of the
total weighted completion time of the tasks that completdésuperblock.

Take such a block, say blodk Letb andb’ = b+ 2s* — 1 be the indices of the
first and lasB'’s intervals. Let alsd = |,/€? be the middle point ifB. Note that

Ro +t =Ry + Ip/e? = Ry(1 + 1/e) =Ry

We split the tasks that complete Binto two subsetd — andT™ of tasksj with
completion time€; < R,+t andCj > R, +t, respectively. See Figure a) 1.27.

We shift the optimal schedule. In this new schedule the ta§ks= T UC™
run in [Rpt+1,Ry12), i.e. inintervalsly1,...,ly1, and each task has at least
€(Ry(j) — Ry(j)) idle time on the allotted processorswf ). See Section 1.5.2, and
Figure b) 1.27.

Then, we reschedule the tasksloés follows:
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tasksT . Rott ‘ tasksT+ ‘
r-=--====t=====1alp = = = == = = = = = = - - = = = = == al
' ‘ i 1 1 '
1 1 1

1 vl 1 a)
: . st intervals 1_: L .S intervals | :
1 ol L L 1
b oo cle oo esjle = - _‘J | . _: _______ :_ - - . -- - :J
Ip | | Iy |

Ips1 tasksT~ Roy1+t tasksT* lyi1

I - crossing task
[ idle time

Figure 1.27: Creating a gap

Step 1. Reschedule the tasks from by eliminating all created idle time from
Rp+1 Up toRy1 1+t (i.e. the tasks are shifted backwards),

Step 2. Reschedule the tasks form™ by eliminating all created idle time from
Rot+1+ti up toRy.» (i.e. the tasks are shifted forwards).

Thus, the idle time within all intervalk,iy,1,...,ly()+1 IS moved to the time
pointRyj)+1 +t. See Figure ¢) 1.27.

Since in any schedule tasks start and complete consegutiviels” = [log,, (14
%)], the total idle time in intervalkyj) 1, ..., ly)+1 is at least

b1
> ely= e(Rors — Ro)

{=Db
= eRy((1 + &) — 1)
> Ip((1 + 1/e)*—1)

> /€2
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Recall that each task crosses at ngghtervals. Thus, no task froM~— crosses
the time point = Ry, 1 +t. To observe that no task frofi™ crosses we use the
following fact. The distance between any taskTin and any task im = on any
machine has to be at ledgys?. Hence, since all tasks frofi~ complete before

t = Ryy 1+t = Ror1+ Ip/€?, no task is processed on any machine athus,t is

a gap.

Consider the tasks of ™. By the above procedure, only their completion times
can increase dramatically. However, we can bound them ksvi®l

Cj <Cj+eRoross1— R) =Cj+eRy((1+ )=+ —1)
= Cj + €Ry((1 + 1/e)%(1+¢) — 1) < Cj + eRy(2(1 + 1/e)2 — 1)
< Cj + Ry(5+ 2/g) < Cj+5Ry(1 + 1/¢)
= Cj + 5t < 6Cj.
In a similar way we reschedule tasks in each superblock okthedule. The

objective value of all blocks is just anfactor of OPT. Thus, by shifting and
rescheduling the objective value of the new schedule is at mo

(1 + €)(1 + 66)OPT < (1 + 8)OPT.

Since there is a gap in each superblock, i.e. in a sequenc afitervals, there
is a gap within any sequence df*4e consecutive intervals. O

1.5.4 Profiles

For a taskj we can defingt = o if p;j = o0, andty = 1 if p;j = pj. Then, we
define|2V|-tuplett= (1%).m be theprofile of j.

Lemma 1.5.9. The number of distinct profiles is bounded by a constént

Notice that two dedicated tasksandk have the same profile iff fix= fixy, and
two parallel taskg andk have the same profile iff size= siz&.

1.5.5 Huge and Tiny Tasks

We say that task is hugein an intervally if p; > €2|l|x/qg*, andtiny otherwise.
We define the value of parametgt later in Lemma 1.5.16. We will writé Ty
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andT Ty to denote sets of huge and tiny tasks releasd®, §HT for huge tasks
andTT for tiny tasks).

By Lemma 1.5.6, we can also bound the number of huge task asziedlows:

Lemma 1.5.10. There are at most’z= O(g,q*) distinct sizes (ppowers ofl +€)
in HTy.

By using the schedule-stretching technique we can proviotlsving:

Lemma 1.5.11. With 1+ € loss, we can assume that no tiny task crosses an inter-
val in a schedule.

1.5.6 Scheduling Tiny Tasks: Smith’s Rule

We first need to introduce some notations. By Lemma 1.5.1ingddsk crosses
an interval in a schedule. Then, for a tiny jplive define two indices(j) < y(j)
such thaRyj) = rj andS;,Cj € ly(j). Less formally, jobj is released aR,j) and
completely scheduled in intervay ).

Smith’'s Rule. Let j andk be two tiny tasks such thatk) < x(j) (herery <rj)
and% > V;—J? (see Lemma 1.5.4). We say that tiny taskeySmith’s rule ify(k) <

y(j) (here§ < §;) for all such pairs of taskg andk. In other words, if taskk, j
are available in an interval, then takkvith greater valuev/px starts not later
than taskj with respect to intervalk andly;).

Now we can prove the following:

Lemma 1.5.12. With 1+ 7¢ loss, for each profilet we can assume that all tiny
jobs ofrtobey Smith’s rule in a schedule.

Proof. We can briefly sketch the proof given in Sections 1.5.7,1a8.8ollows.
We first take an optimal schedule. Then, for each intdivak define sets (1) of
tiny jobs of profilertprocessed insidg. Then, by using valueBy (1) = D(Yy(11))

we formulate an LAf) which defines a fractional assignment of tiny jobs of pro-
file Ttto intervals. We show that any optimal LP solution can be dmghto an
integral assignment. This does not change the objectiveevalit increases the
value of eactDy(m) by at moste?|l|,/qg*. By using such an integral assignment
over all profilestt, we can find new indiceg(j) and new setgy(n). Then, tiny
jobs of profilert obey Smith’s rule with respect to thegéj). Finally, by us-
ing the time-stretching technique and a PTAS for the makesgasion of the
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problem [ABKM97, CM99, JP99b], we replace all s¥j$m) by ¥, (1) in the op-
timal schedule. This gives us a schedule with the objectimetion value at most
(1+ 7¢)OPT in which all tiny jobs obey Smith’s rule. O

1.5.7 Assigning to Intervals

Suppose we are given an optimal schedule. Take an intgtvhet Y, (1) be the
set of tiny tasks oftscheduled inside intervé).

LP Formulation. Then, we formulate the fractional assignment problem for al
tiny tasksj of profile tas the following LP{):

Minimize Fr(€) = 3 Wj Tysx(j) EiyRy

s.t. (1) Ay(m) =Y &jypj < Dy(m) =D(Yy (1) forally,
(1.71)

(2) Yysx(j) &y =1 forall j,
(3) &jy >0 forally>x(j)andj,

where the variables have the following interpretation:

&jy: the fraction of tiny task assigned to an intervd) = [Ry, Ry4+1);
Dy(m): the load in intervaly = [Ry,Ry;1) on profilet,
Ay(m): the fractional load in intervdl, = [Ry, Ry;1) on profilert, and

Fr(§): the average weighted fractional completion time of tinksasf profileTt

Accordingly, the constraints have the following meanii(@) in each intervaly
the fractional load\y (1) on profile pi is at mostDy (), (2)-(3) each tiny task is
assigned completely.

Informally, in the optimal schedule we allow tiny jobs of fite tbe fractionally
processed in several intervals. From one side, we assignydaéraction of job
j be completed in intervdl, = [Ry,Ry4+1), and takeRy as its “completion time”.
From another side, preserving “loadsy(m) = D(Yy(m)) in all intervalsly, we
keep the schedule of huge jobs without changes.

As in Lemmas 1.3.10 and 1.4.15, we can bound the average tediffactional
completion time as follows:
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Lemma 1.5.13. For any optimal solutiorg of the LR) it holds that
Fr(§) < OPT'(9), (1.72)

where OPT(¢) is the average weighted completion time of the tiny tasksodif@
Ttin the optimal schedule. Accordingly, it also holds that

;HJ(E) < OPT, (1.73)

where OPT is the average weighted completion time of all tiny taskiendpti-
mal schedule.

LP Rounding. Let& = (&;y) be an optimal solution of the LRJ. If & is integral,
then for each tiny task there is exactly ong(j) such tha&y); = 1. In other
words, an integral LP solution can be treated as an integsagjiament of tiny
tasks of profilertto intervals. As in Lemmas 1.3.9 and 1.4.16, we can prove the
following result:

Lemma 1.5.14. For each profilert, an optimal solutiorg, of the LP§1) can be
rounded into an integral one such that

(1) F(§) does not increase;
(2) eachA(m) increases by at most|l|y/q*;

(3) tiny tasks | of profilat obey Smith’s rule with respect to intervajg;| given
by roundeck,.

Now we combine integral assignme@ttor all profilestt. For each tiny task we
define new inde¥(j) > x(j), respectively. Then, by using ), for each interval
ly and profilert, we define set$y(m) of tiny tasks of profilertthat are assigned to
ly. Asin Lemmas 1.3.12 and 1.4.17, we can prove the following:

Lemma 1.5.15. For all tiny tasks j it holds that {j) > x(j) and
ijRy(j) < OPT. (1.74)
Furthermore, for each interval,land profile pi it holds

D(Y,(m) < D(Y(m) + €[lly/q". (1.75)
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1.5.8 Packing in Single Intervals

Here, by using the results of Lemmas 1.5.14 and 1.5.15, welstethe proof of
Lemma 1.5.12.

First, we take an optimal schedule of val@®T. For an illustration see Fig-
ure 1.28. Consider an intervgl. Each task that runs iy can be either tiny or
huge, and each huge task can be either crossing or nonfaypsee Figure 1.28
a). There are at mosm2huge crossing task. Then, we can define thekset
of huge crossing tasks, and for each profilee define setdl(1) andYy(m) of
non-crossing huge tasks and tiny tasks, respectively.

Ilx . IHxt2

Rx Ryt1 Ret1 Ryt 2
a)OPT b) (1+€)OPT

Figure 1.28: Tasks in intervél, 1

Now we apply time-stretching to the optimal schedule. We gtig idle time

on machines in each intervi, see Figure 1.28 b). This increases the objective
function value by at most a factor ofde. Furthermore, the tasks of d€f and
setsN(TT), Yx(T0) run in intervally; 1.

Next, we use the results of Lemmas 1.5.14 and 1.5.15. Forteachkask j we
find newy(j) > x(j), and for each interva) we find new set¥y(1) of tiny tasks.
We simply reschedule all tiny tasks in the schedule. Insat#entervally, 1 we
replace the tiny tasks of sefg(T) by the tiny tasks of seté ().

Then, each tiny task completes a€j € ly(j);1. By Lemmas 1.5.14 and 1.5.15
we have that

>Ci < S+ &Ry < (1 + £)?0PT. (1.76)
J J

In order to get a feasible schedule, we reschedule the tdskst &y and sets
Ny (T7), Vx(n) inside each single intervad),1. This also increases the objective
function value by at most a factor oftle, and the objective function value of the
final schedule is at most

(14+€)%0PT < (1+7¢)OPT.
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To complete the proof of Lemma 1.5.12, in the rest of thisisaotve prove the
following result:

2m:§"

Lemma 1.5.16. Define d =v*(2(m+1)!+1) [ & W . Then, the tasks of setg¥)
can be replaced by the tasks of S6t&T) inside each single interva]s.

General Problem. In order to prove the above stated lemma we need to solve
the following problem. We are given task s&ts Ny(11), Yx(17), Yx(17) (Over allTy).
It is known:

(i) there exists a schedule for the tasks of isgtand setdNy(1T), Yy(T7) inside
intervally;

(i) the length of set¥, (1) andYy(m) differs by at most?|l |x/q*;
(iii) for each task in (1) or Y (1) it holds pj < €2/l |x/q".

Can we define the value of parametgrsuch that there exists a schedule for the

tasks of seKy and set$\x(11), Yy(11) inside intervaly,1?

Simplified problem. To simplify the description, we first consider the case
when the set of crossing huge tasks= 0. We also define

Tx(T) = Ne(T) UYy(1D) and Ty = UrTx(17).

Then, all taskg in setT(m) have the same profilg = (Txau),com, but differ in
lengthp;. Formally, each task in Ty(11) has processing tinm = T - pj on the
processors of € 2.

Due to (i), there exists a schedule for the tasks of Bgts) which length is at most
Il|x. By Lemma 1.5.7 any task crosses at mgjsntervals. Thus, the total length
of the jobs inTy is at most the total time available withg intervals followingly.

If m> 2 ands* > 2 we can bound

D(Ty) < M(S|l[xss) < M1+ €)%[l[x < mS2 Iy < 2™ |I|x. (1.77)

In the following we will use the known PTAS for the makespamsi@n of the
problem [ABKM97, CM99, JP99Db]. First, we deduce a schedaigtie tasks of
setsTx(m). By defining the value of parametgf we ensure that the schedule
length is bounded byl |x,1 = (1+¢€)[l|x. Then, we show that this bound remains
valid even if we replace the tasks§f() by the tasks o¥y(m) in Tx(11). Finally,
for the general case when the set of crossing huge Kghg 0, we change the
value ofqg*.
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Long and Short Tasks. We take the tasks ifiy and number them by,Q, ... ,n/
in order of non-increasing lengths

Po> pL>pP2> ... > py. (1.78)

Here,n’ + 1 is the total number of tasks .

Next, we introduce an integdg, and a constant* > 0. We will specify their
exact values later. In addition, we introduce $#tsLx andS; as follows. We first
define

Ux={j|j € Txandpj > €2/l [x/q"}. (1.79)

Informally, we put all taskg from setTy with length p; > €2|l|x/q* into setUy.
Then, with respect to the number of taskdJpand the value ok} we consider
two cases:

(1) If |Ux| <k then we puly := Uy andS; := Ty \ Uy;

(2) If |Ux| > k5 then we put the firdt; tasks 01, ... ki — 1 into setLy, and other
taskskt, ki +1,...,n' into setS,.

For simplicity, we call the tasks dfyx long and the tasks 0%, short Finally, for
each profiletwe define set

S(1) = SN T(M).
Notice that in both cases (1) and (2) it holds that
Ly CUyx and S = Jy\ Ly (1.80)
Furthermore, the number of long tasks
x| := min{K;, [Ud }, (1.81)

i.e. eithelUy = Ly or the firstk}; longest tasks frory are inLy.

Snapshots and Relative Schedules.A processor assignmefur the long tasks
in Ly is a mappingr : Ly — 2™ which defines the allotmertj) for each long
taskj € Ly. Two long tasksk and j are calledcompatible if t(k)Nt(j)=0. A
shapshois a set of compatible tasks. Given a processor assignmeelataze
schedulas a sequence of snapsht$1),...,M(g), such that
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e each long task from Ly occurs in a subsequence of consecutive snapshots
M(uj),...,M(vj), 1<uj <v; <g, and

e any two consecutive snapshots are different.

For an illustration see Figure 1.29. The number of snapshots
g < 2Ly (1.82)

Roughly speaking, each relative schedule corresponds twdman of processing
of the long tasks. To any given non-preemptive schedulg,0bne can associate
a relative schedule in a natural way by looking at every mistéhere a task ofx
starts or ends, and writing the set of tasks of being prodesgé their allotments
right after that transition.

M(1) M)  M(v)) M(g)

- -, -

|
|
|
I
|
tO tu] -1 tVJ tg

Figure 1.29: Long task in a relative schedule

Configurations and Free Processors. Given a setu C M, a p-configuration
C(p) is a partition ofp into non-empty sets. Le¥l(p) be the total number of
p-configurations and I6Z(1)s, ... ,C(W)n(y be allp-configurations. Notice that

N(H) < N(M) = B(m) < m, (1.83)

whereB(m) is themth Bell's number [Knu68].

For a fixed processor assignmentgf T : Ly — 2M, we consider a relative sched-
ule,M(1),...,M(g). Then,

F(s):=M\ U t(i)

JEM(s)

is the set ofree processorg snapshoM(s), s=1,...,g. For each such sé&t(s)
we haveF (s)-configurationE(F (s))i, i = 1,... ,N(F(s)).
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LP Formulation. Assume that we have a processor assignment for the long
tasks inLy, T: Ly — 2M. Let M(1),...,M(g) be a relative schedule af with
respect to this assignment.

Assume that we have scheduled the long tasKks afs inM(1),...,M(g). This
creates a structure where each snapbh@) represent an interval in which free
processors iffr (s) do not process long tasks. For an illustration see Figurg 1.2
on the preceding page. Our next goal is to use these freegameefor executing
all short tasks ir§, = UrS«().

Recall that all taskg in S,(1) have the same profilg = (%) com, but differ in
lengthpj. Thus, to execute all tasks B(1) on a processor sete 2M we need
P:D(S(M) = Pr ¥ jesm Pj total processing time.

Here, we can formulate the relaxed problem as the followiRg L

Minimize tg
s.t. (0) tg=0,

1) ts>tsq, fors=1,...,q,
(2)  ty,—ty-1 > Py, forall jely,
(3) ziNz(lF(S)) Xis=1ts—ts 1, fors=1,...,g,
@) 32 iYitecF(e) Xis = InTh-D(S(M)-yon, forallte2M,
B) xs>0, fors=1,...,0,i=1,...,N(F(s)),
(6) SiYrn =1, forallm
(7) Yem > 0, forallm,

where the variables have the following interpretation:

ts: atime point at which snapshbt(s) ends andV(s—+ 1) starts; heretp = 0 and
ty is the starting time and the finishing time of the schedule Fsgure 1.29
on the facing page;

Xis: the length of theth F(s)-configurationC(F (s)); in snapshoM(s); here, the
short tasks of; can be executed on processor setsC(F (s)); during an
interval of lengthx; s insideM(s), see Figure 1.31 on page 92;
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v, thetth fraction of tasks ir§(m) allotted to a processor see 2M: Here, for
each profilert= (1)com, T& - D(S(1)) is the total processing time of the
tasks inS,() allotted to a processor set 2V.

The constants have the following meaning. ConstrgD)ig2) define a schedule
for the large tasks iy with respect to snapshold(1), M(2),...,M(g). Con-
straints(3) define a structure for alF (s)-configurationsC(F(s)); inside each
snapshoM(s). Constraintg4), for each processor setc 2V, define a balance
between allx s configurationsC(F(s)); which have the processors ofand all
yr,nith fractions ofS,(m) allotted to the processors of Constraintg6)-(7) define
that each seB, (1) is allotted completely to setse 2.

V-

Figure 1.30: Inside a snapshot

Proposition 1.5.17. There exists a processor assignment and a relative schedule
of the long tasks inisuch that§ < |l |x. Furthermore, if each [5,(1)) increases
by at most?|l|/2v*, thent increases by at most|l|x/2, i.e. ty < [I|x+ €3]l [x/2.

Proof. Recall that there exists a schedule for the taskk @f intervally. We just
“copy” the processor assignment and the relative schedutbé tasks iy. Due
to the LP formulation, there exists a soluti@nx,y) of the LP such thaty < |l .

Let us fix such these processor assignment and relative wehetiake(t,x,y).
Then, from(3) of the LP we have

g

g N(F(9)
g = Z\(ts_tsfl) = Z z Xi,s- (1.84)
= S=

N(
1 i=1

Now we increase eacB(S(m)x) by €2|l|x/2v*. How much do we increasg
solving the LP?
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Fix the values of. Then, we find a minimal increage s in eachx; s # 0 such that
(0)-(5) of the LP are satisfied. (We also find the corresponding irseréa each
ts# 0.) LetX= x+ A andf be the new found values afandt, respectively. Then,
from (3) of the LP we have

g N(F@) 55
fy= % 1.85

We increase the length of eaBl{S(m) by €2|l|x/2v*. Thus, in(4) of the LP we
have new total processing times

D:(T) := % - (D(S(T) + €2l |x/2h*Vv*)

(1.86)
= Th-D(S(M) + THE?|l|x/2v".
By the definition of profilen= (T%);om it holds that allrg, € {1,}. Thus,
TRE2[l [y /V* < €2|l]x/2V". (1.87)

Look at(3), (4) of the LP. Herex= x+ A and each); s in a minimal increase in
Xi.s 7 0 under fixedy. Hence, for each in 2M there are two cases: (63) holds
onTt as an exact equality, and () holds ont as a strong inequality.

Consider a processor Sein case (a). Then, forWwe have

g

Z( z Xi,s) = Zf)r_(n)‘)’r—,n
s=1 \i:TeC(F(s))i T

(e~ D(S(1) + €1 |x/2v").

(1.88)

<

=AM

Remember that foft, x,y) in (4) of the LP it holds

g
2 ( D3 m) = 3 ®D(S(M) - Yo
s=1 \i:teC(F(9))i Tt

Thus, fromx; s = X s+ Aj s we have

g

Z( ; Ai,s) < ll/2v" S yen (1.89)
s=1 \i:teC(F(9))i il
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Recall that the values dfj s are minimal. Hence, eadh s # 0 occurs at least
once in (1.89) while we run through such processor subsetcase (a). Thus,

combining we have
B g <N(F(S))
fg—tg = A
SARPAIPREL

IA
M
M
N
=
m

je]
=
D

>

X7
<

(1.90)
< Z <52|I Ix/2v* Zyﬁn)
T T
< e/ (3 Y yen)
T T
From(6) of the LP we have
z)’r—,n < Yern=1,
T €2
and by Lemma 1.5.9 we have
> > ¥in <V
T T
Thus, we get
g — tg < €%l[x/2 (1.91)
]

Allotment to Processors: Unbalanced Short Tasks. Take a processor assign-
ment forLy and a relative schedule with snapshbt§l),M(2),...,M(g) as in
Proposition 1.5.17. Ldt, x,y) be an optimal solution of the LP with the objective
valuetg < |l|y.

Next, we fix the values of andx. Look aty in (4) and(6) of the LP. There are
2™ common constraints on alt . (See Appendix B on page 197.) Hence, we
can reassign the valuesys$uch that there are at mogt distinct(t, ) for which
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1> yr x> 0 (onet can correspond to several profilgs and for all the other either
Yerr=10ryr =0 (yrr= 1 only for onet € 2M).

First, we allot the tasks ihy as it is defined in the processor assignment,of
Next, we allot the short tasks & to processors setse 2M as follows. For each
profile twe allot the tasks o§(1)y with respect to the values ¢§: ), T € oM f

yr. =1, then we allot all taskgfrom S(m)y to the processors af If 1 > y; > O,

we select jobg from §(1)y in a greedy manner until their total length is less than

D(S(17)x) Y,

and then we allot all selected tasks to the processaorsidére, we also allot the
last selected task which can cause the exceed of valiES(1)y) - yr i, marking
it asunbalancedSince there are at most'2listinct(t, 1) for which 1> y; > 0,
there are at most™such unbalanced tasks $.

Deducing a Schedule. Now we want to deduce a schedule for the taskk,in
andS;. We use snapshobd(1),M(2),...,M(g), solution(t,x,y), and allotments
for Ly andLy as it is defined above.

First, we schedule the taskslip with respect to snapshoté(1),M(2),...,M(Q)
and the values df Due to the LP formulation, it gives a feasible schedule.

Next, we schedule the short tasksS;fon the free processors i(s) inside snap-
shotsM(s), s=1,...,q, as follows. Fors=1,...,9 we select configurations
C(F(s))i withx s> 0,i=1,...,N(F(s)). Then, for eactt € C(F(s)); we select

the tasks ir5; allotted tot (except the unbalanced ones) in a greedy manner un-
til their total length does not exceegls > 0. Then, we schedule these selected
tasks on the processors oinside an interval of lengtlx s > 0 inside snapshot
M(s). (For an illustration see Figure 1.30 on page 88.) If it haysthat for some

T € C(F(9))i the selected tasks do not fit inside interxg] > 0, we increase its
length by a small valué; s. At the end of the procedure, we assign the unbalanced
tasks in a similar way.

To remain correct, we always adjust the valueg sfich thats—ts 1 (s=1,...,0)
increases by

© N(F(s))
A(S) = A s,
i; 1,S

called thesnapshot enlargemen{See Figure 1.31 on the next page.) Then, the
length of the deduced schedule is at most

g 9
s=1 S=
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Il .

]
! | -! -l

to A2) A(3)

Figure 1.31: Deducing a schedule

where
Ny = A(S) (1.93)

is the the totakchedule enlargement

Defining the values ofk; and g;. Here, our goal is to define the valueskjf
andqg* such that

DNy < €2|l]x/2. (1.94)

Remember the allotment procedure. We &gglto x; s only in two cases. In the
first case we accommodate a short task which cannot fit intatarval of length
Xi.s > 0. In the second case we accommodate an unbalanced short task

There are at most™unbalanced tasks. From (1.82) and (1.83), there are at most
2|Lx|B(m) intervals. In total, we add; s to x; s for accommodating at most
2|Lx|B(m) + 2™ < 2™(|Ly|B(m))

tasks fromS;. Now we use (1.78) and (1.80). By (1.93), we can bound thé tota
schedule enlargement as follows

Dy < 2™HPi + Pig+ 17 -+ Pl + [LBm)-1)» (1.95)
i.e. 21 times the total length of thik,|B(m) longest tasks irS;.
Next we use the following result.

Proposition 1.5.18 ([CM99, JP99b]).S’uppose ®>p1>...>py >0isa
sequence of real numbers and>P Z?:o pj. Letp be a nonnegative integer,
a > 0, and assume that 1is sufficient large (i.e. all the indices of thg’pin the
statement are smaller thar;re.g. rf > (B+1)/3! suffices). Then, there exists an
integer k= k(B,a) such that p+ ... + P px_1 < a-P,and k< (B+ 1)lal-1,
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From (1.77) and (1.78), we can find an upper bo&nhan Z?’:o pj. We simply
define

P=2"|lly, a=¢?/(22™12™) and B = B(m). (1.96)
Then, by Proposition 1.5.18 we can define

T —

ki :=k(B,a) < (B(m) + 1)[ (1.97)

such that
2™ (D + Pig 41t - - P skem—1) < €2 1[x/2. (1.98)

In the following we define the value @f*. Consider case (1). We hayg | = k5
and|Uy| > k:. Then,Ax < €2[l|x/2 holds by (1.95) and (1.98). Consider case (2).
We havely = Uy, S = Jx\ Ux. Then,|Ly| = |Ux| < kK for each taslj in setS; it
holdsp; < €2l |x/q*. Furthermore, by (1.98) we have
2m§*J;m+2" _1

Ll <k < @m =+l

(1.99)
Then, by (1.95) we have
Ay < 2m+1(p|LX| + P+ T - PlLy+|LeB(m)—1)
< 2 B(m) Sl
= X q (1.100)
2|l
< L + 17 (52).
For 2" < 1/¢ andm > 2 we define
E
gt = v-2m+21)l @
"2m§*+3m—‘
> (2m!+1) & (1.101)

z@mm+n[sz

> 2v*.
Then, from (1.99) and (1.100) we hatxg < £2|1 |/ 2.
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Solving the Simplified Problem. One can see that we have deduced a schedule
for the tasks of set$, (1) = UNx(TT) U Yx(17). From (1.92) and (1.94) the length of
the deduced schedule is at most

tg + O < tg + €2[1[x/2 < [l|x + €1]x/2 < (1+€)[lx = |lxp2- (1.102)

Furthermore, even if we replace the tiny task¥gft) by the tiny tasks of()
in each sefy(m), we will be able to deduce a schedule for the tasks of éty.
Indeed, all new tasks fromy () will fall into set S(17) of short tasks. (See the
definition of setS; and setsS().) Due to (ii) and (iii) in the definition of general
problem, and (1.101), this increases the valuB @) by at most

2|l[x/q" < €2[l]x/2v*.
By Proposition 1.5.17, the objective function vatyécreases by at most|l|x/2,
le.

tg < |lx + €2[1|x/2.

Thus, by following the same line of ideas, we can deduce adsg@evhich length
is bounded by

tg + €1[x/2 + €1[x/2 < (1+8)[l[x = [I[xs1. (1.103)

Solving the General Problem. Clearly, we can also follow all above procedures
in the case when the set of crossing huge t&sks 0. However, we need to adjust
the values ok} andg*. Furthermore, we need to adjust the processing times of
the crossing tasks, see Figure 1.28 b) on 83.

We simply add all tasks iK into setLy of long tasks. As we discussed, there are
at most 2n crossing tasks. Henciy| < 2mand the number of snapshots in any
relative schedule can be bounded as follows

g < 2Ly < 2(|Lx\ Ky +2m) < 4m|Ly \ K|
Then, in (1.96)3 changes to #B(m) and we have

oMs* +m4-2
= - 1

ILx\Ky| < K¢ =k(B,0) < (B(m) + 1)[

In (1.100) we also get
By < 27 (2mB(m) [L\Kx|) (€)1 x/q)

< |L\K|(2mB(m) + )2 (€21 / )
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Similarly, we can define

2m§*

g = v (2(m+1)!+1) {_51

s 2
%Fzmﬂ_l

> v*(2mB(m)+1)[
> 2vh.

Hence, we can claim (1.103).

In total, we can deduce a schedule for the tasks oKgetnd setdNy(Tt), Yy(T)
which will fit inside intervally, 1. This completes the proof of Lemma 1.5.16.

1.5.9 Weight-Shifting and Merging

After we have proved the modified Smith’s rule for tiny jodse tompacting step
of our algorithm is quite simple. We can follow the same lifiedeas as in one
machine case|f;| 3 w;C;. We simply use weight-shifting and merging described
in Sections 1.3.7 and 1.3.8, respectively.

Weight-Shifting. Assume that there are a lot of tasks at sdqeWhich tasks
can wait until the next interval? Consider huge tabkk and tiny tasksT Ty.
Take one profilat The tasks oHTy(1) having the same size must complete by
decreasing weight. By Lemma 1.5.10 there is at most a canstember of such
sizes. The tasks dff Ty(1) must complete by decreasing ratig/p;. We select
only the tasks that can be potentially scheduleld.in

Lemma 1.5.19. With 1+ O(¢) loss and in @nlogn) time, we can enforce that
D(TTx) <t*|l|x and [HTy| < H* at each release datexRwhere t and H* are
some constant.

Merging. At each release date we partition the ordered set of tiny JoR§m)
into sets of roughly equal length £2|1 |x/2g* (but less tham?|l|x/q*). Each such
set creates a new tiny job with the weight equal to the totadateof the set.

Lemma 1.5.20. With 1+ O(¢) loss and in @nlogn) time, we can enforce that
|ITTx < T*and HT| < H* at each release dateiRwhere T and H* are some
constant.
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1.5.10 Blocks and Dynamic Programming

Here, we first use the result of Lemma 1.5.8 and then we folhakhown ideas of
Lemmas 1.3.8,1.3.14. We can consider only near-optimaddls where every
job to be completed within a constant number of intervalerats release date.

Lemma 1.5.21. With1+ O(¢) loss, we can assume that each job completes within
d* intervals after its release, where' @ some constant.

Similarly to Section 1.3.9, we can define blocks, and thenthaynamic pro-
gramming framework presented in Section 1.3.10. The coatioin of the struc-
turing and compacting steps with a dynamic programmingrélgo gives a PTAS
with O(nlogn) running time. This completes the proof of Theorem 1.5.1.

1.5.11 Extension to General Multiprocessor Tasks

Let us consider the problem of scheduling general multipssor tasks. We are
given a set ofitasksT = {1,2,...,n} and a seM = {1,... ., m} of mprocessors.
Each taskj € T has a positive weightvj, a release datgj, and an associated
function p.j : 2 — Z+ U {+o0} that gives the processing tine; of task j in
terms of the set of processar§. M that areallottedto j. (Here 2 denotes the set
of all non-empty subsets ®fl.) Each processor can work on at most one task at a
time, and given aallotmentt(j) C M for a taskj € T, the processors af j) are
required to execute tagkin union duringp,j); time units. Here we assume that
mis fixed, there are no restrictions @n, and the goal is to find a task allotment
and a non-preemptive feasible schedule under this alldtewerh thaty w;Cj is
minimized.

Scheduling without Release dates. Here we assume that there are no release
dates, i.e. altj = 0. For each taske T we also define thiength g = min.com pr;j.

We first follow the same line of ideas as in Sections 1.5.1. Véate a well-
structured set of task processing times and weights.

Lemma 1.5.22. With1+ ¢ loss and in @n) time , we can enforce all¢p, T € 2™,
be integer powers df+ €.

Lemma 1.5.23. With 1+ € loss and in time @n), we can enforce all yy'p; be
distinct.

Lemma 1.5.24. With 1+ ¢ loss, we can assume that all 3 epy(j); in a schedule,
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Lemma 1.5.25. With 1+ € loss, we can assume that any task crosses at most
s* = [logy ¢(1+ )] intervals in a schedule.

There are no changes in Section 1.5.3. However, we will feztbtlowing result.

Lemma 1.5.26. With 1+ O(¢) loss, in any schedule we can assume all allotments
1(j) be such that p;y; < h*- pj, where g = min, py; is the length of task j and
h* is some common constant.

Proof. Take a feasible schedule of valO®T. By Lemma 1.5.8, there are at most
4s* /e intervals between two consecutive gaps. If there is a gap the total time
available in 4* /€ next intervals can be estimated as follows

miy(1+ €)%/ < h* (e21,/2™),

whereh* is some constant. If there are some tagksgth py(j); > h*- p;j in these
intervals, then running them on the fastest processor sibsguires at mosfly
idle time. (There are at most"subsets.) By using time-stretching we cregie
idle time in each gap, and reschedule the tasks. The olgeativie of the final
schedule is at mogtl + 6¢) (1+€)OPT < (1+ 14¢)OPT. O

Profiles. For a taskj we can defingy; = o wheneverp;j > h*- p;. Now we
define theprofileof j to be an2M|-tuplem= (1%),com such thapyj = pj- (1+¢€)™.
We adopt the conversion that = o if pgj = .

Lemma 1.5.27. The number of distinct profiles is bounded by a constant

Release Index. By Lemma 1.5.24, we can assume that any tpskarts later
epj. We introduce an index(j) for each taskj that corresponds to the interval
l(j) earlier which processing gf can not be started. By Lemma 1.5.24, we put
Re(j) < €pj < Ryj)+1, and callx(j) therelease indexf j.

Huge and Tiny Tasks. We say that task is hugein an intervally if p; >
£2|l|x/q*, andtiny otherwise. Thert Ty andT Ty are sets of huge and tiny tasks
with x(j) = x.

A PTAS. Now we have profilest and release indiceqj). Furthermore, we
have a bound on the difference between lengf)) and all processing times
prj. By adjusting the value of parametgt and using a PTAS for the makespan
version of the problem [JP99a], we can prove Smith’s ruleenTive can proceed
with the same procedures in compacting and dynamic progragims for the
parallel and dedicated case, this gives a PTAS Withlogn) running time.
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Scheduling with Release Dates. As we saw, rounding of general multiproces-
sor tasks without release dates is quite simple. Howevespas as release dates
are introduced, the problem becomes more complex. It capdmthat some
tasks cross a release date making some processors busytffeeneral intervals.
Then, a new released task should either wait until the faptesessors are free
or try to run on some other ones which, it can happen, are moales Thus, the
bound in Lemma 1.5.26 and the definition of profiles do not work

From another side, by Lemma 1.5.8 there is a gap within anyesexg of 4/¢
consecutive intervals. Le(j) andy(j) be whose indices for which € R,(;) and
Sj € Ry(j)- Then, we can reformulate the result of Lemma 1.5.26 asvisllo

Lemma 1.5.28. With 1+ € loss, in any schedule we can that for each task j that
either the processing time;@); < h*- pj or y(j) < x(j) +4s'/e.

We note that the special capgj); > h* - pj occurs when, at timej = Ry(j), the
processors of(j) are busy processing a crossing task, whose processing time
spans all of the intervdl;, and beyond. Thus, if we know the schedule of the
crossing tasks, we can, for each taskeplacep; by

min{ pj|processors of are not busy at time;
with a crossing task spanning all .

Since we do not know ahead of time the schedule of the crosasks, the dy-
namic program will have to perform these updates dynanyicall

Furthermore, there is a need for a more suitable definitidmugke and tiny task.
Here, we have to add the task processor allotment and thénlehgn interval
where the task is scheduled. In this case we have to “guesd’dd information
before we can deduce a schedule. Hence, we can concludbehaid a need for
a special a number of new ideas which would replace Smithés the weight-
shifting technique, and the merging technique.

1.6 CONCLUDING REMARKS

With this work we continue a series of recent papers on app&tion algorithms
for scheduling problems with the average weighted compietime objective;
see, in particular, [ABC99, CPS 96, Che98, HSSW97, Sch96, Shm98, Sku98].
On one hand, one can use several rounding techniques whitsfarm optimal
solutions to LP relaxations to near-optimal solutions. sTidiea leads to many
good practical approximation algorithms. On the other hamtk can use the
input transformation technique and the weight-shiftirghtéque. This idea leads
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to polynomial time approximation schemes (PTASs): alfong that compute
(1+ ¢)-solutions in polynomial time, but exponential iriel

Thereby, the results obtained show that a combination dfthetse ideas is a quite
powerful method for designing PTASs. They also prove thengfth of PTASs
for the makespan version of the problem. In fact, if we coasttie problem of
scheduling on a single machine, there is no need for someaspechniques.
However, if we consider the job shop problem or the multipssor scheduling
problem, we cannot avoid using PTASs for the makespan vessi®@ne of the
interesting aspects here is that we do not really use it aBrastine, but rather as
a part of our proof technique which includes LP formulatiomm&inding of opti-
mal LP solutions to integer assignments, and schedulirg(j@isks) inside single
intervals. This fits nicely with the observation that in tliregée machine problem
Smith’s rule for tiny jobs can be simply obtained by roundisge Sections 1.3.4
and 1.3.5,1.3.6.

We improve and generalize a number of results presenteitrear|[CPS 96,
CLL98, ABC'99, ABKM0O, ABF00, FJP0O1b]. However, many interesting
questions remain. Though we have obtained PTASs for thdgarabwith a fixed
number of machines, the running time of these algorithms is impractical. Basi-
cally, we depend on the running time of PTASs for the makespasions and the
running time of the enumeration procedure in dynamic pnogning. Although
desirable, we do not believe that a running time of the fém) - poly(n'/#), for

a (1+¢)-approximation, is achievable. Regarding the job shopduliveg prob-
lem, we considered the case when the number of operatiorjsipgris a fixed
constant. Indeed, one of the most interesting questiongesding of our results
for an arbitrary (not fixedj. However, to our best knowledge, there is no PTAS
known for the corresponding makespan variant of the propterd we rather ex-
pect the discovery of some inapproximability results. Fdufe results, it would
be interesting if new more powerful technique be developeboar conjecture be
proven.






CHAPTER 2

DISTANCE CONSTRAINEDLABELING OF DISK
GRAPHS

2.1 INTRODUCTION

The frequency assignmemroblem (FAP) addresses questions pertinent to the
point-to-point communication iradio/mobile telephonyetworks. It asks for an
assignment of frequencies to transmitters so as to avadanence in a situation
when signals of similar frequencies are used in the samédocdt also asks that
the assignment should use as less frequencies as possible.

Another important aspect of the FAP concerns the fact trantimber of trans-
mitters in modern communication networks increases. Tlegams that the corre-
sponding transmitter systems should be flexible to possh#ages, e.g. installing
or disinstalling of a group of transmitters. Hence, an assignt of frequencies to
new transmitters should not lead to major changes in thadrexisting transmit-
ter system, and should not decrease the quality of commiimcarl hus, taking

into account all these features, one needs to consider tReaBAn on-line prob-

.}

Figure 2.1: Transmitter - Disk

The most common model for an instance of the FAP isitherference graph
Each vertex of the interference graph represents a tratesmif simultaneous
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broadcasting by two transmitters may cause an interferghea they are con-
nected by an edge in the interference graph. Often interéergraphs are as-
sumed to have a special structure, e.g. planar graphs,ds [gdHLS98].

Alternatively, one can associate the coverage area of artriéiier with a disk of a
particular diameter. Then, if two disks intersect, the iced are connected by an
edge in the interference graph . In this case, the underiyitegference graph is
adisk graph that is the intersection graph of disks in the plane.

Transmitters Coloring

Interference Graph

Figure 2.2: FAP — Coloring

Regarding the assumption that a pair of “close” transnsitsdrould be assigned
different frequencies, the FAP is equivalent to the probtérooloring the inter-
ference graph. (See Figure 2.2.)

Coloring. A (vertex) k-coloring of a graphG = (V,E) is a functionc:V —
{1,...,k} such that(u) # c(v) whenevew is adjacent to. If a k-coloring of G
exists, therG is calledk-colorable. Thehromatic numbeof G is defined as

X(G) = min{k : Gisk-colorablg.

However, it was observed in [Hal80] that the signal propagamay affect the

interference even in distant regions (but with decreasmenisity). Hence, not
only “close” transmitters should get different frequemsgibut also frequencies
used at some distance should be appropriately separatts base, the FAP can
be modeled as the problem distance-constrained labelingf the interference

graph [Lee98]. For an illustration see Figure 2.3 on the paxgie.

Distance Constrained Labeling. Letp; > p2>...> px be anon-increasing se-
quence of positive integers, calldétance constraintAn L, . ,y-labeling or
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Coloring L(2’1T1abeling

Figure 2.3: FAP -+, 1)-labeling

adistance constrained labelingf a graphG is a functionc:V(G) — {1,...,L}
such thatc(u) — c(v)| > p; whenever the distance betweeandvin G is at least
i, fori=1,....k IfaLp,, . p-labeling ofG exists, therG is calledLp, . po-
labeled. Thepy, ..., px)-labeling number o6 is defined as

po-labeled-.

geus

First, we can observe the following simple propertiek # 1 andp; = 1, then

X(1)(G) =X(G), (2.1)
wherex(G) is the chromatic number @&. If py = pz=--- = px =1, then
X(,..1(G) = X(G"), (2.2)

whereGK is thek-th power ofG, i.e. a graph which arises frofa by adding the
edges which connect all the vertices at the graph distanoesik. Furthermore,
as it was shown in [GY92, FK02], for any integeit holds

Xtpo,.tp) (G) =t X(py,...p (G) — 1) + L. (2.3)

Hence, we can assume w.l.0.g. that all integmts. ., px have no common divisor.
Combining (2.2) and (2.3), we can bound

X(pl,...,pk)(G) S X(p]_,...,p]_)(G)
= 1+ pu(-X@a,.,n(G) — 1) (2.4)

= 1+ p(x (G- D).
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Accordingly, fork =2 and(p1, p2) = (2,1) we have

X21(G) < X@22(G)

= 2(X1p(G) - 1) +1
(2.5)
< 2x(1)(G?)

= 2X(G?).

McCormick [McC83] showed that for any fixdd> 2 finding the value of((G")
is an NP-hard problem. Furthermore, even if one restricts pbanar graplG,
computingx (G?) is still an NP-hard problem. There is the long-standing Veeign
conjecture [Weg77]: For any planar graBtwith the maximum degre&(G) > 8,
the chromatic number of the 2nd power graphis at Ieast[%M +1. There are a
number of recent results coming closer and closer to theecamed bound. The
current best resujt(G?) < %A-i— 78 is due to Molloy & Salavatipour [MS].

The most intensively studied case of distance-constrdaaeling isk = 2 and
(P1,P2) = (2,1). The existence of ah, )-labeling was explored for differ-
ent graph classes in [BKTvL00, CK96, GM96, GY92, vdHLS98]heTexact
value ofX, 1) can be derived focycles and there are polynomial-time algo-
rithms which compute the value §f> 1) for treesand co-graphs[CK96]. For
any fixedL > 4, the problem of recognizing grapl@ such thaty1)(G) <

L is NP-complete [FKK99]. For a planar grapgh, the problem of deciding
whetherx ;1)(G) < 9 was shown to be NP-complete in [BKTvL0O]. Molloy
& Salavatipour [MS] presented an approximation algorithimal produces an
L (p,,p,)-1abeling of a planar grap@ with the largest label at mo§(2p2— DA(G)+
12p; +144p, — 78.

It is expected that for everi-tuple of distance constrain{s,...,px) and a
graphG, there exists a boundy such that for every. > L, the decision prob-
lem X p,,...,m) (G) < L is NP-complete. So far, this conjecture has been proven for
k=2 and(p1, p2), wherep; > 2p, [Fia00].

Disk Graphs. The intersection grap8 of a setD of disks in the plane is called
adisk graph andD is called thedisk representationf G. Thediameter ratioof
D is denoted by (D). If all disks of D have unit diameter and(D) = 1, thenG
is called aunit disk graph If 1 < o(D) < o for some constard, thenG is called
ao-disk graph
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Interestingly, every planar graph iscain graph i.e. the intersection graph of
interior-disjoint disks [Koe36]. Hence, the class of dislghs is more general
than the class of planar graphs. The recognition problen{whis o-) disk graph
is NP-hard [BK96, BK98, HKO01]. Hence, an algorithm that wein the set of
graph’s disks as the input is substantially weaker than dmehwvorks only on
the sets of graph’s nodes and edges. From this point of vi@uequirement of
the disk representation of a disk graph is very strong. Froatteer side, it is not
hard to find the disk representation of a disk graph when galith real-world
applications, e.g. in constructing the interference grfapla radio and/or mobile
telephony network.

There are a number of results on coloring of disk graphs. koitalisk graph, the
3-coloring is NP-complete even when the disk represemtasigiven [CCJ90].
There are a 3-approximation algorithm [BK98, Pee91] andcarbpetitive al-
gorithm [Mal97, Pee91]. Both algorithms assume the knoggedf the disk
representation of a disk graph, but they can be also eagisted to the gen-
eral case [EF01]. Regarding disk graphs, there is a 5-appation algorithm
which uses the disk representation of a disk graph [Mal9#.tl@ other hand,
there is no online coloring algorithm with a constant contpetratio for planar
graphs [GL88]. Hence, there is no such an on-line algoritbmgeneral disk
graphs as well.

Our Results. Here we consider the problem of distance-constraineditadpef
o-disk graphs. We present several off-line and on-line dtigors for the case
of general distance constrain{gs,...,pk) and for the case whek = 2 and

(p17 p2) = (27 1)'

First, for a fixedk-tuple of distance constrain{®s, ..., px) we give an on-line

L (ps,....po) -l@DElINg algorithm which requires the disk representatibo-disk graphs,
i.e. it works on a set of diskB with (D) < o as the input. The algorithm is
based on the so-calldgxagonal tiling circular labeling, andfirst-fit techniques.
We derive an upper bound on its competitive ratio and showdech fixeck-tuple
(p1,---,pk) Of distance constraints and each fixed diameter ratthe on-line
algorithm is constant competitive. As an example, we dernatesthe algorithm
for the casek = 2 and(p1, p2) = (2,1). We show that foo-disk graphs with at
least one edge and < +/7/2 the competitive ratio of the algorithm is bounded
by 1667. The ratio also tends to Bas the clique number of a graph grows to
infinity.

Next, we derive lower bounds for on-line coloring and labgliWe consider the
case when the disk representation of disk graphs is knownst#vewith simple
lower bounds for unit disk graphs. We show that no on-lin@gog algorithm
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can be better than 2-competitive, and no on-lipgy)-labeling algorithm can be
better than 5-competitive. Then, we switch to disk graphs. phdve that in the
case when either the disk representation of disk graphg igiven or the diame-
ter ratio is not bounded, no on-line labeling algorithm vatbonstant competitive
ratio exists. In addition, we give a lower bound on any gelnegig . ,,)-labeling
algorithms foro-disk graphs. By using this result we show that our on-lifela
ing algorithm is asymptotically optimal for the class of sk graphs.

Finally, we deal with the off-line setting. We explore thesek= 2 and(ps, p2) =
(2,1). We present two approximation algorithms for unit disk gr@pThe first
algorithm is based on the so-calledttingtechnique, which uses the disk repre-
sentation of a unit disk graph. The second algorithnisbsist what is, it does not
require the disk representation, and it either outputs siliéalabeling or shows
that the inputis not a unit disk graph. The approximatioiorat the cuttingalgo-
rithm is bounded by 12, whereas the approximation ratio®fdbustalgorithm is
bounded by 1067. The bound also tends to 9 and to 10 as the clique number of a
unit disk graph grows to infinity, respectively. Finally, weesent a simple offline

L (ps,...,po -12beling algorithm foro-disk graphs which does not require the disk
representation. For each fixecandk the approximation ratio of the algorithm is
constan(k’c?).

The following table summarizes the known and new online grf@imation

algorithms for coloring and labeling problems on unit dis&ghs (UDG), oro-
disk graphs@-DG), and on disk graphs (DG).

Offline Online
+ | - + | -
Coloring
UDG 3 [Pee9l] 3 [Pee9l] 5 [Mal97, Pee91]| 5[Mal97, Pee9l]
o-DG 5 [Mal97] 5 [Mal97] [¥] YES [EFO01]
DG 5 [Mal97] 5 [Mal97] NO [EFO01] NO [GL88]
L(2,1)-labeling
UDG | 12 [] | 10.6 [*] | 16.67 [] | NO [«]
L(p,,...p-1abeling

UDG YES [%] YES %] YES %] NO [*]
o-DG YES[%] YES[%] YES[%] NO []
DG ? ? NO [%] NO []

Here, “+/-” shows either the disk representation of graghgiven or not; “YES”

means a constant competitive algorithm; “NO” means thatorstant competi-
tive algorithms can exist; “?” shows an open problefs]™means a result pre-
sented in this chapter; “number” corresponds to the appration ratio or the
competitive ratio of the respective algorithm.
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Last Notes. Let A be an algorithm which works on disk graphs. Ut=
{D1,Dgy,...,Dn} be a set of disks. Le® be the disk graph ob. If A works
on D as the input, we say th#& requiresthe disk representation @&, and if A
works onV(G) andE(G) as the input, we say th#& does not requirghe disk
representation o6. We say that an algorith is anoffline L, . o) -labeling
algorithmif it runs in polynomial time and outputs a proper labelingttod ver-
tices ofG. If the maximum label used is at mgstX p,, .. ) (G), thenAis called
anp-approximatioralgorithm. The valug is called theapproximation raticof A.
We say that an algorithiis anonline L, o -labeling algorithmif it properly
labels the vertices dB in an externally determined ordér, < --- < Dy, and at
each timd it irrevocably assigns a label i seeing only the edges which connect
verticesDy, ..., Dy. If the maximum label used is at mgst)p, ... p,) (G) for any
order< onD, thenA is called amp-competitivealgorithm. The valug is called
the competitive raticof A.

The rest of this chapter is organized as follows. In Secti@n& give some pre-
liminary results. In Section 2.3 we introduceigcular labeling In Section 2.4 we
present a general online algorithm and derive an upper boarits competitive
ratio. In Section 2.5 we present lower bounds for online gogpand labeling. In
Section 2.6 we present two offlirng, ;)-labeling algorithms. In Section 2.7 we
derive a general offline labeling algorithm. Finally, in 8en 2.8 we give some
concluding remarks.

2.2 PRELIMINARIES

In this section we give some preliminary results which wil lssed throughout
this chapter. First, we introduce hexagonal cells on thegond cell cliques in a
disk graph. Then, we introduce the plane-mesh distancedark some simple
results.

Let £ be the Euclidean plane. Lety be the coordinates i§. For ao-disk
graphG we will useD = {Dj,...,Dp} to denote the disk representation &f
Then, for eaclD;, i = 1,...,n, we will used; € R, and (X;,Y;i) to denote the
diameter and center @;. We will also writea(D) to denote the diameter ratio
maxd;/ mind; < o. For each vertex € V(G), we will useD, to denote the disk
of v. Thus, an edge= {u,v} € E(G) iff DynNDy,.



108 DISTANCE CONSTRAINED LABELING OF DISK GRAPHS

13V <2i—j+1

2(—y/3Ax+3y) < —i+]+1 {(Vax+3y) <i+j+1

Figure 2.4: A simplexG;;

2.2.1 Cells

We will use the following partition of plané€ into hexagons. For,j € Z we
define a unit hexago@;; is the set of all point$x,y) € £ such that:

2i—j—1< 3V/3x <2i—j+1
i+j—1< Z2(V3x+3y) <i+j+1

—i+2j-1< 3(—V/3x+3y) <-i+2j+1

Here,Cjj contains exactly two adjacent corners of the bounding simEnd the
distance between every two points insfde is at most one. For an illustration
see Figure 2.4. Furthermore, each point of pl&neelongs to exactly one cell
Ci,j. For an illustration see Figure 2.5 on page 110. For sintglianyCj; will be
called acell, and€ will denote the set of all cell§;j, fori, j € Z.

2.2.2 Cell Cliques

For a disk grapl@ given by a disk seD, and a cellCj; let
D(i, j) := {D«k | Dx € D and(x, ¥) € Cij }
be the set of disks with centers@y, and let

V(i,J) = {veV(G) | DyeD(i, j)}
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be the set of vertices with disks @j;. Then, we can prove the following simple
result:

Lemma 2.2.1. Each set \(i, j) induces a clique in G. Hencé)(i, j)| = |V (i, ])]
is at most the clique numbey(G).

Proof. The distance between every two points inside Gllis at most one.
Hence, any pair of disks iB(i, j) intersect. This means that for any twov €
V(i, ) holds{u,v} € E(G). Hence\V(i, j) induces a clique i®. O

2.2.3 Plane and Mesh Distance

Let dist(p, p’) denote the standard plane distance between two ppjpiss €.
Then, theplane distancdetween two cell€ andC' is defined as

diste(C,C) = inf{diste(p,p’): peC,p €C'}.

With every cellCjj € C we associate a vertgk j) in an infinite triangular meshl.
We connect any two vertices by an edge if the correspondiltgae neighbors.
For an illustration see Figure 2.5 on the following page.

We will write distiy(Cij,Cst) to denote thenesh distancéetween two cell€;;
andCsg;, which is measured as the number of edges in the shortestatiecting
(i,j) and(s,t) in meshM.

Lemma 2.2.2. Form> 2and |, j € Z, each of cells G+ j, G j+t, G+ j+t, Where

t € {m+1,—m— 1}, have mesh distance+nl and plane distanc@“zﬁ from G;.
Furthermore, any cell at mesh distancentt from G; has plane distance at least

151+30531.

Proof. Every cell has size/3/2, see Figure 2.4 on the preceding page. For sim-
plicity, we consider the case whes 0 andj = 0 andt = m+ 1. For an illustration
see Figure 2.6 on the following page. Cleay 10, Com+1 andCrmy1my1 are
at mesh distancen+ 1, see Figure 2.6 b). Furthermore, there @mreells on the

shortest line fron€Cq o, see Figure 2.6 a). Hence, the plane distané'g@é

Consider the cells which are mesh distameel. For an illustration see Figure 2.7
on page 111. From one side, the “corner” c€lg, 10 andCpyny1ms1 are at the
maximum plane distance froy o, see Figure 2.7 a). From another side, the
“middle” cells, Cm+.1,,.n/2 if mis everl and:LmTlJ’ml, le_LmTlJ,rn.-i- 1ifmis
odd, are at the minimum plane distance fr@). Then, the minimum plane
distance can be bounded g§] times cell's diameter 1 anfi7'] times the cell’s

sidei. Thisis equal tq 7| + 2[77. O
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a) Cells inC b) MeshM

Figure 2.5: Cells-Mesh

Comy1 Cotr-1,m+1

mx
Co,0 Cre1,0 m+1

a) b)

Figure 2.6: Cellsfor=0andj=0andt =m+1
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Cm+1,m+1

m+2

Co,0 Cit1,0 m+1

a) b)

Figure 2.7: Middle cells

Corollary 2.2.3. Form>2andi,j€Z, cellsG j, Gim1,j, G, j+m+1, Gimed j+m1
have pairwise mesh distancetri and plane distancé“zﬁ’.

Corollary 2.2.4. Let a= [Z"Tﬂ , Wwhere K> 2 ando > 1. Then, cells ¢j, G j,

Cij+t, Gt j+t, where t€ {a+1,—a— 1}, have pairwise mesh distance-d and
pairwise plane distance greater thao k

2.2.4 Patterns

Letk > 2 ando > 1. Asin Corollary 2.2.4, we define= [%W . Then, the set of
a? cellsCg with coordinates,t € {0,..,a} is called a pattern.

We say that a celli; € C belongs to thés, t)th classif
i —1 = smoda

and
j — 1 = tmoda.

In total, there ar@? classes.

Informally, by sifting the pattern around the plane, we “¢gbjis cells. For an
illustration see Figure 2.8 on the following page. Then,la@g belongs to a the
(s,t)th class ifitis a “copy” of thes, t)th cell in the pattern.

Now we can prove the following simple result:
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Figure 2.8: Shifting the pattern: The copiesdafo

Lemma 2.2.5. Any two cells in one class have plane distance greater tlwan k

Proof. The proof follows the definition of classes and Corollary.2.2 O

2.3 QRCULAR LABELING

Here we introduce and prove the existence of a spea@llar labelingfor the
cells in€. This will will be used later in Section 2.4.

Let o > 1 be the diameter ratidps, ..., px) be ak-tuple of distance constraints,
wherep; > p2 > ...,> py, and € be the set of cell€ij, wherei,j € Z. We
say that a mapping : ¢ — {1,2,...,£} is an/-circular labeling of € with re-
spect to(ps,-- -, Pk) andao if for any two cellsC’ andC” in € at plane distance
diste(C,C') <i-oit holds

min{|$(C) —¢(C))|,£—[6(C) - ¢(CI} = pi,

forallie {1,...,k}.

For an illustration see Figure 2.9 on the next page. Infoymele take a circle
with nodes 12,...,£. Then, every celC is assigned to anodgC) € {1,2,...,/}.
The “circular distance” between any two ceisandC’ is equal to the number
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edges between nod$$C) andd(C’). This can be defined as

min{|$(C) —¢(C')|, £~ [¢(C) — ¢(C) }-

Then, we require any two celzandC’ at plane distance at ledst be at “circular
distance” at leasp;, for alli € {1,...,k}.

The existence of such a circular labeling is guaranteed &éyalfowing:

Theorem 2.3.1. For every k-tupl€ps, ..., px) anda > 1, an/*-circular labeling
of € can be found in @¢*a*k*) time, where

=1+ 6(4(2[31 -1 + i(m + 1)-(2[)[3@%11 - 1)) .

m=2

2ko

Proof. Givenk ando > 1, we definea= L/ﬁ

Cst, Wherest € {0, ..,a}.

We select the cells in the pattern one by one while labelirig am initial sequence

of labels 12,3,... in afirst-fit manner. For a selected c€l; from the pattern we
first find the least feasible labg¢k;, and then we defing(C) = ¢s; for any cell

C in the (s,t)th class. By Lemma 2.2.5, any two cells in one class have plane
distance greater thako. Hence, at the end of the procedure we find a feasible
circular labeling of®.

1, and define a pattern with all cells

In the following we show that* is a upper bound on the largesi; label used in
the pattern, and the labeling procedure takes at @0&to*k*) steps. This will
complete the proof of the theorem.

Consider a celC in the pattern. For an illustration see Figure 2.10 on theWnhg
page. By Corollary 2.2.4, every cell which is at mesh distaaicleasti+ 1 is at

o(C)

Figure 2.9: A circle with¥ nodes, and cell€ andC’
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a) b)

Figure 2.10: Labeling of

plane distance greater th&a. Hence, in order to find a feasible label forwe
need to check all already labeled cells at mesh distance sttamo

There are 6 cells at mesh distance 1 fr@nsee Figure a) and b) 2.10. Each
of these 6 cells has plane distance at mosi from C. In the worst case, all 6
cells are labeled, and any two of the labels differ kpt 2 1. Hence, in order
to select a feasible label f& we will “skip" at most §2p; — 1) “forbidden”
numbers. Similarly, for 12 cells at mesh distance 2 f@donwve will “skip” at most
12(2p; — 1) “forbidden” numbers.

Form> 2, there are @n+ 1) cells at mesh distanee+ 1 fromC. By Lemma2.2.2,
the plane distance fro@ is at mostmy/3/2 but at least

By the definition of a circular labeling, we need to find thesldategel < k such
that
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We can bound it as follows

= 5(12)+212])

SIS
_ (3m - 4)
B 4o

Then, in the worst case, al(®+ 1) cells are labeled, and any two of the labels
differ by

2Ppag=sy — 1.
As before, in the worst case we will “skip” at most
6(m+ 1)(2p[3m4g 47 — 1)

“forbidden” numbers.
In total, summing up for mesh distance 1, 2 and over a3+ 1 < a at most

6(4(2[)1 -1+ i(m—l— 1)-(2[)[%1 — 1)) =/ -1
m=2

numbers are “forbidden” be selected as a label forCefi the pattern.

There area? = O(k?c?) cells in the pattern. For each c€lin the pattern we
have to check all cells at mesh distance at nesind each cell for at mogt
numbers. Thus, the labeling procedure procedure find$-aircular labeling of
€ in at mostO(¢£*a*) = O(¢*k*a?) steps. O

2.3.1 A Circular25-Labeling for(p1, p2) = (2,1)

Considek = 2 and(p1, p2) = (2,1). We take a pattern with 25 cells, and label the
cells of € as it is depicted in Figure 2.11 on the next page. One can staily
two cells with the same label are at plane distance at Ie@3t Eurthermore, any

two cells with/ and/+ 1 labels/ = 1,...,24, are at plane distance at Ie%zt If
we definec = g then 2 < 2v/3. Hence, the depicted labeling is a 25-circular
labeling with respect top1, p2) = (2,1) ando = 4
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o

Figure 2.11: A 25-circular labeling wittps, p2) = (2,1),0 =

2.4 GENERAL ONLINE LABELING OF 0-DISK GRAPHS

Let G be ao-disk graphs given by a s&t= {Dj,...,Dp} of ndisks in€. In the
following we assume, w.l.0.g., that the coordinates of pl&aare scaled such that
minimum diameter mig; = 1 and the diameter ratio(D) < o.

For a fixedk-tuple(ps, ..., pk) of distance constraints, whepg > p2 > ... > py,
and a fixedo > 1, we describe the following online labeling algorithm:

ONLINE Disk LABELING (ODL):

Input: An ordered sequence of diskg < --- < Dp.

Output: AnLp, . p)-labelingc of G.

1. Find a circula®*-labeling¢ : € — {1,...,¢}.

2. For all cellsCj j € € defineD(i, j) := 0.

3. Select the disks one by one in the given order.

4. For the diskD; perform
4a. FindCjj such thatx,y;) € G .
4a. Defing € V(G).  4b. Definec(t) := ¢(Ci j) +£*- |D(i, j)|.
4c. PutDy into D(i, j).

Informally, for each new disk the algorithm assigns a labkloh consists two
parts: (1) the label of the cell which will contain this digR) £* times the number
of the disks which are already in the cell. The last part iasuhat all disk labels
are properly separated.
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We can prove the following result:

Lemma 2.4.1. The maximum label used DL is mostZ* - max j |D(i, j)|.

Proof. The first disk inD(i, j) will get a label equal to
0(Cij) < £
The last disk irD(i, j) will get a label equal to
§(Cij) + £'-(IDG. §))) < £ -max(D(i. ).

)

Since, ODL handles alD(i, j) separately, the maximum label ised is bounded by

¢*-max|D(i, ).
i,J

Furthermore, we can prove the following result:

Lemma 2.4.2. Let G be a disk graph given by a disk set D. Then, for any k-tuple
(p1,--., Pk) Of distance constraints it holds

X(pup0(©) = 1+ Pa(@(©) = 1) > 1+ pu(max(DGi, )]} — 1),

Proof. Let K be a clique inG. Assume that one vertex i has the least label
1, and othetK| —1 vertices have larger labels. By the definition df@, -
labeling, the labels of any two verticeskhshould differ by at leagp;. Thus, the
minimum label forK is at least

1+ pu([K| = 1).

By Lemma 2.2.1 for any sé&(i, j) of disks, the vertices of (i, j) form a clique in
Gand|D(i, j)| = |V(i, j)| is at most the clique numbex G). Thus, thepy, ..., pk)-
labeling number foG is at least 14+ p1(w(G) — 1). O

Combining the above results, we can prove the following niaéorem:

Theorem 2.4.3. For every(ps,..., px) ando > 1, the algorithmODL is an online
Lp,.... p.-labeling algorithm foro-disk graphs G with given disk representation.
The competitive ratip of ODL is bounded by

w(G) - £* .
T+ (@G - 1p 20
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Proof. Let G be ao-disk graph given by a disk s&. Notice that the value
of |D(i, j)| does not depend on an order in which the diskagpresented to
ODL. Hence, ODL an onling,, oy -labeling algorithm forG. Furthermore,
by Lemma 2.4.1 and Lemma 2.4.2, we can bound its competiite p as it is
defined in (2.6). O

Corollary 2.4.4. The algorithmODL is %-competitive for the class afi-disk
graphs with at least one edge and given disk representatianthermore, the
bound on its competitive ratip tends tof*/p; as the cligue number af-disk
graphs grows to infinity.

Proof. If a disk graphG has at least one edge, thexG) > 2. From (2.6), for
w(G) = 2,3,4,... we have
2t > 3¢ > A >--->€—.
1+p1 = 1+2pp 1+ 3p1— T p1

O

Corollary 2.4.5. For (p1,p2) =(2,1) ando = 4 there is an online |5 1)-labeling
algorithm which competitive ratip is bounded b5 for a class ofo-disk graphs
of given disk representation, k%Q ~ 16.67 for a class ofo-disk graphs of with at
least one edge and given disk representation, and the boupdends tol2.5 as
the clique number af-disk graphs grows to infinity.

Proof. We use the algorithm ODL combined with a 25-circular labgliepicted
in Figure 2.11 on page 116. 0

2.5 LOWERBOUNDS: ONLINE COLORING AND LABELING

Here we present some lower bounds for online coloring andlitadp of disk
graphs.

2.5.1 Coloring of Unit Disk Graphs

We start with a simple lower bound for online coloring of uthitk graphs.

Lemma 2.5.1. For any positiveg, there is no(2 — €)-competitive coloring algo-
rithm for the class of unit disk graphs, even if the disk reprgation of unit disk
graphs is given.
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Proof. Let A be an algorithm with competitive ratio-2¢, for somee > 0. Con-
sider a unit disk graplspaq depicted in Figure a) 2.12 on the next page. Let the
vertices 0fGp,q be ordered as shown in Figure b) 2.12 on the following page.

From one side, vertices 1-6 form an independent set. TheitgoA has to color
them by the same color. If it is not the case, theis not (2 — €)-competitive.
From another side, vertices 1-12 form a bipartite graph. clorechem properly,

the algorithmA needs exactly two more colors. Then, vertices 13, 14 and 15
require three extra colors. These vertices form a triarsgléhey cannot share the
same color, and each of them is adjacent to three verticesghel?2 that are
colored by three distinct colors.

In other wordsA is forced to use at least six colors for online coloringGafg
However, the graph is 3-colorable. Henéeis not an(2 — €)-competitive algo-
rithm, if the disk representation of unit disk graphs is give ]

2.5.2 Labeling of Unit Disk Graphs

Now we present a simple lower bound for onlibg, ,,)-labeling of unit disk
graphs.

Lemma 2.5.2. For any distance constraint{gs, pz) ande > 0, there is na4p2+
1 - g)-competitive k,, ,,)-labeling algorithm for the class of unit disk graphs,
even if the disk representation of unit disk graphs is given.

Proof. Consider a unit disk grapBpaq given by five “outer” unit disks 1, 2, 3, 4,

5 depicted in Figure 2.13 on the next page. No two of these fslesdntersect.
Hence, in the offline case, one needs exactly one labd&bfgs Hence, we have
thatx 1) (Gpad) = 1.

Let A be an onlind, ,)-labeling for unit disk graphs of given disk representa-
tion. For any disk graph and any order of the diskglways outputs a feasible
L (p1,p,)-12bElING.

It is not a matter in which order we present the diskGgfg any two labels
assigned b differ by at leastp,. If it is not the case, then adding the “central”
unit disk 6 leads to a non-feasible for a unit disk graph giverall disks 1, 2, 3,
4,5, 6, that is a contradiction.

Thus, the maximum label assigned Ayo the disks ofGp,qis at least
1+ p2+p2+p2+ p2=1+ 4pe.

However,x(z,l)(Gbad) = 1. Hence, the competitive ratio éfis at least f, + 1,
even if the disk representation of unit disk graphs is given. O
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Figure 2.12: GraplGyaq for coloring

Figure 2.13: GraplGpaqfor L 1-labeling



2.5 LOWER BOUNDS. ONLINE COLORING AND LABELING 121

2.5.3 General Labeling of Disk Graphs

Let k=2 and(p1, p2) be a 2-tuple of distance constraints. We can prove the
following simple result:

Lemma 2.5.3. If the disk representation of disk graphs is not given, nanenl
L (p1,p»)-12beling algorithm can be constant competitive.

Proof. Let D be a set oh mutually disjoint disks. LeG a disk graph given bip.
Then, there are no edges@ andxp, p,) (G) = 1.

LetAbe anonling, ,,-labeling algorithm which is not given the disk represen-
tation of disk graphs. For any disk graph and any order of #réces A always
outputs a feasiblep, p,)-labeling.

We present the verticesin V(G) in an arbitrary order. IfA assigns the same
label to any two vertices iN'(G), then we add a new disk @ extending graph
G such that these two vertices in are connected by a path ahle&adn this case,
A outputs a non-feasible labeling for the “extended” grapht ts a contradiction.
Hence A will use distinct labels for allD| vertices inV (G).

Thus, the maximum label used Byfor Gis at leastD| = n. Howeverxp, p,)(G) =
1. Hence, the competitive ratio éfis bounded by from below.

This result can be generalized for akyuple (p1, p2,---., pk) of distance con-
strains. Hence, in the following we only consider onlinecaithms which are
given the disk representation of disk graphs. The next refudws the impor-
tance of an upper bound on the diameter ratio:

Lemma 2.5.4. If an upper bound on the diameter ratio is not given, no online
L (p1,p,)-l@beling algorithm can be constant competitive.

Proof. Let D be a set olh mutually disjoint unit disks. For an illustration see
Figure 2.14 on the following page. Léta disk graph given bip. Then, there are
no edges irG, andxp, p,)(G) = 1.

Let A be an onlinei_(pl,pz)-labeling algorithm which is not given an upper bound
on the diameter ratio. For any disk graph and any order of islesdA always
outputs a feasible p, p,)-labeling.

We present the disks @ in an arbitrary order té\.. If A assigns the same label to
any two disks oD, then we add a new disk @ of larger diameter which intersent
any disks inD, see Figure 2.14. In this cas®putputs a non-feasible labeling for
a disk graph given by the “extended” set of disks, that is aregliction. Hence,
A will use distinct labels for all disks iD.
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Figure 2.14: A seD of disks

The maximum label used byfor G is at leastD| = n. Howeveryp, n,)(G) = 1.
Hence, the competitive ratio éfis bounded by from below.

This result can be also generalized for datuple (p1, p2,...,px) of distance
constraints. Hence, in the following we only consider omlaigorithms which
deal with o-disk graphs. Now we are ready to present a lower bound on the
competitive ratio of any onling,,, ) -labeling algorithm foio-disk graphs:

Theorem 2.5.5. For any fixed k-tuplépz, . . ., px) of distance constraints (k 2),
any fixedo > 1 and anye > 0, there is no(p — €)-competitive online Lo, ... p0)
labeling algorithm for the class of-disk graphs of given disk representation,
where

0?

=_ 1

max {i*pi}.

Proof. Take anyt € (1,v/2) and definea, = [ (k= 1 °+1 +1]. Next, define a set

D = {D1,1,D12,...,Da.a} Of & unit disks, where each didR; | is defined by
its center in(j - t, I -t), and aIIJ | are integers fron{1,2,...,ac}. All disks are
mutually disjoint and the centers of any two closest dislﬁlmte distance. For
an illustration see Figure 2.15 on the next page.

Consider a unit disk grap8 given byD. Clearly, G consists ofaﬁ independent
vertices (disks). In the offline case, we only need one ladreEf i.e.,

X(pl:'“apk) = 1'
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Figure 2.15: The sdd of a2 unit disks

D(j',1")

Figure 2.16: Disk®; andDj: s
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Now consider two disk®;, andDj |- in D with coordinateg, | andj’,’, respec-
tively. Letg = [ \/‘_”1 1] fori=2,...,k. Leti be the minimum such that
li—j'| <& and|l -l <a. Then,Dj, andD; are at plane distance at most
(i—1)-0. We construct a sdd(}j,l,j’,lI") of (i — 1) disks of diameteo which
will connectDj andDj ;» by a path of length at most For an illustration see
Figure 2.16 on the preceding page. In other words,dndisk graphG(j, 1, j’,1")
given byDUD(j, 1, j’,I") the vertices of disk®; | andD | are at graph distance
i

Let Abe an online(p, ., -labeling algorithm for the class @-disk graphs of
given disk representation. For awydisk graph and any order of the disks,
always outputs a feasiblg, . ) -labeling.

We present the disks @ in an arbitrary order té\. For some from {2,... |k},
let Dj; andDj | be any two disks iD such thatj — j’| < & and|l —I'| < a. If

A assigns the labels @ andDj » which differ by at most; — 1, then we add
the disks ofD(j, 1, j’,I") to D. In this caseA outputs a non-feasible labeling for
o-disk graphG(j, I, j’,1") given byDUD(}, I, j’,1'), that is a contradiction.

In total, for each =2,... k, and for any two disks from s&; = {Dj | 1< j,I <
g} of & dISkS A aSS|gns the labels which differ by at le@st As in Lemma 2.5.2,

for eachl = ,kthe maximum label used byis at least
2 (i—-1)o+1 2
1+ pi-(a 1)_1+Q7t\/§ +1]°-1).

In total, the maximum label used Byfor a o-disk graphG given byD is at least

(i-1)o+1 2 .
L+ ma{ (| =7+ 1] 1)),
_ .3
and fort = ENG
_ 0?2
p=1+ —__maxk{iz-pi}.
From another sidegp,. .. p) (G) = 1. HenceA cannot be better thamcompetitive.
]

From Theorem 2.4.3 and Theorem 2.5.5 we have the followisigite

Corollary 2.5.6. For any k-tuple(p,..., pk) of distance constraints (k 2), and

anyo > 1, the competitive ratio of the algorith@DL is at most @logk) times

larger than the competitive ratio of any onlingl. ., )-labeling algorithm for
the class ofbo-disk graphs with at least one edge and given disk repreienta
Therefore, the algorithm®DL is asymptotically optimal.
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Proof. Take a seD of unit disks as described in the proof of Theorem 2.5.5. Add
a pair of new intersecting disks. These two disks intersectisk inD.

Let G be ao-disk graph given byp and the new disks. There is only one edge in
G. We can use label 1 for all disks b, and use labels 1 ang + 1 for the new
disks. Hence, we can show that

X(plv"'vpk) = pl + 1'

Then, following the proof of Theorem 2.5.5 we can show thaiveer bound on
the competitive ratio of any online algorithm is at least

2 . .
1+ gmax—y, ifi®pi} _  o®maxoo i{i®pi}

2.7
1+p 14+p1 ’ 2.7)

wherec is some suitable constant which neither depends oar (py, ..., Pk)-

From another side, by using Theorem 2.3.1 and Theorem 2vé.8an show that
an upper bound on the competitive ratio of our algorithm OB ktimost

20 1+6(42p1 — 1) + yho(m+ 1) (2ppan_e) — 1))
1 1+ ps (2.8)
cd. % +O(1)
14+p1 ’

wherec’ is some suitable constant which also neither dependsam(ps, . .., px)-

Lets> 2 be such thap < (%) - psforalli=2,... k. Herese {2,... k} delivers
the maximum ta?- p;. Then,

_ii-pi s_i <$)-ps = & ps (il—l) < i:r1r21f_v}_>’<k{i2|oi}-O(Iogk)- (2.9)

Indeed, we can combine (2.7), (2.8) and (2.9). This will shioat the competitive
ratio of our algorithm OLD is at mo$D(logk) times the competitive ratio of any
onlinelp, .. ny-labeling algorithm. O

2.6 OFFLINE LABELING OF UNIT DISKk GRAPHS

Here we explore the offline version of the distance-conséiabeling problem
in the case whek = 2 and distance constrai(ps, p2) = (2,1). We deal with unit
disk graphs. First, we consider the case when the disk reptason of unit disk
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graphs is given, and present a simple approximation algarwhich is based on
the so-callecuttingtechnique. Then, we present a robust algorithm, i.e., isdoe
not require the disk representation and either outputssilfiedabeling, or shows
that the input graph is not a unit disk graph.

2.6.1 Cutting Technique and Strip Graphs

The main idea of our cutting technique is rather simple: W&™the plane into
strips of small width. Then, we take a unit disk graph andtspinto several
“strip” unit disk graphs which are induced by the strips. dHy, we label each
strip disk graph, and combine all these together into oneliladp for the original
unit disk graph.

A unit disk graphG is called aé-strip unit disk graphif there is a mapping

f:V(G) - Rx |0, %] such that(u,v) € E(G) iff distg(f(u), f(v)) < 1. Infor-
mally, G is given by a seb of unit disks such that each disk frabhhas its center

in astrip of width % For an illustration see Figure 2.17.

We will use the following simple properties which were mengd in the intro-
duction. LetG be a graph. LeG? be the 2nd power dB, i.e. a graph which arises
from G by adding the edges which connect all vertices at graphrdistd. Then,
a coloring ofG? is an L(1,1)-1abeling ofG and vise versa, i.e.

X1, (G) = X(G?).

Furthermore, by multiplying all labels in an 1)-labeling forG by 2 we can
obtain anL, 5 -labeling forG, i.e.

X2,1)(G) < X(22(6) < 2:-X(1,1(G).

For an illustration see Figure 2.18.

Figure 2.17: A\/%-strip unit disk graph
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G GZ
4
2 ° 1 3
8 4
X(22)(G) =8 X(G®) =4

Figure 2.18: ArL, ) -labeling ofG and a coloring of5?

2.6.2 Coloring and Labeling of Strip Graphs

We start with the following result:

Lemma 2.6.1. Let G be a%-strip unit disk graph and let v be a vertex such

that the unit disk corresponding to v has the least x-coat#inThen, for &, the
cardinality of the vertex set

Ng2(v) = {ueV(G) —{v}: distg(u,v) < 2}

is at mosBw(G) — 1.

Proof. There is astrip of width % and each vertexin G corresponds to a unit
disk Dy with the center in this strip. Let be a vertex inG which unit diskD,
has the smallestcoordinate. For an illustration see Figure 2.19 on thefuithg
page.

Consider all vertices in V(G) which are at graph distance at most 2 frapi.e.
disig(u,v) < 2. Then, for each such, the x-coordinate of diskD, and diskDy
differ by at most 2, see Figure 2.19 a) and b).

Consider all disks in a square of si%, see Figure 2.19 b). Clearly, all of them
intersect in pairs. This forms a clique @ Hence, we can bound the maximum
number of the disks in a square tyG).

Consider all disk®y, in a rectangleR of width % and length 2, see Figure 2.19

c). It can be covered by three squares of wi%] Hence the maximum number
of disks inRis at most &(G).
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Figure 2.20: A vertex € V(G) and a vertexi € Ngz2(V)
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Consider verticesi from Ng2(v). Eachu is at graph distance at most 2 from
in G. Hence, each disk, is in a rectangleR having the center of disb, on
its left side. For an illustration see Figure 2.20. Excepfilisk D, the number
of such diskDy in Ris at most 8&(G) — 1. Hence, we can bountlz(v)| by
3w(G) —1. O

Let G be %-strip unit disk graph. LeDy be the disk ofv € V(G). We order
verticesv in V(G) such that thex-coordinate of disk®, does not increase. |If
IV(G)| = n, then such ardecreasingorder < for the vertices oV (G) can be
found inO(nlogn) time.

Informally, given a vertew and all verticesu in V(G) such thatv < u, disk Dy
has the least-coordinate within all disk®,,. For an illustration see Figure 2.20.
Then, by using Lemma 2.6.1, for each vertexe can bound the number of such
verticesu in Ngz2(v) by 3w(G) — 1.

This helps in the following coloring algorithm:

FIRST FIT COLORING (FFC):

Input: A %-Strip unit disk graplG,

Output: A coloring of G2.
Select vertices from G(V) in adecreasingrder< while coloring with

an initial sequence of colors 2, .. .. Assign the vertex the least color
that has not already been assigned to any vertedjacent tos in G2.

Lemma 2.6.2. The maximum color used by the algoritiffC is bounded by
3w(G).

Proof. For the first vertex in the order the algorithm FFC uses coldrten, for
each next vertex the algorithm FFC assigns the least color which is not used fo
verticesu in Ng2(v). As we know, the number of colored verticesn Ngz(V) is
bounded by 8(G) — 1. Hence, FFC only uses colors frdih, 2,.... ,3w(G)}. O

Now we can give the following simple labeling algorithm:

STRIP LABELING (SL):

Input: A %-strip unit disk graplG,
Output: An L, 1)-labeling ofG.

1. Find anL 4 1)-labeling forG.

2. Multiply all labels by 2.
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Lemma 2.6.3. The maximum label used by the algoritBinis bounded bgw(G).
Furthermore, all labels used are even.

Proof. By Lemma 2.6.2 we can cold®? with at most 3)(G) colors. This gives
a feasibleL 1 ;)-labeling forG. Then, we multiply all labels by 2. This gives a
feasibleL , »)-labeling forG which is also a feasible, 1)-labeling forG. Thus,
all labels used are even, and the maximum label used is at m@¢3tv(G)) =
6w(G). ]

2.6.3 Cutting of Unit Disk Graphs

Now we are ready to describe an approximation algorithméieling of unit disk
graphs. W.l.o.g. we assume that a unit disk grégk connected and has at least
one edge, i.ew(G) > 2.

Given a unit disk grapks, we partition the plane intk= O(|V(G)|) stripsS, Sy,

..., & of width iz Strip $ contains a disk with the mogtcoordinate and and
S contains a disk the leagtcoordinate. All other strips are numbered from top
to bottom, respectively. For an illustration see Figurel?@ the next page. This
partition induces a partition @ into %-Strip unit disk graph$so, . . ., G. In the
case of disks with centers in two strips ties are broken rali.

Our main idea is as follows. Consider consecutive stf§p$, S and$3, &4, S.

The width of each strip i%, and the width of two consecutive strip€ is larger
than the diameter of a unit disk. Thus, two disksSN$, S or 3, %4, S5 can
intersect. However, no disk i (S1,S) can intersect with a disk i63 (&4, S5),

see Figure 2.21.

We are interested in aln; 1)-labeling. Hence, any two vertices tiuleGi orin
Ui5:3Gi may require their labels be different by 2, and any verte®jiiG,,G,) and
any vertex inGsz (G4, Gs) may require their labels be different by 1. By using the
algorithm SL we find at., 3)-labeling for eaclG;i, i =0,...,5. By Lemma 2.6.3,
we can bound the maximum label used as og6;) < w(G). Furthermore, all
labels are even.

To obtain a feasible,, 1)-labeling foru?zlei, we let the labels o6 be the same
(increase by 0), and increase the label€Ggfand G, by 6w(G) and 120(G),
respectively. This defines all labels be even, and any twelsalbe different by
at least 2. To obtain a feasiblg, 1)-labeling forui523Gi, we decrease the labels
of Gz by 1 (increase by-1), and increase the labels Gf andGs by 6w(G) — 1
and 120(G) — 1, respectively. (Remembes(G) > 2.) This defines all labels be
odd, and any two labels mj;SZSGi be different by at least 2. Finally, we simply
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Figure 2.21: Strip&y, 1. ., &
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combine both parts. Since the labelsgf ;G; are even and the labels of_,G;
are odd, it holds that any vertex@y (G1,G») and any vertex sz (G4, Gs) differ
by 1. Hence, we have found a feasiblg 1)-labeling forU?:OGi.

By generalizing this idea we present the final algorithm:

CUTTING DISTANCE LABELING (CDL):
Input: A unit disk graphG,
Output: An L, 1)-labeling forG.

1. Partition the plane intk= O(V (G)) stripsS, . . ., S of width %

2. For each € {0,...,k} find anL 5 1)-labeling ofG;.
3. Change the labels of graf@ by adding integer #noqg, Where

(Ho,....#5) = (0, 66(G), 120(G), —1, 66(G) — 1, 120(G) — 1).

Theorem 2.6.4. The maximum label used by the algorit@DL is at mostL8uw(G).

Proof. By Lemma 2.6.3, the maximum label used on ev@ry¥i = 1,...,k) is at
most Go(G). Hence, the maximal label assigned by the algorithm CDL isast
12w(G) 4 6w(G). O

Corollary 2.6.5. The approximation ratio of the algorith@DL is bounded by
12, and the bound tends fas the cligue numben(G) of unit disk graphs grows
to infinity.

Proof. W.l.o.g. we can assume tha{G) > 2. Then, in order to label a clique
of sizew(G) we must use the maximum label at least p1(w(G) — 1), where
p1 = 2. Thus, by Theorem 2.6.4, the approximation ratio of CDLadarded by

18w(G)
20(G) -1

Forw(G) = 2, the bound is equal to 12. 4§(G) grows to infinity, then the bound
tends to 9. O

As the last note, it is not hard to observe tlf%tstrips were used in the description

of the algorithm to simplify the explanation. To avoid iicatal numbers%-

strips in the algorithm can be replaceddygtrips, wheres is any rational number
between? and%.
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2.6.4 Robust Algorithms

Here we present an approximation labeling algorithm whiobsdnot need the
disk representation of a unit disk graph as a part of the inflRecall that it is
NP-hard to recognize unit disk graphs.)

An algorithm which solves an optimization problem on a clas$inputs is called
robustif it satisfies the following conditions [RS01]:

1. Whenever the input is i, the algorithm finds the correct solution.

2. If the input is not inC, then the algorithm either finds the correct solution,
or reports that the input is not i

Based on the ideas of [CCJ90], a robust algorithm compukiagrtaximal clique

of a unit disk graph is given in [RS01]. Every unit disk gra@stan edge ordering
e1 <e '+ <e €n such that for every edge the neighbors of its endpoints induce
a cobipartite subgraph (i.e., the complement of a bipartite graph) of a graph in-
duced by{ey,...,g}. If such an ordering<e exists, then each clique is contained
in the cobipartite grap8; for some edge. The robust algorithm first constructs
(if any exists) an edge orderinge in time O(n?n), and then the algorithm finds a
maximal clique in each grapgh. This is equivalent to finding the maximum inde-
pendent set in a bipartite graph which can be dor@(im\/n) time by using the
matching technique [HK73]. Therefore, the running timeha entire algorithm

is O(mPn).

Let G be a unit disk graph and I&2 be the 2nd power o8, i.e. a graph which
arises fromG by adding the edges which connect all vertices at graphrdista.
Then, we can prove the following simple result:

Lemma 2.6.6. Every unit disk graph G has a vertex v such that the set
No(v) = {u#v: {u,v} € E(G)}
contains at mosBw(G) — 3 vertices and the set
Ng2(V) —Ng(V)

contains at most 1w(G) vertices.

Proof. Let G be a unit disk graph. Ldd, be the unit disk off € V(G). Then, we
can select a vertexsuch thaDy, has the least coordinate. For an illustration see
Figure 2.22 on the following page.
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Figure 2.22: A vertex with the leasty-coordinate

Now consider the sector partition arourdlepicted in Figure 2.23. There are
14 sectorsS, i = 1,...,14. Consider a vertex in V(G). We sayDy, is in §
(i=1,...,14)ifits center inS. To break ties, any disk on a border of two sectors
is in the sector with smaller index.

Then, we have the following property.ufe Ng(v), i.e. Dy intersectd,, thenDy,
in one of sectorsy, i = 1,2,3. If ue Ng2(v) — Ng(v), i.e. there is a disk which
intersectd, andDy, thenDy in one of sector§, i = 4,...,14.

The sectors are constructed such that any two unit disksensentor intersect.
Thus, for each sectd, i = 1,...,14, verticesu from V(G) with disksDy in §
form a clique. Hence, for each sec@®ri = 1,2,3, we can bound the number of
the disks byw(G) — 1 (excepting ouDy), and for each sectds, i = 4,...,14,

CER

Vv 1 V2 2

Figure 2.23: The sector partition around a verex
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we can bound the number of disks @¥G). In total, we can boundNg(v)| by
3(w(G) — 1), andNgz2(v) — Ng(Vv) by (14— 3)w(G). O

We say that a vertex ordering < - -- < vy of G is goodif for every 2<i < n: (i)
ING(Vi) N{v1,...,Vi—1}| < 3w(G) —3; (ii) [(Ng2(Vi) —Ng(vi)) N{v1,...,vi_1} <
11w(G).

Notice, that by Lemma 2.6.6 every unit disk graph has a gootéxerdering.
Also, for a graphG one can either find a good vertex ordering, or conclude that
there is no good ordering f@. Furthermore, ifc hasn vertices, this can be done
in O(n%) time.

Now we are ready to present a roblst 1)-labeling approximation algorithm for
unit disk graphs. The algorithm described below, called RBaes not use the
disk representation of a unit disk grafh It either concludes thds is not a unit
disk graph, or it finds ah, ;)-labeling ofG.

RoOBUST DISTANCE LABELING (RDL):
Input: A graphG given as an adjacency list.
Output: An L, 1y-labelingc of V(G), or the conclusion thas is not a
unit disk graph.
1. Run the robust algorithm to compui®€G). This algorithm either
computesn(G) or concludes thab is not a unit disk graph. 2. Find a
good vertex ordering; < - - - < Vy. If there is no such an ordering, the
conclude thaG is not unit disk graph.
3. Label vertices sequentially in the orderas follows:

3a. Assume that vertices, ...,V are already labeled.

3b. LetA > 1 be the smallest integer which is not used as a labe] of
vertices iNNg2(Vi) N {Vva,...,Vi_1} nor is a member of the set

U {elv)) —1c(vp),clvy) + 1}

j<i:vjeNg(v)

=)

3c. Labelv; by c(vi) = A.

Theorem 2.6.7. For any graph G, the algorithrRDL either produces an k 1-
labeling for G with the maximum label at m&w(G) — 8, or concludes that G
IS not a unit disk graph.

Proof. Suppose that the algorithm RDL outputs tias not a unit disk graph. If
it occurs after the first step, th&has no edge orderinge and therefore is not
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a unit disk graph. If the algorithm halts at the second stegr) its conclusion is
verified by Lemma 2.6.6.

Suppose that RDL outputs a labeling. Let us first show thattheimum label
used by the algorithm is not larger thans®@) — 8. We proceed by induction.
The vertexv; is labeled by 1, since both sets declared in 3b are empty. dSepp
that we have labeled vertices,...,vi_1. We need to assign a label o If

a neighbor ofv; has a labek then labelsx — 1,x andx+ 1 are “forbidden” for
v;. If a vertex at distance two from has a labek thenx is “forbidden” for v;.
By (i), vi has at most & G) — 3 labeled vertices iftNg(v;). By (ii), there are at
most 110(G) labeled vertices iMNg2(vi) — Ng(vi). Hence, the total number of
“forbidden” labels fory; is at most

3-(3w(G) — 3) + 11w(G) = 20w(G) — 9.
Since there are 20(G) — 8 labels, it holds(vi) < 200w(G) — 8. ]

Corollary 2.6.8. The approximation ratio of the algorithlRDL is bounded by
%2 ~ 10.67, and the bound tends tt0 as the clique numbew(G) of unit disk
graphs grows to infinity.

Proof. W.l.o.g. we can assume tha{G) > 2. Then, in order to label a clique of
sizew(G), the maximum label used is at leastJ; (w(G) — 1), wherep; = 2.
Thus, by Theorem 2.6.7, the performance ratio of RDL is bedruy

20w(G) — 8
20(G)—1°

For w(G) = 2, the bound is equal t& ~ 10.67. If w(G) grows to infinity, then
the bound tends to 10. O

We observe that the knowledge of geometrical disk reprasientis crucial for
the construction of online algorithms with constant cortpetratio on unit disk
graphs. For the coloring problem similar robust algorithmuait disk graphs can
be turned into online coloring algorithm (with worse conifpeé ratio). However,
this is not the case for the labeling problem. The main readgnRDL cannot be
turned into a “First-Fit” algorithm is that at the moment whee have to select a
suitable label for a vertex we need the corresponding information about all ver-
tices from se{vy,...,vi_1} which are at distance two fromin G. Unfortunately,
this information cannot be fully derived frofa restricted to{vs, ...,V }.
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2.7 GENERAL OFFLINE LABELING OF 0-DIsSk GRAPHS

Here we discuss an offline labeling algorithm @udisk graphs. We assume that
the disk representation ofdisk graphs is not given. We will need the following
simple result:

Lemma 2.7.1. For each vertex v in @-disk graph G, the set
Nc(;k) (V) = {u#v: distg(u,v) <k}
consists of at mogBk)%0%w(G) vertices.

Proof. Let Dy be the disk forv € V(G). Assume w.l.0.g. that the smallest disk
diameter is equal to 1, and the largest disk diameter is équml

Take a vertex € V(G) and consideu € N((;k) (v). The centers ob, andD, are at
plane distance at mokt from each other. For illustration see Figure 2.24 on the
following page.

Consider a squar8 of width 4ko. We put the center o$ at the center oD,,.
Then, all diskDy, u€ N& (v), fall into S. Next, we partitiorSinto (4)2(2) 202
small squares of width/2. For an illustration see Figure 2.25 on the next page.
Any two disks that fall into a small square intersect. Hertbe, set of vertices

ue Ng‘)(v) which have diskD, in one small square form a clique. Thus, the
number of vertices in any such set is bounded by the maximignelihumber

w(G). In total, we can bountNY (v)| by (8)2k202w(G). O

Consider the following algorithm:

FIRST FIT LABELING (FFL):

Input: A o-graphG in an adjacency list, andlatuple (p1, p2,-- -, Pk)
of distance constraints.

Output: An Ly, . p-labeling forG.

For eachv € V(G) find Nc(;k) (v). Select vertices from G(V) in an ar-

bitrary order while labeling with an initial sequence ofdédb12,....
Assign the vertex the least feasible label which respefs, . .. , p«).

Now we can prove the following main result.

Theorem 2.7.2. The algorithnFFL is an Q k?c?)-approximate kpy,....po) -la0ElNING
algorithm for the class of-disk graphs.



DISTANCE CONSTRAINED LABELING OF DISK GRAPHS

138
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Proof. LetG be ao-disk graph. Assume w.l.0.g. that the clique numibgs) > 2.

By Lemma 2.7.1, for any vertexthe number of vertices ihlc(;k) (v) is bounded by

(8K)202w(G). Even if any two labels fou € N (v) differ by 2py, that is more
thanpy > p2 > ... > pk, the the label assigned Wby FFL is most

1 + 2p1((8k)%0%w(G)).
From another side, in labeling a clique of si@gG) the maximum label is at least
1+ p1(w(G)—-1).
Sincew(G) > 2, the approximation ratio of FFL is bounded by

1 + 2py((8K)°0*w(G))

1+ po@ —p — 0K

O

Finally, we can notice that for each vertein V (G) we find N((;k)(G). Hence, FFL
is not an online algorithm. Furthermore, the approximagaarantee holds only
for o-disk graphs. Due to the NP-hardness of thdisk graph recognition prob-
lem, this assumption is essential. However, it remains @&m@uestion whether
our algorithm can be turned into a robust one.

2.8 CONCLUDING REMARKS

The distance constrained labeling problem, which is a ahtygneralization of
the coloring problem, has only recently received increagezhtion. There were
only few known results on the approximability of the probland on the online
version of the problem. In this chapter we considered thtadce constrained
labeling problem for the class of disk graphs. This modeklated to the fre-
guency assignment problem in radio and mobile telephomyarés. We pre-

sented a number of approximation and online algorithms iféerént variants of

disk graphs and distance constraints, obtaining the fisstlt®in this direction.

We derive several new techniques, e.g. hexagonal tilimguleir labeling, plane
cutting and neighborhood sectoring. These techniquesuare general and can
be used in designing of online and offline algorithms for mather variants of
the labeling problem. In fact, our results fby, ;)-labeling can be simply ex-
tended forl, 1)-labeling. Furthermore, all our techniques are very sinapie do

not require larger computational resources. The reatinaif our online labeling
algorithm can be found in [Mas01].
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Indeed, many interesting questions still remain. There muaber of known
results regarding the complexity of several variants ofptedlems, but the com-
plexity of the general labeling labeling problem, previgistudied in [Fia00], and
the complexity oL, ,,)-labeling for planar graphs is still open. Regarding disk
graphs, it is still unclear how powerful is the informatiooait the geometrical
disk representation. Though this information is imporfantonline coloring and
labeling algorithms, even in very simple cases, we can fifichefrobust algo-
rithms which can avoid using of the disk representation. el@v, we think that
one should first address the question of approximabilitthefrhaximum clique
in the disk graphs. Regarding distance constrains, thera aumber of results
on L, 1)-labeling for different graph classes. However, there ar&mown re-
sults onL 3 1)-labeling, that can be a natural generalization. We belieatour
techniques can be quite useful here. Finally, one of the ma@stions concerns
real-world applications, which have not been widely diseasso far. Anyway, we
believe that in the near future there will be a great demandlfprithms solving
both offline and online versions of the labeling problem.



CHAPTER 3

SCHEDULING OF DEDICATED MULTIPROCESSOR
TASKS

Optical networks employing wavelength division multiglexx (WDM) are now a
viable technology for implementing a next-generation rekwnfrastructure that
will support a diverse set of existing, emerging, and fuapglications [GLM 00].
WDM technology initially was deployed in point-to-pointks inwide areadis-
tances [WASG96]. However, the work on WDMcal areanetworks has also
been currently under way, see e.g. [Hel00, Kf]. These networks are also
known assingle-hopWDM networks [Muk92].

The main future of broadcast WDM local area networks is thealzdone-to-
many transmissioor multicastingability [APE97]. For an illustration see Fig-
ure 3.1 on the following page. That is, a transmission by a&noduch a network
on a given channel (wavelength) is receivedaliynodes listening on that channel
at that point in time [SS00].

Since the number of channels may be less than the number esraodl two or
more nodes may want to send data packets to the same destinatie, coordi-
nation among nodes that wish to communicate with each astrequired. Many
transmission protocol$or coordinatingmulticastdata transmissions have been
proposed in the literature (see [TROO] for a survey). Theagghes used range
from sending a different copy of each data packet to each btieea@orrespond-
ing destinationsynicast service, or multicast service with full fanout &pip),

to transmitting a single copy of the data packet to all thelidagons at once
(multicast service with no fanout splitting

Due to the relation to the later approach, here we addresdetiieatedvariant
of the multiprocessor tasks scheduling problem. We arengiveet ofn tasks
T={1,...,n} and a set omprocessord! = {1,2,...,m}. Eachtaslf € T hasa
processing tim@;, a release datg and a prespecified set of processors fixvl.
Preemptions are not allowed. Each processor can work on sit ane task at a
time, each task must be processed simultaneously by alegsocs of fix. The
objective is to minimize thenakespan fax = max;Cj, whereC; denotes the
completion time of task.
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In this framework processorgorrespond tmodes anddedicated taski multi-
destinationdata packets. For an illustration see Figure 3.2 on the ghegg@age
and Figure 3.3. The goal, minimizing the schedule makespdedicated tasks,
corresponds to the overathnsmissiortime, i.e. the time needed to send all data
packets out.

We call fix; the typeand|fix;| the sizeof task j € T, and useAmax to denote
mawx; | fix ;| andrmax to denote mayr. To refer to the variants of the above sche-
duling problem, we use the standard notation scheme by @rahal. [GLLK79].
Here,P|fix,rj|Cmaxdenotes the above problem itself in the offline case. In @fflin
scheduling, the scheduler has full information of the peabinstance. In contrast,
in online scheduling, information about the problem ins&ars made available
during the course of scheduling. Thigpnling fix;, p = 1|Cnax denotes the on-
line variant where alp; = 1 and the taskarrive over listandP| onling, fix j, I j |Crmax
denotes the online variant where pjlare arbitrary and the tasksrive over time

In the first case, the tasks dfare ordered in some list (sequence) and presented
one by one to the scheduler according to this list. The extgt®f a job is not
known until all its predecessors in the list have alreadynlssheduled. In the sec-
ond variant, taskg in T arrive at their release dateg The tasks can be started
at a time bigger than or equal to their release dates, andygiant of time, the
scheduler only has knowledge of the released tasks.
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Known Results and Our Contribution. Variants of the multiprocessor tasks
scheduling problem have been studied, but the previouamgsdas mainly fo-
cused on the offline case. Hoogeveen et al. [HdVV94] showatialieady the
three-processor probleRB| fix ;|Cmax is strongly NP-hard, and proved that even
if all tasks have unit processing times, there exists nonpwtyial approximation
algorithm forP|fix, p; = 1|Cmax With performance ratio smaller thé} unless
P=NP. However, in the same work it was shown that if the nuroberocessors
mis fixed, i.e. Pmfix;, pj = 1|Cmax then the problem is solvable in polynomial
time. Later, Amoura et al. [ABKM97] proposed a polynomiah& approxima-
tion scheme (PTAS) for probleim fix ;|Cmax, and Bampis & Kononov [BK01]
extended this result to a PTAS f&mfixj,rj|Cmnax. A %-approximation algo-
rithm for P3| fix j |Cmax, Which is due to Goemans [Goe95], remained the best low
time complexity approximation algorithm for a long time,tilinery recently it
has been improved to %—approximation algorithm by Chen & Huang [CHO1].
Fishkin et al. [FJP01b] extended the negative results ptedaen [HAVV94]. It
has been proven th&t|fixj, pj = 1|Cmax cannot be approximated within a fac-
tor of mY2-¢, neither for some > 0, unless P=NP; nor for any> 0, unless
NP=ZPP.

In the online context, there are several results known ferptirallel variant of

the multiprocessor tasks scheduling problem, see e.g.9ESHKST93, BM98].

Up to our best knowledge, no online algorithms with guaradteompetitive ra-
tio are known for the dedicated variant of the multiprocessodel, considered
in this paper. Although some algorithms have been recemtpgsed in the lit-
erature, their performances are not evaluated analytjdalit by using simula-
tions [CDIO1b, CDIO1a].

Here we present several results, important from both thieateand practical
point of view. First, we deal with the problems where taskgehanit process-
ing times. Using the so-callefirst-fit technique, we give an online algorithm
for P|onling fixj, pj = 1|Cmax Which isk-competitive if the maximum task size
Amax is bounded by some constdat It is interesting to point out that our anal-
ysis is based on a transformation of our scheduling probtethd classical (ver-
tex) coloring problem of a particular class of graphs, thtersection graphs of
k-tuples. We propose simple extensions of this algorithm 2q/arcompetitive
algorithm for P |onling fixj, p; = 1/Cmax and (2,/m+ 1)-competitive algorithm
for P|onling fixj, pj = 1,rj|Cmax. Clearly, the 2/m-competitive algorithm and
the first-fit algorithm are complementary. For instance # 2 then the first-fit
algorithm is better. From another side, whendvermthe first algorithm outper-
forms the second one.

Next, we switch to the general problem with arbitrary preteg times. We show
that any online algorithm which schedules tasks arrivingraist and leaves no
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unnecessary idles cannot be better threcompetitive. In some sense, this leaves
no hope for contracting any good on-line algorithm basedhenfirst-fit tech-
nique. However, using ouwsplit-roundtechnique, we first give an off-linek2
approximation algorithm foP| online, fix;|Cmax if the maximum task sizémax

is bounded by some constdgtand modify it to an off-line §/m-approximation
algorithm forP|[fix j|Cmax. Then, by using the so-calletttive-passive-binsche-
duling technique by Shmoys, Wein & Williamson [SWW95], wergian online
6,/m-competitive algorithm foP | online, fix j, rj|Cmax in which the existence of a
task is unknown until its release date.

Last Notes. We say that a polynomial algorithé is a p-approximationalgo-
rithm if for all problem instances it outputs a schedule withkespan at most
p-OPT, whereOPT is the makespan of the optimal schedule. The valug isf
called the approximation ratio &f If A is an onlinep-approximation algorithm,
then we say that it is p-competitivealgorithm orA is p-competitive In this case,
p is called the competitive ratio &.

The rest of this chapter is organized as follows. In Sectidril3ve give some pre-
liminary results. In Section 3.2 we consider schedulingchadd tasks with unit
processing times, and then in Section 3.3 we consider sthgdiedicated tasks
with arbitrary processing times. Finally, in Section 3.4 giee some concluding
remarks.

3.1 PRRELIMINARIES

Here we introduce some general definitions from the grapdryheand prove some
simple results that will be used throughout this chapterfivdediscuss the prob-
lem of coloring ofk-tuple graphs. Then, we discuss the problem of coloring of
the task conflict graph. The properties proven pertain tac#se when the tasks
have unit processing times. However, the ideas will be us@dgeneralized form
for arbitrary processing times as well.

3.1.1 Coloring of k-tuple Graphs

Here we first give the definition for a graph clique, a graplodal, and &-tuple
graph. Then, we preset a simple online algorithm for cotpahk-tuple graphs.

Clique. Given an undirected grap8 = (V,E), a subseK CV is aclique if
every two vertices if are joined by an edge B. A maximum cliqués, naturally,
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a cligue whose number of vertices is at least as large asdhanfy other clique
in the graph, and its size(G) is called thecligue numbenf G.

Coloring. A (vertex)k-coloring of a graptG = (V,E) is a functionc : V (G) —
{1,...,k} such that(u) # c(v) wheneveuw is adjacent tw. If a k-coloring of G
exists, therG is calledk-colorable. Aminimum coloringof G is a coloring that
uses as few different colors as possible, and its numberlofso

X(G) = min{k : Gisk— colorablg

is called thechromatic numbeof G.

Clique and coloring problems are very closely related. $tiaightforward to see
that the clique number @& is a lower bound on the chromatic numbeiGyfi.e.

w(G) < X(G). (3.1)

Graph of k-tuples. Let X be a finite set. A-tupleof X is a set having (or
less) elements oX. A graphG = (V,E) is ak-tuple graphif there exists a seX
such that each node bf corresponds to k-tuple of X and there is an edge B
between any two vertices iff the intersection of the coroesfingk-tuples is not
empty. Notice that several vertices can correspond to deskaiple.

First Fit Coloring. Different variants of the graph (vertex) coloring problem
have been studied. It is widely known that coloring of adojrgraphs is strongly
NP-hard. Furthermore, there is peapproximation algorithm witpp = n/7—¢ un-
less P=NP, whermis the number of vertices of the graph [BGS98]. However, for
restricted graph classes, there can exist either exaatpwiial time algorithms or
better approximation algorithms, as well as online colpafgorithms [FW98].

For a graptG = (V, E), an online coloring algorithm colors the verticesvirone
vertex at a time in the externally determined ordeK v» < --- < v,. At each
timet the algorithm must irrevocably assign a color to vesgxvhile it can only
see the subgraph @& induced by the vertices M := {vi|i=1,...,t}.

Now we are ready to present a very simple variant of an onbiharing algorithm:

FIRST FIT COLORING (FFC):
Select verticew from V in an arbitrary order while coloring with ar

initial sequence of colors,2,.... Assign the vertex the least color
that has not already been assigned to any vertex adjacent to
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Lemma 3.1.1. For a k-tuple graph G, the number of colors used by the alganmit
FFCis at most k (w(G) — 1) 4+ 1, wherew(G) is the cligue number of G.

Proof. Let X be a finite set an® = (V,E) be ak-tuple graph with the corre-
spondingk-tuples ofX. Take a vertex in V. Let{ay,...,ax} be thek-tuple ofv.
Let

N(v)={ueV | (u,v) € E}
be the neighborhood of

Figure 3.4: A vertex andN(v)

We select elements frofa,...,ax} one by one. For each selected(i =
1,...,k) we put all vertices fromN(v) whose correspondinkrtuples ofX con-
tain & into setK(a), and thenN(v) := N(v) \ K(&). In the end, we have sets
K(a1),K(a2),...,K(ak). For an illustration see Figure 3.4.

By the definition ofk-tuple graphs, eacK(a) i = 1,...,K) is a clique inG.
By the construction, these cliquéga; ),K(ap),...,K(ak) are disjoint and cover
N(v). Furthermore, eacl(a) U{v} (i =1,...,k) is also a clique. Hence,
K(a)U{v}| <w(G) (i =1,...,k). Combining, we haveN(v)| = |UK_ K(&)| <
K(w(G) —1). Thus, FFC uses at moktw(G) — 1) 4+ 1 colors onN(v) U {v} for
any vertex € V. L

3.1.2 Coloring of the Conflict Graph

We are given a task st = {1,...,n} and a processor s = {1,2,... ,m}.
Each taskj € T has a processing timg, a release datg, and a type fixC M.
The goal is to find a non-preemptive schedule which minimithesmakespan
Cmax = max; Cj.
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Two taskd andj in T are calledncompatibleff fix ;N fixj # 0. Theconflictgraph
of T is a graphGr such thaV/ (Gt) =T and there is an eddfg,i} € V(Gr) iff
tasksj andi are incompatible.

Consider the case when for all tasksn T it holdsrj = 0 andpj = 1. Then,

any clique inGt corresponds to a set of pairwise incompatible tasks, and any
coloring of Gt corresponds to assigning every incompatible pair to distalors.
Furthermore, if there is a coloring @t with L colors, then there is a schedule
for T of makesparlL. For an illustration see Figure 3.5. Hence, by (3.1), the
maximum cliqgue numbew(Gr) is a lower bound on the schedule makespan for
T.

Colors — = mm

1 4 ] LBl
2 T4
3 Ts T
4 T |
3 6 5 Ts | Ty o
X(Gr)=3 Time 0 1 2 3 Cpax=3

Figure 3.5: Scheduling of = {1,2,3,4,5,6} and coloring ofGr

Now we can give the following simple algorithm:

FIRST FIT SCHEDULING (FFS):
Schedule the tasks af by starting the taslfy at the earliest interval

[t,t+ 1) in which the processors of fipare not busy.

Consider the case when the maximum task Aiggx = maxct |fix;| is bounded
by some constarik Then, the conflict grapGt ak-tuple graphand by using the
result of Lemma 3.1.1 we have:

Lemma 3.1.2. If the maximum task siz&naxis bounded by some constant k, then
the algorithmFFSis k-competitive for Ponling, fixj, p; = 1|Cmax-

Proof. First consider the case when the taskd afrrive over-list. LeOPT be the
optimum makespan fd?|fixj, pj = 1|Cmax. Let Gt be the corresponding conflict
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graph of task sef. One can see that FFC working @i cannot outperform FFS
working onT, in the worst case analysis. Each interjtal + 1) corresponds to
colort, the schedule length corresponds to the number of colotsyiae versa.
Thus, sincew(Gr) is a lower bound o®OPT, by Lemma 3.1.1 the makespan of
the output schedule by FFS is at mksOPT. O

The above lemma does not guarantee a good performance of iriStances
with Amax = m. Furthermore, there is no such a simple algorithm for the cas
when allrj = 0, but all p; are arbitrary. Indeed, we can add a weighto each
vertex j of the conflict graphGt and deal with the maximum weighted clique
problem. In this framework, the sum of vertex weights in a immasm weighted
clique of Gt is a lower bound on the schedule makespam .oHowever, we will
not consider this approach.

3.2 SCHEDULING OF TASKS WITH UNIT PROCESSINGTIMES

Now we consider the online version of the dedicated scheduydroblem. In this
section we study the simplest case when tasks have unitgsingetimes, i.e. all

p; =1.
As the first step, we modify the algorithm FFS as follows:

FIRST FIT SCHEDULING+ (FFS+):
Schedule the tasks daf by starting the taslf at the earliest interval

[t,t+1),t >rjin which the processors of fipare not busy and there i$
no task in[t,t + 1)

e of size greater thagyymif |fix;| < ,/m, and

e of size at most/mif |fix;| > \/m.

Less formally, the output schedule can be split into twogatthe first part in-
cludes the intervals during which each processed task hasasimost,/m, we
call these intervals “red” colored. The second part inctutihee intervals during
which each processed task has size greateryfmnwe call these intervals “blue”
colored. For an illustration see Figure 3.6 on the next pAgeordingly, one can
think in terms of assigning the tasks Bf depending on their sizes, to either blue
or red colored intervals.

We can prove the following:
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bl rlirlriplr]

Figure 3.6: Red and blue intervals in a schedule

Lemma 3.2.1. The algorithmFFS+is 2,/m-competitive for Ponling fixj, p; =
1/Cmax and is(2,/m+ 1)-competitive for Ponline, fixj, pj = 1,rj|Cmax.

Proof. Let OPT denote the optimal makespan ffixj, pj = 1|Cmax. Let T :=

{i € T:|fixj| >y/m}andT~ :={j € T : |fix;| < /m}.

Assume that the tasks of arrive over-list. Consider the “red” part of the output
schedule, which correspondsTo. The maximum task SizBmax(T~) < /m.
Thus, the number of “red” colored intervals is at mg&hOPT (Lemma 3.1.2).
Consider the “blue” part of the output schedule, which cgpoads tol . There

is at least one task appears in each “blue” colored inteR@i.each task € T+

we have|fixj| > y/m. There arem processors. Hence, we can place at most
m/,/m= y/mtasks in each “blue” colored interval. Thus, the number dfé&b
colored interval is at mosymOPT. Combining the two bounds we get that the
length of the output schedule is at mogt@ OPT.

Assume that the tasks dfarrive over-time. LeOPT denote the optimal makespan
for P|fixj, pj = 1,rj|Cmax. Letrmax:= maxr; be the last release date. Clearly,
OPT < OPT andrmax < OPT'. Assume that each tagkin T arrives atrmax.
Then, as we saw above, the length of the schedule output by F$&t most
2,/mOPT. Hence, if each task in T arrives atrj, the length of the schedule
output by FFS+ is at mostyax+ 2,/MOPT. That is,

M'max + 2/MOPT < OPT + 2/mOPT = (2y/m + 1)OPT.

3.3 SCHEDULING OF TASKS WITH ARBITRARY PROCESSINGTIMES

Here we consider the general case when all processing finaie arbitrary. In
the first part we analyze the first-fit technique. In the sequartl we consider the
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offline version of the problem in the case when all releasesiiat= 0. We present
our split-round technique, and derive an approximatiomtigm. In the final
part, we consider the online version where tasks arrive-tre. We present an
online algorithm which is based on the well-known passietiva-bin technique.

3.3.1 First-Fit Technique

ConsidemtasksTy, T». .. , Tm with processing timepy = 1+ %8 and types fix=
{k} (k=1,...,m), and, in additonm— 1 tasksTy;1, Tmt2, ..., Tom—1 With the
same type fix= {1,...,m} and processing timpx = &7 (k=m+1,...,2m—
1).

—

€ €

Figure 3.7: The output and optimal schedules

If all these 2n— 1 tasks arrive in the order,(Im+ 1),2,(m+ 2),...,i, (m+
i),...,(Mm=1),(2m—1),m, then any deterministic on-line algorithm which leaves
no unnecessary idles produces a schedule of makespanrdhesme+ 2¢, while

an optimal schedule has a makespan equaht®@d. For an illustration see Fig-
ure 3.7. Thusmis a lower bound on the competitive ratio of any on-line aildyon
which uses the first-fit technique.

We defineP(T) = 5 jc7 pj to be the total processing time of tasksTof and
L(T)=41 Y jeT Pjl fixj| to be the average load @f. Then, it holds that

—m

P(T)<m-L(T)  and  L(T)<OPT<maxrj+P(T),
Je

whereOPT is the minimum makespan far.

Consider the following algorithm:
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GENERAL FIRST FIT SCHEDULING (GFFS):
Schedule the tasks af by starting the task at the earliest time> r;

such that the processors of ffiare not busy in intervdt,t+ pj).

Sure, the above algorithm uses the first-fit technique andatdve better than
m-competitive. However, it cannot be much worse than thatels w

Lemma 3.3.1. The algorithmGFFSis m-competitive for Ponling, fix j|Cmaxand
(m+ 1)-competitive for Ronling fixj, rj|Cmax.

Proof. Consider the case where the tasksToéirrive over-list. LetOPT be the
minimal makespan fof. Let C denote the makespan of the schedule found by
GFFS working onT. Since for each taske T the release datg = 0 and the
algorithm GFFS uses the first-fit techniq@éT ) is an upper bound o@. Hence,

it holds that

C<P(T)<m-L(T) <m-OPT.

Consider the case where the tasksToérrive over-time. LefOPT denote the
optimal makespan fd? | fixj, rj|Cmax. LetC’ denote the makespan of the schedule
found by GFFS working oi. Letrmax:= maxr; be the last release date. Clearly,
OPT < OPT andrmax < OPT. Assume that each tagkin T arrives atrmax.
Then, as we saw above, the length of the schedule (&ftg) output by GFFS is

at mostmOPT. Hence, if each taskin T arrives ar j, the length of the schedule
output by GFFS is at mosfax+ MOPT. That is,

C' < rmax + mMOPT < OPT + mOPT = (m + 1)OPT.

3.3.2 Split-Round Technique

Here we consider the offline versid? fix;|Cmax. We start with the following
simple algorithm:

ROUND SCHEDULING (RS):
1. For each task € T roundp; to the smallest power of two, ség;]?.

2. Apply GFFS to task$ € T ordered by non-increasiri@;]’s.

@Here[p;] = 22 > pj and 271 < p;.
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By using the result of Lemma 3.1.1 we can prove the followgpit:

Lemma 3.3.2. If the maximum task siz&yaxis bounded by some constant k, then
the algorithmRS is 2k-approximation algorithm for F¥ix j|Cmax.

Proof. Let OPT be the optimal makespan for the tasksTin We round each
processing timj, j € T, to the smallest power of 2. This increases the objective
function value by at most a factor of 2, i.e. the new minimakespanOPT <
20PT. Now all processing timejp;j|, j € T, are powers of 2. We schedule the
tasks ofT in non-increasing order of processing times.

Consider an illustration in Figure 3.8. We schedule tas@s3land 4. First, look
at a schedule for the non-rounded tasks in a). The processguged by task
2 are free right after task 2, but task 4 cannot start. Thiatesea “gap”. Now,
look at a schedule for the rounded tasks in b). There is no ‘symb’. Task 4

starts right after task 2. Here, the processing time of taskekactly the sum of
processing times of task 2 and 4. If processing times are awéers of two, we
cannot guarantee this property.

T T

T T

a) non-rounded tasks b) rounded tasks

Figure 3.8: Scheduling 4 tasks

Consider the schedule found by GFFS while working on thededrtaskg € T
ordered by non-increasirigp;]'s. LetC be the makespan of the output schedule
by SR.. Letzbe a task such th& = C,. Accordingly,

S$S=C-pz=C—-p;
is the starting time of task

By the above observation, there are no “gaps” on the proces$dix, up to time
S. Hence, there is a sequersies,, ... ,Sq of tasks inT such that at each moment
t € [0,S,) for exactly one task(t) € {s1,S,...,Sq} it holds that fixq) N fix; # O.
(See Figure 3.9 on the following page). Hence,

S = iips and C = pz‘i‘iips-
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Figure 3.9: Atask and a sequen®,S,S3, 4, S5

As we saw, eachtask, i=1,...,q, requires at least one of the processors in. fix
Assume that at each moment of time all processors indig busy processing
only taskssy, s, .. .,Sq, Z By [fiXz| < Amax <k, the processors in fixcan be free
only after

L'—}<p+qp>
P

From another side,

1 q C
=lpz+ Hdps| = -
(e 2m) =5

Furthermore, al;,s,...,sgandzare inT. Hencel’ < OPT < 20PT. Com-
bining, we have

C < kL' < 2kOPT.

O

As before, the above lemma does not guarantee a good perfoentd RS on
instances witl\max = m. However, we can modify the algorithm as follows:
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SPLIT ROUND SCHEDULING (SRS):

1. FormT* = {j e T : [fixj| > v/m} andT = {j € T : [fix;| < /m}.
2. Apply GFFS to task$ € T™ ordered in an arbitrary way.

3. For each task e T~ roundp;j to the smallest power of two, sag;]2.
4. Apply GFFS to task$ € T~ ordered by non-increasirjgj]’s.

aHere[pj] = 22> p; and 271 < p;.

We can state the following

Theorem 3.3.3.The algorithm SRS is a 3,/m-approximation algorithm

Proof. Let OPT be the minimum makespan fd?|fix;[Cnax. Let C*T be the
makespan of the schedule found by GFFS while working on thkstaf T+
ordered arbitrary (Step 2), ar@~ be the makespan of the schedule found by
GFFS while working on the rounded tasks T~ ordered by non-increasing
[pj]'s (Steps 3 and 4).

Since for each taske T the size/fix;| > /m, it holds that

(=2 5 pyifix > YT 5 g =P

MjéT+ M & v
Thus,

Ct < P(T*) < vmuT*) < YMOPT.

For the tasks of = C T by Lemma 3.3.2 we have~ < 2,/mOPT. Hence, we
get

Ct +C~ < yvmOPT + 2/mOPT < 3y/mOPT,

i.e. the makespan of the output schedule by SRS is at mgstGPT. O

3.3.3 Passive-Active-Bin Scheduling

We are ready to present the following main algorithmPgonling fixj, rj|Cmax:
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SPLIT-ROUND SCHEDULING+ (SRS+):

1.B:=0,B:=0,t:=0.

(B — active bin B’ — passive bint —time.)

2. B collects the tasks released at titme

3. If B# 0, then (a) the processors startt @nd work until the time’

when the schedule fd defined by SRS completes, (B) collects the
tasks released ift,t].

4.1f B #0,thenB:=B,B :=0,t:=t". Go to Step 3.

5. If B' =0, then (a) all processors remain idle until the tithevhen
the next job is released, (b)=t" andB := 0. Go to Step 2.

Less formally, we proceed as follows. At each moment of tineedeal with two
bins, one of which is set to “active” and the other one is sépassive”. For an
illustration see Figure 3.10. At the first release date, wiecball released tasks
into the active bin. Then, with the time flow, we schedule ks of the active
bin by SRS and collect the tasks being released into theyeabsi. At each
moment of time when SRS has no task to schedule, we exchamgetikities of
bins (if there are any tasks to schedule at all).

Schedule foB jobs

0 t t 0 0
B’ jobs release times

Figure 3.10: Passive-Active-Bin scheduling

Here we call the following result by Shmoys, Wein & Williamsm [SWW95]:
“Let A be a polynomial-time scheduling algorithm that works in ami@nment

in which each job to scheduled is available at time 0 and whlalays produces

a schedule of length at mga€*. For the analogous environment in which the ex-
istence of a job is unknown until its release date, therggaisother polynomial-
time algorithmA' that works in this more general setting and produces a sédedu
of length at most @C*”. In fact, SRS is similar to the algorithm constructed, and
we can give the following result
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Theorem 3.3.4. SRS+is 6,/m-competitive for Ponling fixj,rj|Cmax in which
the existence of a task is unknown until its release date.

3.4 CONCLUDING REMARKS

In this chapter we considered the problem of schedulingpeddent dedicated
tasks to minimize the makespan. The problem is well-knowhthare are a num-
ber of approximability results. However, most of them condée case when the
number of processors is equal to 2, 3 or when it is a fixed cahskarthermore,
no results were known for the online version of the probleticiv applications
can be found in WDM LANs. Here we presented the first resultthis direc-
tion. We derived some simple online algorithms for both distrand over-time
scheduling concepts. The techniques used are very simglalleadgorithms have
quite low running time, that is important for applications.

One of interesting questions is an extension of the resultthé cases when tasks
can have precedence constrains. We believe that our &gmiand techniques
can be generalized here. We are convinced that b@§gdmn) will remain for the
general case. However, the study of simple cases with théeuaf processors 2
and 3 is also very interesting.






CHAPTER 4

ON MAXIMIZING THE THROUGHPUT OF
MULTIPROCESSORIASKS

4.1 INTRODUCTION

In the traditional theory of scheduling, each task is preedsby only one pro-
cessor at a time. However, due to the rapid development aflpacomputer
systems, new theoretical approaches have emerged to nobeelding on paral-
lel architectures. One of these is scheduling multiprametssks, see e.g. [Dro96,
GLLK79].

In this paper we address the following multiprocessor salieg problem. A
setT = {Tq,To,..., Tn} of n tasks has to be executed by a setroprocessors
P={Py,P,,...,Pn}. Each taskT; (j =1,2...,n) has a unit processing time
pj = 1 and an integral due dath. Each processor can work on at most one
task at a time, and each task can (or may need to) be processdthaeously by
several processors. Here we assume that all tasks arebdwaitdime zero and the
objective is to maximize théaroughputy U, whereU; = 1 if taskT; is completed
before or at timeal; (T; is said to beon timeor early), andU; = 0 otherwiseTj is
said to bdate or tardy).

We deal with two variants of this problem. In tharallel variant, the multiproces-
sor architecture is disregarded and for each Tag§ = 1,2...,n) there is given
a prespecified number size {1,2,...,m} which indicates thal; requires the
simultaneous use of siz@rocessors iP. In the dedicatedvariant, each task;
(j =1,2...,n) there is given a prespecified set;fix {1,2,...,m} which indi-
cates thafl; requires the simultaneous use of the processoPswith indices in
fix;. For an illustration see Figure 4.1 and Figure 4.2 on the¥alig page.

To refer to the variants of the problem, we use the standaatioo scheme intro-
duced in [GLLK79, LLKS93, Dro96]. We will writeP|sizeg, p; = 1|3 U; and
P|fixj, p; = 1/ S U;j to denote the parallel and dedicated variants of the prob-
lem. If all tasks have a common due ddde i.e. alld; = D, we will write
P|sizg, pj = 1,d; = D| 3 U; andP|fixj, p; = 1,d; = D| 3 Uj, respectively.
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T T1 T T3 Ta

sizg 1
dj 2
Py
P>
Ps
0 1 2 3

SUj=1+0+1+1=3

Figure 4.1: Scheduling parallel taskg T, T3 and T,

T T1 To T3 Ty

fix; | {23} {2} | {1,3}] {1,2,3}
dj 1 2 2 3

Py T3

T.
P, 4 Tz T
Ps T3
0 1 2 3

SUj=04+1+1+1=3

Figure 4.2: Scheduling dedicated tagksT,, T3 and Ty
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Known Results and Our Contribution. There are a lot of results known for
the classical (non-multiprocessor) job scheduling pnoislewhere the objective
is either to minimize the (weighted) number of late (tardy)g or to maximize
the (weighted) number of on time (early) jobs, see e.g. [Bri®95, HPWOO,
KIM78, Law76, Law82, LM69, LKB77, Mon82, Moo68, RW98]. In ¢hmul-
tiprocessor setting, the previous research has mainlyséxtwon the objectives
of minimizing the makespamand the sum of completion timesAs a rule, sc-
heduling multiprocessor tasks with unit processing tinsea stronglyNP-hard
problem [Llo81, HAVV94]. However, a number of different apgimation algo-
rithms have been recently proposed in [ABKM97, BM98, CHOLL@8, FST94,
FKST93, Goe95, Llo81, TLWY94]. Up to our knowledge, no réswire known
for the multiprocessor tasks scheduling problem which eom@ither minimiz-
ing the number of late (tardy) tasks or maximizing the nundfem time (early)
tasks.

Here, focusing on the throughput objective, we present tisé riésults in this
direction. We derive the complexity results and preseneisd\approximation
algorithms, for both parallel and dedicated variants oftfablem.

In the first part of the chapter we consider the parallel vauadthe problem. Each
parallel task requires a prespecified number of processodsthere are at most
processors available at any the same time slot. By adogtangamplexity result
for 3-PARTITION [GJ79], we prove that problef sizg, p; = 1| 3 Uj is strongly
NP-hard. Next, we propose two simple greedy algorithms, eharRFIS and
LFIS. We prove that the worst-case ratio of FFIS is 2, and tbestsxcase ratio of
LFIS is 2— 1/m, respectively. Finally, by refining both algorithms, weroduce
an improved algorithm HA with the worst-case ratio at mg23 1/(2m— 2).

In the second part of the chapter we consider the dedicatethvaEach dedicated
task requires a prespecified subset of processors, and anyasks that share a
processor cannot be executed at the same time slot. By agdpg& complex-
ity result for MAXIMUM CLIQUE [Has99], we prove that problefd|fix;, p; =
1,dj = 1] 3 U; with the common due dafe = 1 is strongly NP-hard, and for any
givene > 0 it cannot be approximated within a factorot/2—¢ unless NP= ZPP,
wherem is the number of processors. Next, for the common due datelggro
P|fixj, pj = 1,dj = D| 3 U; we show that both algorithms FFIS and LFIS have
the worst-case ratio at leagfm but at most,/m+ 1. At the same time, both al-
gorithms are optimal in the case when the number of processer 2, and their
worst case ratio is 3} in the case when the number of processors 3. Fi-
nally, we show boundg’mand,/m+ 1 on the worst case ratio of FFIS and LFIS
remain valid for the general problem probléfix;, p; = 1| 3 U;.

Interestingly, there are a number of different relationsame well-known com-
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binatorial problems. Just beyond the relation toARRATION and MAXIMUM
CLIQUE, we can also find that IB PACKING and MULTIPLE KNAPSACK corre-
spond to the parallel variant of our problem. We will disctlss in successive
sections.

Last Notes. The quality of an approximation algorithm ALG is measuredtby
worst-case ratialefined as

Ralc = S_}JP{NOPT(T)/NALG(T)}a

whereNopT(T) denotes the number of early tasks produced by an optimal algo
rithm OPT for a task sel, andNa g (T) denotes the number of early tasks in the
schedule produced by ALG far. For simplicity, throughout of this chapter we
will write Nopt andNa g if no confusion is caused.

Notice that if we know the number of tardy tasks in an optintalesiule, we can
simply find the number of early tasks, and vice versa. In fiads, convectional
to consider minimizing the number of tardy tasks in invesiigg optimal algo-
rithms. From another side, it can happen that there are dg tasks in an optimal
schedule, but almost all tasks are early in a near-optintedide obtained by an
approximation algorithm. In this case, even if the algantperforms well from
a practical point of view, its formal performance is evaéghts quite bad. The
same situation can be also observed in online schedulingVB{B. Thus, for
investigating approximation algorithms it is reasonablelioose the objective of
maximizing the number of early tasks, i.e. the throughpijgctive.

The rest of this chapter is organized as follows. In Secti@we introduce some
notations and provide some preliminary results which wdl used throughout
the chapter. In Section 4.3 we present the results for thalpamodel. In Sec-
tion 4.4 for the dedicated model. Finally, in Section 4.5,gie some concluding
remarks.

4.2 PRELIMINARIES

An instance of our scheduling problem is given as followserEhare a set =

{T1,To,..., Tn} of ntasks and a set ofiprocessor® = {Py, P, ... ,Pn}. For each
taskT; (j = 1,2...,n), there are a unit processing tinpg = 1 and an integral
due dated(T;). In the parallel model, for each tadk (j = 1,2...,n) there is a
prespecified number size {1,2,...,m}. In the dedicated model, for each tagk
(J=1,2...,n) there is a prespecified subset;fix {1,2,...,m}. If taskTj meets
its due datel(T;) (T; starts before or adj — 1 andU;j = 1) it is said to be early,
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otherwise Tj starts at or afted; andU; = 0) it is said to be late. Our objective is
to maximize thehroughputy U;.

4.2.1 Task Size and Common Due Date

Throughout of the chapter we will use the following notaoRor simplicity, we
will write s;j instead ofsizg andt; instead offix;. For ataskT; (j =1,2,...,n)

the value ofs; (for parallel) andt;| (for dedicated) is called th&izeof T;. Then,
Tj is calledlargeif its size is greater tham/2, andsmallotherwise.

In addition, we will write 0< d; < --- < dg = D to denote all distinct due dates,
whereD is the largest due date mak(T;). Thus, each task; (j =1,2,...,n) has
its integral due daté(Tj) € {d1,do,...,dg}. We say that tasks havecammon
due dateD if d(T;) = D for all tasksTj, j = 1,2,...,n.

4.2.2 Scheduling on Time Slots

Informally, in order to construct a schedule fbiwe proceed as follows. We first
partition interval[0, D) into time slotsd = [t,t —1),t =1,...,D. Then, we define
an order on the tasks ih and process them one by one in this order. For Task
we try to add it to a partial schedule in one of time slets < d(Tj). If this can be
done, we declar&; be early Uj = 1), otherwise we declarg be late Uj = 0).
We finish when all tasks are processed and output the finatiatdhe

Let ALG be a scheduling algorithm. For simplicity, we assuimat ALG either
acceptsor rejectsthe tasks inlr. Every accepted task if is scheduled by ALG
before its due date, and it is early in the output schedulemranother side, every
rejected task iff is not scheduled by ALG, and itisst(late) the output schedule.
Thus, the number of tasks in the output schedule is equaktadmber of early
tasksNALG (T)

As we discussed, an algorithm ALG schedules the acceptéd tds in time
slotsly =[t,t—1),t=1,...,D. We will write Ny andm(l;) to denote the total
number and the total size of the accepted tasks by algorith@ i time slotl;.
Clearly, for each time sldt,t =1,...,D, it holds that

m(ly) < m,

wherem is the number of processors ih Thus, the total number of accepted
(early) tasks

g
N T) = Nk,
aLc (T) t;
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and the total size of the accepted (early) tasks

D
Zm < m-D.
t=

Finally, we say that a time sldt is closedif algorithm ALG meets the first task
for which there is no room iy, and we say thakt is openif it is not closed yet.
For an illustration see Figure 4.3.

I Ip

P ' ! ! .
o T : : :

: ' T :
Ps ' : :

0 1 2 3 t—1 t D-1 D
m(ly) =2 m(l) =2 m(ly) =3 m(lp) =0
N(l1) =2 N(l;) =1 N(l) =1 N(lp) =0
"Closed" "Closed" "Closed" "Open"

Figure 4.3: Scheduling on time slots

4.2.3 First-Fit and Last-Fit

We will consider two basic scheduling techniquésst-Fit andLast-Fit Infor-
mally, First-Fit uses the concept of scheduling taakearly as possibjevhereas
Last-Fit uses the concept of scheduling tea&s$ate as possible

The difference can be seen from the following example. LeGAle a scheduling
algorithm andr be a task set. We first define an order on the tasKs ahd then
let ALG process the tasks in this order. gtbe a task being processed by ALG.
For an illustration see Figure 4.4 on the facing page.

TaskTj must be scheduled in one of time slbtsly, ..., lgT(j)). From one side,
if non of time slots can “accommodat&j, then algorithm ALG rejectsj. From
another side, it can happen that in several time slots theré&free” processors
which can be assigned to task Which time slot should be selected f§r?

Indeed, there are two natural strategies for algorithm AkeEher select the first
(earliest) time slot or the last (latest) time slot. If ALGvalys selects the the first
time slot, we say that ALG is alRST-FIT algorithm. If ALG always selects the
the last time slot, we say that ALG is aakT-FIT algorithm.
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T.
First-Fit Last-Fit
—_— - -

Iy 2 lacr))

0 d(Ty)

Figure 4.4: First-Fit and Last-Fit for tadk

T; T1 Tz T3 Ta

Sizg 3
d 1
P Py
P | T2 T, | Ta T T2
P | Tw P3 T
0 1 2 3 0 1 2 3
SUj=14+1+1+0=3 SUj=14+1+1+1=4
a) First-Fit b) OPT

Figure 4.5: First-Fit scheduling of parallel tasks T, T3 and T,
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T T1 T T3 Ta Ts

size 1 1 1 3
d 1 2 3 2 3
= Pr | Ts
P, P, To T4 Ts
Ps T1 T Ts Ps | T
0 1 2 3 0 1 2 3
zlJ_j:1+1+]_+O+O:3 zl-Tj:1+1+1+1+1:5
a) Last-Fit b) OPT

Figure 4.6: Latest-Fit scheduling of parallel tagksT,, T3, T4 andTs

Unfortunately, we can give simple examples showing thaheeiHRST-FIT nor
LAST-FIT is optimal. See Figure 4.5 on the page before. There are madytdsks
accepted in First-Fit scheduling, whereas all four tasksbmascheduled on time.
See Figure 4.6. There are only four tasks accepted in Firstieduling, whereas
all five tasks can be scheduled on time. We will also refer és¢hexamples later.

4.2.4 Scheduling in EDD and LDD

Here we discuss two main techniques for processing muttgssor tasks. Con-
sider one machine scheduling problenpjl= 1|5 U;. There aren jobs. Each
job j (j =1,...,n) has a unit processing time and a due djteThe goal is to
maximize the throughput. In [Mon82], it was observed thgtcteating sets

S={jldj >n}and S = {j |k < dj < k+ 1},fork=1,...,n—1,

and processing jobs in the ord8t, S, ..., S,, rejecting a job when it is late, an
optimal solution is obtained i®(n) time. Similarly, an optimal solution cab be
obtained by processing jobs in the reverse oSg6,_1,...,S and rejecting a
job when itis late.

Indeed, in both algorithms processing of tasks takes plaberen EARLIEST
DUE DATE (EDD) order —in non-decreasing order of due datesin LATEST
DUE DATE (LDD) order —in non-increasing order of due dategurthermore,
by using First-Fit or Last-Fit we can generalize the aldons for multiprocessor
task scheduling. We can prove the following:
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Lemma 4.2.1. If all multiprocessor tasks are large or all multiprocesdasks
have size one, then usifgrsT-FIT in EDD order or LAST-FIT in LDD order,
an optimal solution is obtained in @m) time.

Proof. If all multiprocessor tasks are large, then no two taské$eeiparallel or
dedicated, can be processed in one time slot. Hence, thiepralan be reformu-
lated as 1p; = 1] 5 U;. For an illustration see Figure 4.7.

Figure 4.7: Scheduling large tasks

Now assume that all multiprocessor tasks have size one amne #nem proces-
sors. If tasks are dedicated, then any two tasks with the saquered processor
cannot be scheduled in one time slot. Hence, the problemhefisding tasks on
m processors can be reformulatednasdependent problemsg; = 1| ¥ Uj. For
an illustration see Figure 4.8.

S S At et S S A - %

| | ] eee [ T 1 Pk

Figure 4.8: Scheduling dedicated tasks of size one

If tasks are parallel, then amy tasks can be scheduled in one time slot. Hence,
by “scaling” the time line, the problem can be reformulated|@; = 1| 5 U;. For
an illustration see Figure 4.9. O
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m m m

T T cee 1

Figure 4.9: Scheduling parallel tasks of size one

Unfortunately, both EDD and LDD are not that good for the gahease. See
Figures 4.5 on page 165 and 4.5 on page 165. Furthermoregeotise following
example. There arelarge tasks (j = 1,...,k) with s; = mandd(Tj) =k, and
m(k+ 1) small tasksT; (j = k+1,...,(m+1)(k+ 1)) with s; = 1 andd(Tj) =

k+ 1. Then, the number of tasks in t@&T scheduléNopt= m(k+ 1), but EDD
schedules onlk large tasks anchsmall tasks. For an illustration see Figure 4.10.
Thus, ak — , the ratio tends ton.

a) EDD schedule b) OPT schedule

Figure 4.10: Scheduling large andm(k+ 1) small tasks in EDD
order, fork =5 andm=>5

4.2.5 Scheduling in Increasing Size

Consider the following single bin packing problem:

INSTANCE: AsetA={a,ay,...,a,} of nitems and a single bin of sizae N.
Each itema; (j = 1,...,n) has sizesj € N.

OBJECTIVE: Find a subs&t’ C A such thaty ;cx Sj < mand such thaA'| is
maximized.
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Informally, we are given a set of items an one bin, and out @ maximize the
number of items in the bin.

It is not hard to see that 2ARTITION can be simply reduced to the problem,
that gives NP-hardness [GJ79]. Furthermore, the problejusisa version of
KNAPSACK and BN PACKING [GJ79], and there are a number of approximation
algorithms are known [Hoc96, Vaz00, Hro01]. We considerrg ganple one:

FIRST FIT INCREASING (FFI):

Add items into the bin in order of non-decreasing sizes. éfalddition
of an item results in the bin being “overloaded”, reject ikesn and all
later items.

Lemma 4.2.2. Let OPT be the number of items in the optimal packing. Then, th
number of items accepted Byl is at least OPT— 1.

Proof. Assume w.l.0.g. that itema, ap, ... ,ax are accepted and all itenag, 1,
a2, ..., an are rejected by FFI. Then, there &éems in the bin, and the total
size of packed items

k
S= Z sj <mandS + s 1>m
=1

Clearly, replacing any of itemay, ap, ... ,ax, a1 by one of later rejected items

I ATy T
a a
[} [}
m [} [}
az az
a2 a2
S O R -

Figure 4.11: Itemsy, ay, ... ,a anday, 1

ai2,--.,8n can only increase the value & + axy 1. For an illustration see
Figure 4.11. Hence, any set kft+ 2 items will “overload” the bin. Thus, the
optimal valueOPT at mostk + 1. O
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Unfortunately, the algorithm FFI cannot be formally getieed for scheduling
multiprocessor tasks. However, its main idea, that is @siog of tasks byN-

CREASING SIZE (IS) —non-decreasing order of sizewill be analyzed later in
Section 4.3 for the parallel model and in Section 4.4 for the@icated model. We
will also use the main idea of “overloading”, which is debex in Lemma 4.2.2.

4.3 SCHEDULING OF PARALLEL TASKS

In this section we consider the following problem of scheuylparallel multi-
processor tasks. We are given a$et {T1,T,,..., Ty} of ntasks and a s =
{P1,P,,...,Pn} of mprocessors. Each ta3k has a unit processing ting = 1,

an integral due daté(T;j) € {dy,d,...,dg}, where O< d; < dr < ... < dg=D,
and requires € {1,...,m} processors for its processing. The goal is to maxi-
mize thethroughput i.e. the number oéarly tasksT; that meet their due dates
d(Tj).

4.3.1 Complexity

We start with the following result:

Theorem 4.3.1. Problem Rsizg, p; = 1,dj = D| zu_j is stronglyNP-hard.
Proof. Problem 3-RRTITION can be formulated as follows [GJ79]:

INSTANCE: SetA of 3N elements, a bounB € Z*, and a sizes(a) € Z* for
eacha € A such thaB/4 < s(a) < B/2 and such tha¥ ,cgS(a) = NB.

QUESTION: CanrA be partitioned intd\ disjoint setsA1, A, ... ,Ay such that,
for L<i <N, Yaep S(@) =B?

We transform 3-BRTITION to our problem as follows. We first defime= B and
form a setP = {P1,P,,..., Py} of m processors. Next, we replace each element
a € Aby a single tasH; which has a unit processing time, a due d#{&,) = N,

and requires(a) processors ifr. In total, there area= 3N tasks inT ={T, : a€

A} and all of them have a common due dBte= N. Clearly, such an instance of
our problem can be constructed in polynomial time. Furtleanthe answer to a
given instance of 3-ARTITION is YESIf and only if all tasks meet the common
due date. Since 3ARTITION is strongly NP-complete [GJ79], our problem is
strongly NP-hard. O
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The common due date problePisize, p; = 1,d; = D| S U; can be reformulated
as the problem of finding a maximum cardinality subset of tkerglist of items
which can be packed into a given number of bins with a giveracidyp This is

a special variant of the IR PACKING problem [CLT78, ECL79] and the ML-
TIPLE KNAPSACK problem [Kel99, CK00, CKP0OO]. The later problem admits
a polynomial approximation scheme (PTAS). Hence, we carlade with the
following:

Theorem 4.3.2. There is a PTAS for problem iz, pj = 1,dj = D| T U;.

4.3.2 The Algorithm FFIS

Here we analyze the following algorithm for the parallel rabd

FIRST FIT INCREASING SIZE (FFIS):

Select the tasks one by one in IS order. If the task can be &tatpl
before or at its due date, it is scheduled as early as possiblbe
task cannot be assigned to meet its due date, it gets lostl(itat be
scheduled).

We start with the case when all tasks have a common due date:

Theorem 4.3.3. For the common due date problersize, pj = 1,d; = D| T Uj,
the worst-case ratio

4
Rrris= -

3

Proof. As we discussed before, probleRisizg,p; = 1,dj = D|YU;j can be
reformulated as the bin packing problem for maximizing tlwenber of items
packed, which was studied by Coffman, Leung and Ting [CLT T8y presented
an algorithm called FFI and proved the tight asymptotic Wwoese ratio is 43.
In fact, their proof is also valid for the absolute worsteaatio. Furthermore,
FFIS is similar to FFI. By using this result, we can prove thatworst-case ratio
of FFIS is not greater thary3.

We can also show that the bound34for Regs is tight if m > 3. Consider the
following example. There are two small tasig,and T, each of which requires
only one processor, and there are two large tasksnd T4, each of which re-
quiresm— 1 processors. LdD = 2 be a common due date. Clearly, FFIS can
only schedule three of them. However, all four tasks can bedwed. For an
illustration see Figure 4.12 on the following page. O
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El T. El Ta Ta
2 1
L[ ] " n [ ™
0 1 2 0 1 2
a) FFIS schedule b) OPT schedule

Figure 4.12: Scheduling tasHs, T>, T3 and T,

Now we can prove the following main result:
Theorem 4.3.4. For the general problem RBizg, p; = 1 ZU_,-, the worst-case ra-
tio

ReFis = 2.

Proof. We first prove thaRgF|s < 2. Consider the OPT schedule witkyptasks
and the FFIS schedule witRgF|s tasks, respectively. Remove from the OPT
schedule all tasks which are involved in the FFIS schedud¢/Lbe the number
of left tasks in each time sldt.

If we prove that

D D
Zﬂt < ZM:NFFIS; (4.1)
= =
we will have
N
Rrris < NOPT <2 (4.2)
FFIS

Recall that all4 left tasks in the OPT schedule are lost in the FFIS schedule.
Since FFIS schedules the tasks in non-decreasing ordezefisieach time slot

I; the left4; tasks of the OPT schedule are not smaller in size than thogeeof
FFIS schedule. Hence, the number of scheduled tilskannot be less thaf.
Thus, we have

Ne > 4, fort=1,...,D,
and both (4.1), (4.2) hold.

The bound is tight. Consider the following example. Theeetaro tasksl; and
To. TaskT; has sizes; = 1 and dated(T;) = 2, whereas task; has sizes; = m
and due datd(T2) = 1. In the optimal schedule both andT, are scheduled, but
the algorithm FFIS only accepts tagk For an illustration see Figure 4.13 on the
next page. O
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T2 T2
T T
0 d)  dm) o dT)  d(Ty)
a) FFIS schedule b) OPT schedule

Figure 4.13: Scheduling tasis andT,

4.3.3 The Algorithm LFIS

Here we analyze the following algorithm for the parallel rabd

LAST FIT INCREASING SIZE (LFIS):

Select the tasks one by one in IS order. If the task can be &tatpl
before or at its due date, it is scheduled as later as possibline
task cannot be assigned to meet its due date, it gets lostl(itat be
scheduled).

Indeed, the performance ratio of FFIS and LFIS is the sam#héocommon due
date problem. However, LFIS performs better for the genanablem. We start
with the following simple result:

Lemma 4.3.5. For the general problem Rizg, p; = 1| T U;, the worst-case ratio

1
> 2 - —
RiFis > g

where m> 2 is the number of processors.

Proof. Consider the following example. For an illustration seeulrég4.14 on the
following page. There ammsmall taskdTj (j = 1,...,m) with sizesj = 1 and due
dated(Tj) = j. These small tasks are denotediyn Figure 4.14 a) and b). In
addition, there aren—1 large taskdj (j = m+1,...,2m— 1) with sizesj =m
and due daté(Tj) = m. These large tasks are denoted.bip Figure 4.14 b).

Clearly, all tasks are early in the optimal schedule. We adredule all small
tasks in the first time sld; and schedule all large tasks in later time slots, see
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a) LFIS schedule

L L b) OPT schedule

wnjnjn|njn|n
[}
[ ]
[}

0 2 3 m—1 m

Figure 4.14: Scheduling small and large tasks

Figure 4.14 b). However, the algorithm LFIS only acceptslbtaaks, see Fig-
ure 4.14 a). Hence the worst-case ratio

Now we can prove the following main result:
Theorem 4.3.6. For problem Psizg, p; = 1| 5 Uj, the worst-case ratio

1
—2--.
RiFis =

Proof. By Lemma 4.3.5, we only need to show tHatris < 2—1/m. In the
following we will prove this by a contradiction.

Assume thaR s > 2— 1/m. Accordingly, letTyi, be the minimum task set, in
terms of the number of tasks, such that

Nop(Tmin) 1
— > 2 - —. 4.3
NLF1S(Tmin) m (43)

Then, for all task set¥ with |T| < |Tmin|, it follows
Nopr(T) _, 1 (4.4)

Nepis(T) — m
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Consider the OPT schedule fogin. There areD time slotsl;, t =1,...,D. As-
sume that there exists one tagkin Tmin Which is lost by the optimal algorithm
OPT. In this case we have that

NopT(Tmin) = NopT(Tmin \ {Tj})-

Furthermore, since LFIS accegtsin Tmin, the lost tasks have larger size thn
Hence, LFIS working offmin \ {Tj} cannot accept more tha¥ is(Tmin) tasks.
Thus, from (4.3) we have that
NOPT(Tmin\ {Tj}) > NOPT(Tmin)
NLFis(Tmin \{Tj}) — Neris(Tmin)

This gives a contradiction to (4.4).

> 2 -

3+

Thus, w.l.o.g. we can assume that all taskgjf, are accepted by the optimal
algorithm OPT. Then,

|Tmin| = NOPT(Tmin)7 (4-5)

and the total size of tasks in

Smin < m-D. (4.6)
. h . e
1 [ 3 I ) —TJ
01 g a(T) D

Figure 4.15: A task3; with d(Tj) > d;

Consider the LFIS schedule fdin. There areD time slotsli, t = 1,...,D.
Assume that there is exactly one time dlpin the schedule. If it is open, then all
the tasks offi, are accepted. In this case,

NLFIS(Tmin) = ‘Tmin‘ > NOPT(Tmin)-

This gives a contradiction to (4.3).

Now assume that there is a time slptn the LFIS schedule such thatdd; <
t <D and itis open. Lek be the number of task§ with due datesi(T;) > d;.
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Clearly, all thesék tasks are accepted by LFIS. For an illustration see 4.15@n th
page before. From (4.3) we have

1 k
Nopt(Tmin) > (2 - ﬁ) Npis — K+ —

and

NopT(Tmin) — K 1
(NLris — K) ~ (2 N E)'

Hence, by removing thedetasks fromTy, we obtain a smaller séf,;,. This
gives a contradiction to (4.4).

Thus, w.l.0.g. we can assume that there are no open timershbts LFIS sched-
ule for Tmin. Then, each time slot has at least one task. Hence, the totdder of
accepted tasks

NLFis(Tmin) > D. (4.7)

Let h be such that

|Tmin| = NOPT(Tmin) = NLFIS(Tmin) + h.

Informally, h is the number of tasks iy, which are accepted by OPT, but lost
by LFIS. Then, from (4.3) we have

1
NLFIS(Tmin) + h > NLFis(Tmin) (2 — ﬁ)

and from (4.7) it follows that

h > Niris(Tmin) (1 - %) > D- (1 — 1) (4.8)

m

Consider the LFIS schedule fd,n. There areD time slotsli, t = 1,...,D.
Consider a lost task;. For illustration see Figure 4.16 on the facing page. There
are three simple properties for the schedule. Thséannot fit into any of time
slotsli, t =1,...,d(T;). The size ofTj is not less than the size of any accepted
task in time slotd, t = 1,...,d(Tj). If there is a tasKlx which is accepted not
later than time sloky(t,) and its due datd(Tx) > d(Tj), thenTi cannot fit into any

of time slotsl, t = d(Tj) +1,...,d(T).

Assume that we “load” this lost tagk into the LFIS schedule. For illustration see
Figure 4.17 on the next page. There are two possibilitieheET; “overloads”
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1 12 It lacr)) la(m)

Figure 4.16: Task$j andT in the LFIS schedule

1 I lacr)) la(m)

Figure 4.17: Loading taskg andT
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one of time slotd, t = 1,...,d(Tj), see Figure 4.17 a), di “overloads” one of
time slotsly, t = d(T;) +1,...,d(Tx), see Figure 4.17 b). In both cases we create
at least one “overloaded” time slot.

By using this simple procedure we can load lost tasks one byirdo the LFIS
schedule. Furthermore, we can ensure that in every timersgoe is at most one
“overloading” task. If we load alh lost tasks, there are at ledstoverloaded”
time slots, and the total size of tasks in each of them is sthea-1. If h=D,
then the total size of tasks is at le@gtm+ 1), that gives a contradiction to (4.6).
Hence, the number of lost tasks and the number “overloade® $lotsh < D.
Furthermore, all tasks diyin, are scheduled.

h "overloading" tasks

'h h+1 D-2 D-1 ,D

~—— h - (D-h)

Figure 4.18: “Overloading”

Remember that all time slots are closed in the LFIS schedidace, there is at
least one task in each time slgtt = 1,...,D. For an illustration see Figure 4.18.
Here, for simplicity, we have put “overloaded” time slots at the beginning of
the schedule. Then, the total size of the tasks in theHitghe slots is at least
(m+1)h and the total size of the tasks in the |Bst-h time slots is at leadd — h.

Finally, the total size oT iy is bounded by
h(m+ 1) + (D — h) < Syin < M-D. (4.9)

Hence,

e OMY o (1 1),

This gives a contradiction to (4.8). Hence, our assumpsgonrong. This com-
pletes the proof. O

By using the ideas from Theorem 4.3.6, we can also prove fleviog result:
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Theorem 4.3.7. If all tasks are small in the general problemd?zg, p; = 1| ZU_,-,
then the worst-case ratio

3 1

< - -
RLFIS_2 T

Proof. As in the proof of Theorem 4.3.6, 18t,in, be the minimum task set such
that

1
2m — 2°

NopT(Tmin)
NLE1s(Tmin)

3
> 5+ (4.10)

Similarly, we can show the following. The optimal algoritt@PT accepts all
tasks inTmin. Hence,

NOPT(Tmin) = |Tmin|7
and the total size ofyin is bounded by
Shin < m-D.

Regarding the LFIS schedule, all time slots are closed. Rdmeng that all
tasks are small, there are at least two tasks in each timarsdot

NLE1s(Tmin) > 2D.

h"overloading" tasks

m o0 o o 0o o
12
'0 1 2 'h h+1 D-2 D-1 D
~——— h - (D-h) ———

Figure 4.19: “Overloading”

Let h be the number of tasks ifimin Which are lost by LFIS. For an illustration
see Figure 4.19. Then, as in (4.9), the total size is bounged b

h(m+ 1) + 2(D — h) < Syin < M-D,
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and

Thus,

NopT(Tmin) _ NLEIs(Tmin) + h
NLFis(Tmin) NLF1s(Trmin)

1
2m — 2

3,
2

This gives a contradiction to (4.10). Hence, our assumpsiawong. This com-
pletes the proof. O

4.3.4 A Hybrid Algorithm

It seems that both FFIS and LFIS algorithms attach too mugioitance to the
task size. In some sense, FFIS “groups” small tasks togetftegreas LFIS
“spreads” them. Can we do something better?

Indeed, we can combine all our ideas together. Informakypwoceed as follows.
First, we split all tasks into small and large ones. Then, ereedule the set of
small tasks by the algorithm LFIS. For an illustration seguié 4.20 a). Clearly,
scheduling a large tasks in a closed time slot can only deerd@ number of
tasks accepted. Hence, we need to schedule large tasksnntiopeslots. It
can happen that there are single small tasks in open tim& dfsbm one side,
these small tasks can “block” some large tasks. From ansitier they can be
scheduled together. Here, we simply reschedule small fasgen time slots.
We select these tasks one by one as they appear in the scladuteschedule
them by First-Fit. For an illustration see Figure 4.20 b).e@an see that all new
closed time slots include at least two small tasks and tteed most one open
time slot with small tasks at the end. Finally, we scheduéesttt of large tasks by
using either First-Fit in EDD order or Last-Fit in LDD order.

Now we summarize the algorithm as follows:
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OPEN OPEN OPEN OPEN OPEN

T

A
L Ill . .
OPEN OPEN OPEN OPEN OPEN
I‘—’ ?—’I
B D
b) First-Fit
A ClE
l |1l e o o o e o Ip

Figure 4.20: Scheduling small tasks

HYBRID ALGORITHM (HA):
1. Define small and large tasks.
2. Schedule the set of small tasks by LFIS.
3. If there are no open time slots with small tasks, go to Step 6
4

. Reindex small tasks in open time slots with an initial sswme
1,2,3,... in the “left to right” and “bottom to top” manner. Fol
an illustration see Figure 4.21 a).

5. Reschedule small tasks in open time slots by using Fitst-Ehe
given order. For an illustration see Figure 4.21 b).

6. Schedule the set of large tasks in open time slots by ugingre
First-Fit in EDD order or Last-Fit in LDD order.

We fisrt start with the following simple result:

Lemma 4.3.8. For the general problem problem Bizg, p; = 1 ZU_J', the worst-
case ratio
3/2—-1/(2k—-2), if m=3k,
Rya>1< 3/2—1/(2k—1), if m=3k+1,
3/2—-1/(2k), if m=3k+2.
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—Ts

OPEN

o e oo I i

T T a) Reindexing
Tl T3

T4

T .

3 ) X b) Rescheduling
T2

T1 T5

Figure 4.21: Reindexing and rescheduling of small tasks

Proof. Consider the following example. There aretdsks. The value afrelates
with the value ofm and it will be specified later. Far=1,....n, there are three
tasksX;,Y; andZ which have the due date equalitoTheir sizes are denoted by
Xi,Yy; andz, respectively. We define the valuesqfy; andz,i=1,...,n—1, such
that

Xi,Yi < 7,

Xi > Xir1, Vi 2 Vit1, 4 < Zig1,

X+yi+z=m+1,

andxi+1+Yit1+2z =m.

The exact values are specified below.
Clearly, the algorithm HA schedules two taskandy; in time slotl;,i=1,...,n,
and allntasksz; are lost. Then, the number of tasks accepted

Npa = 2n.

For an illustration see Figure 4.22 a). Clearly, the optiaigbrithm OPT can
schedule three task§. 1,Y;. 1 andz; together in time slok, i =1,... ,n—1, and
schedule task, in time slotl,. Then, the number of tasks accepted

Nop'r = 3n - 2.
For an illustration see Figure 4.22 b). Thus, the worst case r

NopT 3n—2_ 3 1

> = Z _
Ria = NHA 2n 2 n
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l1 l; In
X1 X Xn
v co o © o o a) HA schedule
1 YI Yn

l1 l; In
X2 Xi+1 Xn
Z, oo Z oo * | Zya|2Z, b) OPT schedule
Y2 Yis1 Y

Figure 4.22: Scheduling tasks, Y;, Z;

Now we specify the exact values by considering the follovihmge cases:

1. f m=3k thenn=2k—2, andx +Vy; =2k—1,z =k+i+1, fori =

1,...,2k—2.
2. fm=3k+1,thenn=2k—1, andx;+y; =2k—i+1,z =k+i+1, for
i=1,...,2k—1.
3. f m=3k+ 2, thenn= 2k, andx +yi=2k—i1+2,z =k+1i+1, for
i=1...,2k
This completes the proof. O

Now we are ready to prove the following main result:

Theorem 4.3.9. For the general problem Rizg, p; = 1| ZU_,-, the worst-case ra-
tio

3
< S - —
Rian < 5~ 5m2

Proof. We first consider the following two cases: (I): There are ngdatasks
after Step 1; (I) There are no open time slots with smallsafker Step 2.
Case (I). Only small tasks are lost by the algorithm HA. By lbea¥.3.7,

3 1

<z -
Rian < 5~ om2

Case (Il). Only small tasks close time slots at Step 2. Hemadarge task can fit
into a closed time slot. Furthermore, replacing any smak ta closed time slots
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can only decrease the number of tasks accepted. By Lemnia th@.algorithm
HA is optimal at Step 6. Hence, as in case (I), we have

3 1

<z -
Rian < 5~ 5m=2

Now we consider the general case when the algorithm HA pdsce# Steps
1, 2, 3 and Steps 4, 5, 6. Consider the LFIS schedule. For astrdtion see
Figure 4.23. For simplicity, we assume that after Step Zraktslotsly, ..., li_1
are closed with small tasks, after Step 5 all time dligts. , Ik include rescheduled
small tasks, and after Step 6 all time slis. . , Ip include large tasks. Here time
slotly can include several small task and one large task.

] | —— H e | ]

vl —1 v ler1 k-1 v Ik b
e oo LA °o°

0 1 t—1 t t+1 k—1 Kk D-1 D

Figure 4.23: The LFIS schedule

Clearly, the LFIS schedule intime sldts. .. ,li_1 andly,...,Ip can be handled
as in case (I) and (I). We only need to deal with the the LFIBesltle in time
slotsly, ..., Ik 1.

Each of time slotd;,...,lx_1 is closed and consists of at least two small tasks.
LetH = k—t + 1 be the number of these time slots. Then, the number of small
tasks accepted

#S > 2H. (4.11)

-1

Figure 4.24: Free time fan= 2p
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Assume that the number of processors even, and lein= 2p. Then, any small
task is at mosp in size, and any large task is at legst 1 in size. Since small
tasks are scheduled by using First-Fit, there are at mest “free time” in each
of theseH time slots. For an illustration see Figure 4.23 on the fagiage. The
total “free time” is at most

H(p — 1) (4.12)

Hence, the total number of large tasks which can be schedhyl@tde optimal
algorithm OPT is at most

#H.=H(p — 1)/(p + 1). (4.13)

Then, the number of small and large tasks accepted by OPTmesit #5+ #L.
Hence, from (4.11) and (4.13), we have that

NopT < #S 4+ #L

Naa — #S

#HL
=1+ 2

H(p - 1)
<1 _—
=4 2H(p + 1)

(4.14)

< H(p+1)—2H
- 2H(p + 1)
_s__1
2 p+1
_3__2
2 m+2

Notice if p =1, there is no “free time”. Hence, we assume that 2 andm=
2p > 4.

Assume that the number of processaris odd. Letm= 2p-+ 1. Then, any small
task is at mosp in size, and any large task is at legst 1 in size. Hence, both
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o

m=2p+1

H

Figure 4.25: Free time fan=2p+1

(4.12) and (4.13) remain the same. As in (4.14), we have that

NopT < #S + #L
Nua — #S

(4.15)

IN
N w
|

Notice if p= 1, there is no “free time”. Hence, we assume that 2 andm=
2p+1>5.

Finally, for all cases we can conclude that the algorithm H@ydails on small
tasks, and the worst case ratio

3 1

<z -
Rian < 5~ 5m=2

4.4 HEDULING OF DEDICATED TASKS

Here we consider the following problem of scheduling dedidamultiproces-
sor tasks. We are given a sét= {Ty,Tp,..., Ty} of n tasks and a se® =
{P1,P>,...,Pn} of mprocessors. Each ta3k has a unit processing ting = 1,
an integral due daté(Tj) € {d,dp,...,dg}, where O0< d; < dp < ... < dyg=D,
and requires the processors with indices;irC {1,...,m}. The goal is to max-
imize thethroughput i.e. the number oéarly tasksT; that meet their due dates
d(Tj).
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4.4.1 Complexity

We start with the following result:

Theorem 4.4.1. The common due date problerfiR;, p; = 1,d; = 1| 5 U; is NP-

hard. Furthermore, it cannot be approximated within a faadd mz—¢ for any
givene > 0, unless\NP = ZPP.

Proof. Our problem can be formulated as follows:

INSTANCE: AsetlT ={Ty,Tp,..., Ty} of ntasks and a s& = {Py,P,... ,Pn}
of mprocessors. Each ta§khas a unit processing ting = 1 and requires
the processors with indices i C {1,... ,m}.

OBJECTIVE: Find a subsét’ C T such that for every pair of tasRsandT; in
T’ it holdstiNT; = 0 and such thafT’| is maximized.

Problem MaxiMmuM CLIQUE can be formulated as follows [GJ79]:

INSTANCE: A graphG(V,E) with [V|=n.

OBJECTIVE: Find a subs#&t’ C V such that every pair of verticesandu in V/
it holds{v,u} € E and such thaV| is maximized.

We can transform MxiMuM CLIQUE to our problem as follows. We define
T(G) = {TylveV} and P(G) = {P:le¢ E}. (4.16)

Foe each task, we definep, = 1 and

1, = {ele= {v,u} ¢ E}. (4.17)
Clearly,
TG) = V[ =n (4.18)
and
m=|P(G)| = [V|(|V|] - 1)/2 — [E| < n(n — 1)/2 (4.19)

Let T’ C T(G) be a solution to our problem. Then, for every pair of tafkand
T, in T' it holds

Tuﬂtvzm.
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We can define
V' ={vT,eT'}. (4.20)

By (4.16) and (4.17), for every pairandu in V’ their edgee = (u,v) is in E.
HenceV' is a clique inG, by (4.20) its size

V| = [T'|. (4.21)

In other words, finding a maximal clique in gra@\V, E) is equivalent to finding a
maximal subset of tasks h(G) with respect td®(G). Furthermore, the objective
value remains the same.

It is well-known that MaxIMuM CLIQUE is NP-hard [GJ79], and it cannot be ap-
proximated within a factor afit ¢ for any givere > 0, unless NP= ZPP [Has99].
Due to the transformation, our problem is NP-hard. Furtlmendue to (4.19),
(4.20) and (4.21), if for somey > 0 the value of T'| is within a factor ofmz o

of the optimum, then for some> 0 the value ofV’| is within a factor of

mz= < (n(n—1)/2)z % = n'~¢

of the optimum. Hence, our problem cannot be approximatékinva factor of
mz—¢ for any givene > 0, unless NP= ZPP. O

4.4.2 The FFIS and LFIS Algorithms

Here we analyze both FFIS and LFIS algorithms presentedatid®s 4.3.2,4.3.3,
respectively. We first consider the common due date probéewh prove the fol-
lowing main result:

Theorem 4.4.2. For problem Pfixj, p; = 1,d; = D| T Uj, the worst case ratio of
FFISandLFIS is at least,/m and at most/m+- 1.

Proof. We only prove the result for the algorithm FFIS. However, tbsult for
LFIS will follow from our proof as well.

As before, we usélopt andNkg s to denote the number of early tasks accepted
by the optimal algorithmOPT and by algorithm FFIS, respectively. For time

slotly =[t—1,t] (t =1,...,D), letacg be the set of tasks accepted by FFIS
in lt. Assume w.l.0.g. that there aketasks inacg, denoted byTy,..., T, and

T <o < -0 < el

Observe the following facts for tadk, i = 1,... ,k:
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e TaskT; occupiest;| processors. Thus, at most lost tasks can be accepted
if T; is removed.

e For any lost tasKj it holds |tj| > |tj|. Thus, at mosin/|t;| lost tasks can
be accepted if; is removed.

Combining, at most

min{|ti|,m/ti[} < vm
tasks can be accepted if tagks removed.

Hence, for each time sldt, t = 1,...,D, the maximum number of tasks which
can be accepted is at most

lacg| + |acg|-v/m < (1 + /m)-|acg|.

Summarizing, we have

D
Nopr < 3 (1 + vm)-|acg|

t=1

= 1+ vm)- (leacczl)

= (1 4+ vm)-Negis.

Thus, the worst-case ratio
Reris < vm+1.

Consider the following simple example. Let= g2. There arely, T, ..., Tq
Tgq+1 tasks, and the common due déte= 1. For each tasKj (j =1,...,9+1)
we definetj C {1,2,...,m} such thatt;| = y/mand such that the firsttasksTy,
To, ..., Tq are compatible with in pairs, but the last takk 1. For an illustration
see Figure 4.26.

Then, in the worst case, FFIS only accepts fagk. However, the optimal algo-
rithm OPT can accem tasksTy, Tp, ..., Tq. Thus,

Nopr /M
> = — =m
Reris > Neris 1 vm
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Figure 4.26: Task3, Tp,..., Tq andTg.1, wherem= o

Both bounds on the performance ratio in Theorem 4.4.2 aid waly for gen-
eral m. However, for some specified value of algorithms can have a better
performance ratio. Indeed, far= 2 algorithms output an optimal schedule. Fur-
thermore, we can prove the following:

Lemma 4.4.3. For the three-processor problen8Hix j, pj = 1,D = dj| T U;, both
algorithmsFFIS and LFIS have the worst case ratigy 3.

Proof. We only prove the result for the algorithm FFIS. However, tbsult for
LFIS will follow from our proof as well.

Consider the following simple example. There are four tagk$,, T3, T4, where
11 = {1}, 12 = {3}, 13 = {2,3} andt4 = {1,2}. The common due date = 2.
The optimal algorithm OPT accepts all tasks, whereas FFHteeitherTs or
T4. Hence, the worst case ratio

ReFis >

wl &

Clearly, if there is an empty time slgtin the FFIS schedule, we can claim that it
is optimal.

Assume that there is an time slptith a single taskj. Assume also that the size
of Tj is equal to one. Then, all tasks which are compatible Wijthre accepted by
FFIS befordy, whereas all task accepted by FFIS afteare incompatible with

Tj. Since the size ofj is one, all later tasks are incompatible in pairs and can be
only scheduled one per time slot. Hence, the FFIS schedolgimal.

In the worst case, the FFIS schedule is not optimal. Howenay, time slot
contains either at least two tasks of size one or one taskzeftsio. In other
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words, there are three processors and in any time slot tkeaemost one idle
processor. Clearly, all lost tasks are greater in size thamatcepted ones. Hence,
the number of accepted tasks by the optimal algori@®RT

1 4
Nopt < Nrris + §-NFF|S < §-NFF|S-

Hence, the worst case ratio

ReFis <

Wl &

Finally, we consider the general case that each task hasdndi due date.

Theorem 4.4.4. For the general problem Pixj, pj = 1| zU_j, both algorithms
FFISandLFIS have the worst case ratio at leagim and at most/m+ 1.

Proof. Informally, we follow similar ideas as in Theorem 4.4.2. Gmler FFIS

or LFIS. If there are open time slots in the output schedbukn some parts of the
schedule are optimal and cab be discarded in the worst cadgsen For every
closed time slot, the number of lost tasks which can be “pathy’’ accepted

is a factor of\/m of the number of accepted tasks. Hence, we can bound the
number of tasks accepted by the optimal algorithm OPT astarfa€(1+ 1/m)

the number of tasks accepted by FFIS or LFIS. The worst caigeisebounded

by (1+ /). 0

4.5 CONCLUDING REMARKS

In this chapter we initiate the study of the problem of schiegumnultiprocessor
tasks with the throughput objective, that is, schedulinghexximize the number
of early tasks in the schedule. Although multiprocessdt sabeduling problems
have been studied extensively, the throughput objectinews We presented the
first results in this direction. For both dedicated and paraiodels, the complex-
ity of the problem was established, and several approxanalgorithms have
been proposed and analyzed. However, many interestingigegsemain. As we
pointed out, in the parallel model there is a PTAS for the cammue date prob-
lem. Is there a PTAS for the general problem? Is it APX-Hard?aWhappens if
we add release dates or precedence constraints? We havaaslgered the case
when tasks have unit processing times, and all problemsnwithidentical (arbi-
trary) processing times are open. Finally, the most intergarea is the design of
online algorithms for the problem. We believe that our teghas and ideas can
be very useful here.






APPENDIXA: CLASSIFICATION SCHEME

Because of a huge variety of machine scheduling problemahaan, Lawler,
Lenstra and Rinnooy Kan [GLLK79] proposed a classificatiohesne to make
them easy to refer to. Later this scheme was also extendeaWwiet, Lenstra,
Rinnooy Kan and Shmoys [LLKS93] and by Drozdowski [Dro96]erH, due to
space limitations, we give only a short classification sobeRowever, it suffices
our purposes and we hope that the reader finds here all inflemreeeded.

Machine Scheduling. In general, the machine scheduling problems that we
consider can be described as follows. Theremnareachines and jobs. Asched-
ulespecifies, for each machine/procedgoe=1,... ,m)and each joh =1,...,n,

one or more time intervals throughout which processing ifop@ed onj byi. A
schedule igeasibleif there is no overlapping of time intervals correspondiag t
the same job (so that a job cannot be processed by two madtinase), or time
intervals corresponding to the same machine (so that a madainnot process
two tasks at the same time), and also if it satisfies variogigirements relating to
the specific problem type.

The problem type is specified by the machine environmentjaheharacteris-
tics and optimality criterion (objective function). Acabingly, classification takes
place by using of a three-field notationBl|y.

The fielda € {1,P,Q,R O,F,J,D} specifies the machine environment. alfe
{1,P,Q, R}, we have asingle-stagesystem where each jopconsists of a single
operation that can be processed on any machire=fL, there issingle machine
In the case ofdentical parallel machined.e.,a = P, a job j has the same pro-
cessing timepj on each of the machines, whereas in the casegorm parallel
machinega = Q), the processing time of each jglon machine is p;/s where
s is the speed of machingand in the case afnrelated parallel machings = R)
the processing time of each jglon machine is equal top;j. If a € {O,F,J}, we
have amulti-stagesystem where the processing of each jab split into several
operations In anopen shopindicated bya = O, and in aflow shop indicated
by a = F, each jobj has exactlym operations and itsth operation has to be
processed on thieth machine duringjj time units. The difference is that in an
open shop the order in which the operations of a job to be égdds immaterial,
whereas in a flow shop the operations execution order of asjfikdd, and is the
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same for all jobs. Ifa = J, we have a job shop where each jploonsists of a
chain of operations, and chains of different jobs may berdistSometimes, one
usesD in a. In this case we have a dag shop in which the operation pracede
constraints of a job are given asdag - directed acyclic graph. In general, the
number of machines is specified as a part of the problem iostaHowever, if
the symbols, Q,R O,F, J,D are immediately followed by an integer or, then
the number of machines is specified as a part of the probleenayd equal to this
integer om, respectively.

The field 3 contains the job characteristics. In this field, there maguoc¢he
entriespmtn rj, dj, pj = 1/pjj = 1, andop < . Accordingly, it indicates that
preemption is allowed (the processing of any operationffi@y be interrupted
and resumed at a later time on the same or on a different ng¢himat jobs
have release dates (the availability of each job restricted by its integer; that
defines when it becomes available for processing), thathakie due dates (each
job j has due datelj), that all jobs/operations have unit processing times, and
that there are at most a constant number of operations pdthsbis only for
multi-stage scheduling problems). If figddncludes non of these entries, then the
default assumption applies. This means ffraemption®f jobs are not allowed,
that there are no release dates and due dates, and thattkeging requirements
are arbitrary positive integers.

To denote online problems, one can puatineinto filed 3 to denote online sche-
dulingover list and bothonlineandr; to indicate online schedulingver time In

the model ofscheduling over listthe scheduler is confronted with the jobs one-
by-one as they appear on a list. The existence of a job is rmvkmuntil all its
predecessors in the list have already been scheduled. mdbel ofscheduling
over time all jobs arrive at their release dates. The jobs are schddwith pas-
sage of time and, at any point of time, the scheduler only hasvledge of those
jobs that have already arrived.

Lastly, the third fieldy refers to the optimality criterion (objective function).ewW
are mainly interested imakespan gax= maxCj, average (weighted) completion
time Y (w;)Cj, andthroughputy Uj, wherew; is the weight of job/task, C; is the
completion time of job/task, U; = 1 if C; < d;, andU;j = 0 otherwise.

To illustrate the three-field descriptor, we present fowaregles: Irj| S w;C;j is
the problem of scheduling jobs with release dates on a smgtéine to minimize
the average weighted completion timkd|pjj = 1/Crax is the problem of sche-
duling unit operations in a three-machine job shop to minérthe makespan,
R|pmtn 3 Cj is the problem of preemptive scheduling on unrelated mashin
Plon—line,rj |Cmax is the problem of on-line scheduling over time on identical
parallel machines.
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Multiprocessor Task Scheduling. In order to model scheduling on multipro-
cessor architectures one must assume that a job can requriegtmn one machine
at a time. However, this would conflict to the “classical” jotachine scheduling
assumptions. To make things simply, but remain correcs, widely accepted to
speak about scheduling a Set= {1,2,...,n} of n multiprocessor tasksn a set
M = {1,2,...,m} of m processorgxtending the above|(3|y notation.

It is assumed that each processor can work on at most onettasikree and a task
can (or may need to be) processed simultaneously by sevexagsors. In the
dedicatedvariant of this model, denoted lwy= P and fix; in (3 field, each task
j € T requires the simultaneous use of a prespecified spt_fiM of processors.
In the parallel variant, denoted by = P and sizg in (3 field, the multiprocessor
architecture is disregarded and for each taskT there is given a prespecified
number sizge€ M which indicates that the task can be processed by any subset o
processors of the cardinality equal to this number. Ingbeeralmodel,a = P
and sef in [ field, each task can have a numbeatiernative modesvhere each
processing mode is specified by a subset of processors aeadhetion time of
the task on that particular processor set.

We can give the following exampleBm fix;| ¥ w;C; denotes the problem of sc-
heduling dedicated tasks on a fixed number of processorsrtionize the the to-
tal weighted completion time®| sef, r j|Cmax denotes the problem of scheduling
general multiprocessor tasks with release dates to mieiitie makespan, and
P|lon—line, sizg, pj = 1|Cmax denotes the problem of on-line over list scheduling
of unit parallel tasks. Notice that in some works the wordsht&luling on ded-
icated/parallel processors” are used, e.g. in the book ligk&r [Bru98] and in
Kramer’'s Ph.D. thesis [Kra95]. However, we will avoid it ber






APPENDIXB: ROUNDING PROCEDURE

For a detailed treatment of linear programming we refer galer to two nice
books [Sai95, BT97]. Here, we just briefly sketch the rougdethnique used in
Chapter 1. The main ideas of the technique can be found in§98D

Linear System. LetK, M be constant, and I&t > K, M. GivenM x K matrices
Aj (j=1,2,...,N) and a vectob = (b, bp,... ,bm)T, we consider the following
linear system (LS):

(1) YjAix; = Db,
(2) Sixj =1, forall j,
(3) xj >0, foralliandj,

wherex;j (i=1,2,...,K)istheith part ofxj = (x1j,X2j,--- , %) T (j=1,2,...,N).

In the following we show how one can modify a solutios: (x;) to a new solution

x’:(x’j).

Removing ofxcj € {0,1}. Consider a solutiox = (xj). We update LS in two
cases: (I) there ig; with x¢j = 1 (herex; = 0 for alli # K); (I1) there isx; with
Xj = 0 (here, 0< xj; < 1 for alli # k), as follows:

(I) removex; from x, setb equal tob — Ajx; in (1), remove thejth line in (2),
remove all thejth lines in(3);

(I1) remove thisxy; from X;, removekth column fromA; in (1), remove thekth
sum component in thgh line of (2), remove thek, jth line in (3).

Less formally, we always eliminate Os and 1s freffirst, and then modify the LS
respectively.
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Rounding of x¢jto 1or 0. Letex = (1,...,1) be theK vector of all onest/ =

(?) be theM + N vector which extends by ones, and\ be the(M +N) x (K -N)

matrix as
AT A ... An
ex
A= ex
ex
Then, we can write the LS as
Ax =0 x>o0.

Assume that after removing af; € {0,1} there are nogj € {0, 1} in a solution

x = (x;) of the LS. We select the columns Mcorresponding td/ + 1 variables
Xj. (If there are less thaW + 1 variablesxj; we are done.) Then, the induced
matrix A’ is just a singular matrix of constant size. (Since there arejre {0, 1},
due to(2) of the LS, for eaclx; there are at least two4Q xj; < 1. Thus, there are
M+ (M + 1) rows and between(®1 + 1) andK (M + 1) columns inA.) Hence,
one can find a non-zero vectpin the null space of this matrix, i.eA'y = 0.

Let d € R andX = x+ dy. (If the dimension of is smaller than the dimension of
X, we augment it by adding an appropriate number of zero entridnen,

AX = AX+ 0Ay = b/ + Ay = 1.

Since all 0< xj; < 1, there exist® (if d tends to 0) such that allQ x;; + dy;; < 1.
Thus, one can increase or decrease the valdeuafil at least one of variableg;
gets either O or 1.

This process rounds the value of at least one variable. &umibre, sincé\ has
constant size one can fiythndd in constant time (simple linear algebra).

Rounding of x. We repeat rounding and removing procedures for variakles
until there are at mos¥l vectorsx; left. (HereA' can become non-singular.) At
the end of this iterative process, all, but thésevectorsx; have allx; € {0,1}.
The total number of iterations is at mdét- M and each iteration takes a constant
number of steps. Thus, we can prove the following:

Lemma 4.5.1. A solution x= (x;) for the LS can be transformed in(@) time to
another solution %= (x]) in which there are at most M vectorgwith x; € (0,1),
and all other x with x; € {0,1}.
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In fact, it is enough to have(® + 1) variablesx;j € (0, 1) for building A’. Then,
A’ is singular and we can repeat rounding. Hence, we can alsguntnthe fol-
lowing:

Lemma 4.5.2. A solution x= (X;) for the LS can be transformed in(@ time to
another solution %= (x;) in which at mos2(M + 1) variables x; € (0,1) and all
other x; € {0,1}.






APPENDIXC: GRAPHS

Due to space limitations, here we give only some basic defiritand notations
for graph. However, we hope that the reader will find hereddirmation needed.
For more details, we refer to a number of excellent books E;IEI98, GY98,
WesO01].

Simple Graphs. An undirected grapls = (V, G) consists of a finite non-empty
setV of verticesand a finite seE of edges (Later we can use the notatidf{G)
andE(G) for the vertex set and edge set®f) With every edgee € E, an un-
ordered paifu, v} of vertices is associated and we say that incidentto u and

v. We assume that the two vertices of an edge are distin¢tG.is.simple Con-
sequently, we write = {u,v}. Two verticesu andv that are joined by an edge are
calledadjacentor neighbors

For a vertexs theneighborhoodf v, N(v), is defined as
N(v) = {ueV |uis adjacent tovin G}.

The degreeof a vertexv, deq V), is the number of edges which are incident with
v, or equivalently,

degv) = [N(v)|.

We useA(G) to denote the maximum degree of graph

We say that grapl is asubgraphof a graphG if V(H) C V(G) andE(H) C
E(G). If U CV(G), we useG[U] to denote thénduced subgrapbf G whose ver-
tex setid) and whose edge set is the subsédf (&) consisting of those edges with
both ends iJ. If SC E(G), we useG|[] to denote the edge induced subgraph
of G whose edge set Band whose vertex set is the subseVd6) consisting of
those vertices incident with any edgeSn

The complementG™ of a graphG is a graph with the same vertices Gsand
with the property that two vertices @™~ are adjacent if and only if they are not
adjacent inG.
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Simple Structures. A walkis an alternating sequeneg e1, v, ... , &, Vk of ver-
tices and edges, with each edge being incident to the veitit@ediately preced-
ing and succeeding it in the sequence, ee= v;_1v; for all i. A trail is a walk
with no repeated edges. pathis a walk with no repeated vertices. A walk is
closedif the initial vertex is also the terminal vertex. éycleis a closed trail
with at least one edge and with no repeated vertices excafthih initial vertex is
the terminal vertex. Thiengthof a walk is the number of edges in the sequence
defining the walk. Thus, the length of a path or cycle is algorthmber of edges

in the path or cycle.

A graphG is connectedf it has au, v-path for each paiv,u € V(G). The con-
nected parts of a disconnected graph are calleddheected component$ that
graph. (A connected graph is therefore a graph with exacityannnected com-
ponent.) Ifu andv are vertices, the distance framto v, writtendisig(u, V), is the
minimum length of any path fromtov. (In an undirected graph, this is obviously
a metric.)

A graph isacyclicif it has no cycles. An acyclic graph is also calletbaest A
treeis a connected, acyclic graph. Thus every connected compofe forest
is a tree. Aspanning treeof a graphG is a subgrapfl of G which is a tree and
which satisfiesV(T)| =V|(G)|.

A graph is calleccompletef every two of its vertices are joined by an edge. A
complete graph of orderhasn(n—1)/2 edges and is denoted By.

A graphG is bipartite if V(G) = XUY andXNY = 0 such that every edge @
joins a vertex inX and a vertex irY. We write G = (X,Y) sometimes.G is a
complete bipartite graplf every vertex inX is joined to every vertex ity. We
use the notatioly, for a complete bipartite graph witi vertices inX andn
vertices inY. Ky is also called atar.

A graphG is calledplanarif it can be drawn on a plane in such a way that there
are no "edge crossings", i.e. edges intersect only at tbeinwon vertices.

The intersectiongraphG of a systemS= (SxSySz...) has verticex,y, z,....
Two distinct verticex,y are joined by an edge whenevex and Sy have non-
empty intersectionSis called thaepresentatiorof G.

The intersection grapls of a set of intervald = {ls,...,In}, where eachj =
[aj,bj] C R, is called arinterval graph

The intersection grap& of a set of diskD = {D1,...,Dn} in the plane, where
eachD; is defined by its center ifa;,bj) € R? and its diameted; € R, is called
adisk graph Then,D is called thedisk representationf G. The values(D) =
maxd;j/ mind; is called thediameter ratioof D. Accordingly, if (D) =1, i.e.
all disks of D have unit diameter, the@ is called aunit disk graph and if 1<
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o(D) < o for some constard, thenG is called ao-disk graph

Let X be a finite set. A-tupleof X is a set havind (or less) elements of. The
intersection grapks of a set ok-tuples ofX is called &-tuple graph In this case,
several vertices can correspond to a sirkgleple.

The square producbf G andH, is the graph whose vertex-set is the cartesian
product ofV(G) andV (H), and where the paifax by) is an edge if and only if
eithera=b and{xy} is an edge o, orx=y and{a, b} is an edge of5. The
square product of two paths is frequently calledghe graph.

A co-graphis a graph which can be generated by disjoint union and joarap
tions on graphs, starting with a single-vertex graph. Then(G1,G;) and the
join +(Gg, Gy) of two graphsG; = (V;, Ej), i = 1,2 is defined by

U(Gl,Gz) = (Vl UVo,E1U Eg),
and

+(G1,G2) = (ViUVa, EUEU {{x1,X%2} X € Vi}).

Clique, Independent Set, Coloring and Labeling. For a graphG, a subset
V' C G(V) is acliqueif every two vertices iV’ are joined by an edge iB(E). A
maximum cliqués, naturally, a cligue whose number of vertices is at leatdi@e
as that for any other clique in the graph, and its sia€5), is called theclique
numberof G.

For a graplG, a subseV’ C G(V) is anindependent sef no its vertices are adja-
cent. Similarly, anaximum independent setan independent set whose number
of vertices is at least as large as that for any other cliguledrgraph, and its size,
a(G), is called thendependence numbef G.

A (vertex) k-coloring of a graphG = (V,E) is a functionc: V(G) — {1,...,k}
such that(u) # c(v) whenevew is adjacent tov. If a k-coloring of G exists, then

G is calledk-colorable. Theehromatic numbeof G is defined as

X(G) := min{k | Gis k— colorablg-.
Obviously, we have

X(G) 2 w(G) and X(G) <A(G) + 1.

A graphG is perfectif, for any induced subgrapH of G, the chromatic number
of H is equal to the size of a maximum cliquetdf that is,x(H) = w(H).
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Let ps,.--, Pk be a non-increasing sequence of positive integers, cdikdnce
constraints An L, n)-labeling or adistance-constrainetabeling, of a graph
G is a functionc: V(G) — {1,...,L} such that|c(u) — c(v)| > p; wheneveru
andv are at the graph distancgfor i = 1,... k. IfanL, . oy -labeling ofG
exists, therG is calledL, o) -labeled. Thepy,... , pk)-labeling numbeof G
Is defined as

X(Dl,---,pk)(G) = min{L | Gis L(pL___’pk) —labeled.



APPENDIXD: COMPLEXITY AND NPO PROBLEMS

Here we give an overview of complexity theory for the aldgumitdesigner. This
only includes some main definitions. For more details werrefeéhe following
excellent books [GJ79, Pap94, AGE9].

Complexity Classes. Let{0,1, }* be the set of all possible strings over alphabet
{0,1}. Denote byix| the length of a string. A language. C {0,1}* is any col-
lection of strings ove{0,1}. The correspondintanguage recognitioproblem

is to decide whether a given strig= {0,1}* belongs td_. An algorithm solves

a language recognition problem for a specific langulad®y accepting(output
“yes”) any input string contained iln, andrejecting(output “no”) any input string
not contained ir..

A complexity class is a collection of languages all of whassognition problems
can be solved under prescribed bounds on the the compuhtesources. We are
primarily interested in various of efficient algorithms, evk efficient is defined as
beingpolynomial time Recall that an algorithm has polynomial running time if it
halts withinn®) on any input of lengttm.

The class P consists of all languagetbat have a polynomial time algorithm ALG
such that for any input stringe {0,1}*,

e X€ L= ALG(x) accepts, and

o X¢ L= ALG(X) rejects.

The class NP consists of all languadethat have a polynomial time algorithm
ALG such that for any input stringe {0,1}*,

e x€ L = thereis astriny € {0,1}*, ALG(X,y) accepts, where lengtl|
is polynomial in|x|.

e Xx¢ L= for any stringy € {0,1}*, ALG(X,Y) rejects.

Obviously, PC NP, but it is not known whether £ NP.
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For any complexity clas€, we define the complexity class ¢as the set of
languages whose complement is in cl@sJhat is

co€ = {L|Le@}.
It is obvious that P= co-P and RC NPNco-NP.

NP-completeness. A polynomial reductiorfrom a languagd.’ C {1,0}* to a
languagd- C {1,0}* is functionf : {1,0}* — {1,0}* such that:

e There is a polynomial time algorithm that computes

e Forallxe {1,0}* xe L' ifand only if f(x) € L.

Clearly, if there is a polynomial reduction frohi to L, thenL € P implies that
L' € P.

A languagel is NP-hard if for every languagd.’ € NP, there is a polynomial
reduction fromL to L’. A language. is NP-completef L € NP andL is NP-hard.

Randomized Complexity Classes. The class RP (for Randomized Polynomial
Time) consists of all languagésC {0,1}* that have a randomized algorithm ALG
running in worst-case polynomial time such that for ary {0, 1}*:

e x€L == Pr[ALG(x) accepts> 3.

e X¢ L= Pr[ALG(x) accepts=0.

Clearly,

PC RPC NP.

A language belonging to both RP and R&can be solved by a randomized al-
gorithm with zero-sided errori.e., aLas Vegasalgorithm. The class ZPP (for

Zero-error Probabilistic Polynomial time) is the class bflanguages that have

Las Vegas algorithms running in expected polynomial timlea@y,

ZPP = RPUco-RP
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NP-hard Decision Problems. Informally, adecision problenis one whose an-
swer is either “yes” or “no”, and it can be treated as a languagognition prob-
lem.

Abstractly, a decision probleii consists simply of a sdd of instancesand a
subsetyn C Dp of yes-instancesAn encoding schemier probleml1 provides a
way of describing each instantén D by an appropriate string if0,1}*. Then,
the language assosited withis defined as

L[MN] := {x € 0,1 |xis the encoding underof an instance € Y }.

We say that a decision probldris NP-hard (complete) if[] is NP-hard (com-
plete).

There are two common ways for encoding numbers (integangry andbinary.
Clearly, the hardness of a decision problem can change wheswitches from
binary to unary encoding.

We say that a decision problefhis NP-hard (complete) in thstrong senser
M is stronglyNP-hard (complete) it [[1] is NP-hard (complete) under an unary
encoding scheme.

NPO Problems. An NP-optimization problenfNPO), 1, consists of:

e A set of input instancesJ, recognized in polynomial time. Ths&ize of
instancel € J, denoted byl |, is defined as the number of bits needed to
write | under the assumption that all numbers occurring @me written in
binary.

e Each instancé € J has a set of feasible solutiofgl). We require that
F(l) # 0, and that every solutioB € F(l) is of length polynomial inl|.
Furthermore, there is polynomial time algorithm that, giaepair(l,S),
decides whethe8e F(1).

e There is a polynomial time computahibjective functionob j, that assigns
a nonnegative rational number to each g&i), wherel € JandSe F(1).

e Finally, N is specified to be eitherrainimization problenor amaximization
problem

An optimal solutiorfor an instance of a minimization (maximization) NPO prob-
lem is a feasible solution that achieves the smallest (&yg#bjective function
value.OPT(l) will denote the objective value of an optimal solution fostance

l.
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An algorithm ALG is said to beptimal for an NPO problentl if, on each in-
stancd, ALG computes awptimal solutioni.e. a feasible solutio8 e F (1) such
thatobj(l,S) = OPT(l), and the running time of ALG is polynomial in

The decision version of an NPO probldinconsists of pair¢l,B), wherel is an
instance ofl andB is a rational number. IF1 is a minimization problem (maxi-
mization problem), then the answer to the decision probketges” iff there is a
feasible solution td of the objective function valug B (> B). If so, we will say
that(l,B) is a yes-instance.

An NPO problemlT is said to be (strongly) NP-hard if its decision version is
(strongly) NP-complete. AssumingPNP, no (strongly) NP-hard NPO problem
has an optimal algorithm.

Approximation Algorithms.  An approximation algorithm produces a feasibel
“near-optimal” solution, and it is time efficient. The forhrdefinition differs for
minimization and maximization problems. LEt be a minimization problem.
An algorithm ALG is said to be @-approximation algorithm foF1, if on every
instancd of N, ALG computes a feasible soluti®e F(1) such that

obj(1,8) < p-OPT(l),

and the running time of ALG is polynomial ifi|. For a maximization problem
I, ap-approximation algorithm satisfies

obj(1,S) > %-OPT(I).

The asymmetry in the definition is due to ensure that1l. The value op > 1is
called theapproximation ratioor performance raticmr worst-case ratioof ALG
and in general can be a function|of.

A family of approximation algorithms{A¢ }¢~0, for an NPO problenfl, is called
a polynomial time approximation scheraea PTAS, if algorithmA¢ is a(1+¢€)-
approximation algorithm and its running time is polynomialthe size of the
instance for a fixed. If the running time of eacl is polynomial in the size of the
instance and in [, then{A¢ }¢~0 is called &fully polynomial time approximation
schemer a FPTAS.

Assuming P£ NP, a PTAS is the best result we can obtain for a strongly NB-ha
problem, and a FPTAS is the best result we can obtain for ah&8problem.

AP-Reduction. The concept of approximation preserving reductions prilsnar
provides a method for proving that an NPO problem does nofitaaimy PTAS,
unless P= NP.
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For a constantt > 0 and two NPO problemA andB, we say thatA is a-AP-
reducible toB if two polynomial-time computable functions andg exist such
that the following holds:

e For any instanceé of A, f(I) is an instance oB.

e For any instanceé of A, and any feasible solutio8 for f(l), g(I,S) is a
feasible solution fof.

e For any instancé of A and anyr > 1, if S is is anr-approximate solution
for f(l), theng(l,S) is an(1+ (r — 1)a + o(1))-approximate solution for
I, where theo notation is with respect tg |.

We say tha#A is AP-reducible td if a constanth > 0 exists such thak is a-AP-
reducible toB. Clearly, if Ais AP-reducible tdB, then anp-approximate solution
for B is mapped to ah(p) approximate solution foA, whereh(p) — 1 asp — 1.

The class APX consists of all NPO problems that have a confstetor approxi-
mation. Then, AP-reductions preserve membership in APXthEeamore, ifA is
AP-reducible tdB and there is a PTAS fdB, there is a PTAS foA as well.

An NPO problenTl is APX-hard if every APX problem is AP-reducible fb. An
NPO problentl is APX-completaf M € APX andll is APX-hard.

Assuming P£ NP, no APX-hard (complete) problem has a PTAS.

A Little Bit of History.  In [Gra66] a simple algorithm for scheduling jobs on a
single machine was presented: Suppose we are given a siaglama and a list
of njobs in some order. Whenever a machine becomes availabtarts process-
ing the next job on the list. Graham made a complete worst-aaalysis of this
algorithm and showed that the maximum job completion tinmrenfakespajhof
the schedule is at most twice the makespan of an optimal athdtiwas perhaps
the first polynomial time approximation algorithm for an KBrd optimization
problem, and at the same time, the first competitive anabfsis on-line algo-
rithm.

Only several years later, immediately after the conceptd®icompleteness and
approximation algorithms were formalized [Coo71, GGU72owever, a pa-
per [Joh74] of Johnson may be regarded as the real startiimg ipothe field.
The terms “approximation scheme”, “PTAS”,“"FPTAS” are doeat seminal pa-
per [GJ78]. The first inapproximability results were alsoivkd about this time,
see e.g. [SG76, LK78].
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Much of the work has been also devoted to classifying thenapétion problems
with respect to their polynomial time approximability. Thetion of strongNP-
completeneswas introduced in [GJ78]. It was also shown teabng NP-hard
problems do not have FPTASs unless P [GJ79].. AstronglyNP-hard prob-
lem is a problem that remains NP-hard even if the numbers imftut are unary
encoded [GJ79].

In [PY91] the class MAX-SNP was introduced by a logical cleteazation and
the notion of completeness for this class by using the dedhlreduction. The
idea behind this concept was that every MAX-SNP-completemopation prob-
lem does not admit any PTAS iff Mx-3SAT does not admit any PTAS. A number
of optimization problem were proven to be MAX-SNP-complebe a remark-
able line of work that culminated in [ALM92], it was shown that Mx-3SAT
has no PTAS, unlessP NP.

Later, based on known results about the approximabilitggholds of various
problems, researches have classified problems into a nushlotasses [AL96].
One of these classes is APX. It was established in [KMSV94ST85, CT0O]

that MAX-3SAT is APX-complete under AP-reduction and under sulsttgron

of reductions. Many problems have been shown to be either-édtplete or
APX-hard, and thus do not have a PTAS, unless RP.

Generalizing NP to allow forandomizedalgorithms has led to a number of new
complexity classes, e.g. ZPP (Zero-error Probabilistigfamial) and PCP (Prob-
abilistically Checkable Proofs). It was shown that the atbedd PCP-theorem
(NP = PCRlogn, 1)) implies that the problem of finding a maximum clique in
an n-vertex graph cannot be approximated within a factonbfé, neither for
somee > 0, unless P= NP; nor for anye > 0, unless NP= ZPP [Aro94, AL96,
AGG'™99, MPS98].
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CONCLUSIONS

We presented approximation algorithms and online algmstiior several sche-
duling and labeling problems. Our work on the problem of mizing average
weighted completion time in Chapter 1 is primarily motivibyy some theoretical
questions which were open for a number of last years. We ptedea general
approximation method which leads to PTASs for two wide @ass scheduling
problems with the average weighted completion time objecind release dates,
which are strongly NP-hard even in very simple cases. Thelitadpproblem in
Chapter 2, which is a natural generalization of the clasgjiaph coloring prob-
lem, and the multiprocessor task scheduling problems deresil in Chapter 3 and
Chapter 4 are new problems suggested by practical applisatiVe considered
online and offline versions of the problems. In the offlindiagt we first showed
that the problems are NP-hard, and then presented appriooimadgorithms. In
the online setting, we first presented online algorithmgterproblems, and then
derived upper and lower bounds on the competitive ratio.

Indeed, there are still many interesting research areasinerAt the end of each
chapter we point out specific open problems related to thie tajdressed in that
chapter. Here we suggest some broader directions for ftégearch.

Our first observation regards average (weighted) compietine scheduling, or
similarly, the sum of (weighted) completion times. Mininmg makespan is a
special case of the problem of minimizing average weightadmetion time.
Stein and Wein [SW97] show that, for a very general class loédaling models,
there exists a schedule that is simultaneously within afaat 2 of the optimal
schedule values for both average weighted completion timden@akespan. Their
proof is based on transforming on optimal schedule for ayeeveeighted comple-
tion time to a schedule that is approximately good for botjective functions.
Chekuri [Che98] asked for a converse to their transformatithat is, is there a
polynomial time algorithm that uses as a subroutine a praeefibr minimizing
makespan and outputs an approximate schedule for minignzeighted com-
pletion time? In [CP$96, QS00] and in this work a number of different approxi-
mation algorithms and methods have been presented whietagswers to these
interesting theoretical questions.

Here we raise the question of finding schedules that are samedusly good for
both the sum of completion times and the sum of weighted cetigpl times.
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This question seems to be non-trivial even in the case ofdedimg on a single
machine. Extending Chekuri’s question, we ask for the aeeigalgorithms in

the multiple machine case which use approximation algmstfor the makespan
objective as a subroutine.

Our next observation concerns the labeling problem. As we ledserved in
Chapter 2, the labeling problem is a good model for the fraqueassignment
problem [Kos99]. However, it is quite common in practicetthaither coloring
nor labeling of the interference graph fits well. The mainkbean behind this
is that in the real frequency assignment some nodes, whe&bamected in the
interference graph, can have the same frequency. In othetswoodes having
either the same color or the same label can form a clique. deraio model
this situation, we propose the following problem of minimg the maximum
color cliqgue We are given a grap® andk colors 12, 3,...,k. A coloring is an
assignment one of the colors to each nod&ofIn a standard graph coloring it
is required that very two connected nodes are colored distih Each set of the
nodes having the same color induces a subgra@h and a clique in this subgraph
is called a color clique. The maximum color cliquedns a color clique which has
the maximum size. The goal is to find a coloring which minimsitee maximum
color clique.

It is not hard to see that the complexity of the color cliquelgdem depends on
the number of available coloks Furthermore, for a grap® andk colors, the
maximum color clique is at leasi(G) /k, wherew(G) is the clique number d&.
In general, approximation algorithms for the chromatic bemcan be adopted
for approximating the maximum color clique. The color ckquroblem is simple
for approximation in planar graphs or trees. However, tlabl@m seems to be
non-trivial in the case of (unit) disk graphs.

Finally, we have an observation regarding multiprocesask scheduling. We
propose to consider the model in which tagiitting is allowed. Informally, in
splitting of a task, one first divides the set of required pssors into a num-
ber subsets, and then consecutively executes of the taskobno¢ these subsets
of processors. From one side, this model fits more for apics in WDM
LANs [BROZ2]. From another side, this model is strongly rethto the multipro-
cessor task variant of flow, open and job shop scheduling@mub[Krags].
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