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Chapter 1

Introduction

This thesis addresses the problem of verification of parameterized systems.
In particular, this thesis focuses on (un)decidability results concerning these
systems, discusses a verification method and tool (PAX) for these systems
(based on abstraction and model-checking), and illustrates these using an
extensive example.

A parameterized system is given by a system description containing some
parameters that can be instantiated by different values, such that different
parameter instantiations may lead to different finite-state systems.

Parameterized systems arise in many areas, for instance data base appli-
cations which are expected to work for any number of users accessing the
data base, web applications, communication protocols, operating systems,
or hardware cache-coherence protocols. All these examples have in common
that correctness of the system should not depend on the parameters, hence,
every system instantiation is required to be correct.

Many of these systems and algorithms are safety-critical, and, therefore,
correctness is an important issue. For small system instances, existing tech-
niques can be used for verification and debugging. Nevertheless, even if a
number of instances is checked, the question remains whether the system is
correct for all parameter instantiations.

An abstract description of the verification problem for parameterized sys-
tems can be stated as follows:

Given a system S(iy,...,7) with k parameters iy,... i,
and a property ¢, prove for all possible values nq,...n; whether
S(ny, ... ,ni) satisfies property ¢.

The parameters are not bounded in general.
Hence, a parameterized system describes a family of systems, which is
infinite in general. The members of the families are also called system in-
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stances. The verification problem for parameterized systems results in prov-
ing correctness for every system instance. Consequently, one has to prove a
property for infinitely many system instances.

1.1 Modeling and Decidability Results

It is known that the general verification problem for parameterized systems
is undecidable [AKS86, Suz88].

On the other hand, verification of several strongly restricted classes of
parameterized systems are known to be decidable. Results of this type are
given in [GS92, EN95, EN96, EK00, Mai01].

Inspired by the discrepancy of general undecidability on the one hand,
and decidability results for different restricted classes on the other, we focus
on investigating the boundary of decidability in this area.

We approach this question by presenting a uniform general framework
for modeling parameterized systems, and by investigating the verification
problem for a number of derived subclasses. The general framework allows
to represent many of the known decidable system classes. By defining a
number of constraints on this general model, a classification for parameterized
systems is derived.

A general framework for verification of parameterized systems must pro-
vide:

e a formal definition for parameterized systems S(iy,. .. , i),
e a domain for the parameters i, ... , i,

e a formal language to express system properties, and

e a formalization of the satisfiability notion.

The parameter domain is given by the natural numbers N>;. This choice
of the domain was made in all the work mentioned previously, although, in
many of them not all the properties of the natural numbers are used, such
that, in principle, this domain can often be substituted by simple unordered
finite sets of identifiers.

Our framework is based on a finite set of finite state variables and array
variables. The systems are parameterized by the size of the array variables.
Predicates are used to describe initial states and transition relations, where
quantification over array indices can be used. The semantics of a system
instance is given by the set of its maximal traces. Properties are expressed
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in linear time temporal logic, where additionally universal quantification over
array indices is allowed.

The choice of this framework is natural; it is a classical model of a tran-
sition system based on variables used, for example, by Manna and Pnueli
in [MP95] and also in [APR*01, Mai01, PRZ01] as a computation model for
parameterized systems.

Verification for the general system class is undecidable. Hence, we impose
a number of independent constraints on systems to obtain a large number
of parameterized system classes, among them systems which correspond to
a parameterized number of parallel user processes connected to some finite
state controller. The semantic model of these processes can be restricted to
either asynchronous or synchronous execution, using simple syntactic con-
straints.

In particular, constraints are given upon the usage of index terms which
appear in expressions containing arrays, the type and number of quantifiers,
and the usage of index term comparisons. These restrictions apply to the
initial state predicate and to transition relation predicates.

By imposing these constraints on the general model we also obtain system
classes corresponding to decidable classes known from literature, or extending
them.

1.2 Verification by Abstraction

As already mentioned, the general verification problem for parameterized
systems is undecidable. Hence, a complete and sound verification method
for the general system class does not exist. Nevertheless, one can develop an
incomplete and sound verification method and hope that it can be applied
to systems of interest.

We present a sound but necessarily incomplete verification method based
on abstraction which can be applied to parameterized systems not belonging
to decidable classes. This method is, however, not fully automatic and needs
user interaction. We show how to verify both safety and liveness proper-
ties expressed in linear time temporal logic (LTL), and discuss how this is
implemented in our tool called PAX.

Verification by abstraction is a popular verification approach applied in
many areas. The general idea is to verify a more abstract system which is
easier to verify than the original concrete one. If the abstract system is finite,
for example, model-checking can be used to establish properties about it.

In our context of universally path-quantified properties, abstraction means
that abstract systems have “more” behavior than the original one. Intu-
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itively, if one over-approximates the system behavior and all the traces of
the over-approximation satisfy a given property, one can conclude that also
the original concrete system satisfies this property.

On the other hand, in case verification of the abstract system fails, this
does not imply that also the concrete system does not satisfy the property,
since some of the “added” traces may violate the property. Counterexamples
which are introduced by the abstraction process and do not have a concrete
counterpart are called false negatives

In case verification of the abstract system gives rise to a counterexample,
our verification method requires user interaction. It is not clear whether the
abstract trace corresponds to any behavior of the concrete system, due to the
over-approximation. If the user is able to find a concrete counterpart for the
abstract counterexample, obviously the concrete system does not satisfy the
property and verification ends with a negative result. Otherwise, the user
has to refine the abstract system and can again try to verify it.

Giving an abstract system and an abstraction relation, and showing va-
lidity of the abstraction relation are tedious tasks. Moreover, during the
verification process the abstract system is usually modified several times,
and each time the abstraction relation has to be established anew.

Therefore, we follow the approach to give an abstraction relation that
relates concrete with abstract states and compute the abstraction automati-
cally instead of giving the abstract system and establishing the abstraction
relation.

The user interaction then reduces to refining the abstraction relation if
a counterexample for the abstract system is found. The construction of the
abstract system and its verification can be done automatically.

However, it is not obvious how to use the verification-by-abstraction ap-
proach for parameterized systems, since a parameterized system corresponds
to a family of systems, and each member of the set should be verified, whereas
the notion of abstraction refers only to one system. Our idea is to model a
parameterized system as one higher-order system and compute finite abstrac-
tions of this system to be able to use existing model-checking techniques to
verify properties of the abstractions. Our verification method is based on the
following:

¢ We model parameterized systems as higher-order transition systems in
the weak monadic second-order logic of one successor, WS1S in short.
These systems have variables ranging over finite sets of natural num-
bers. The logic WS1S is known to be decidable.

e Given an abstraction relation, the decidability of WS1S allows one to
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automatically compute a finite abstraction of the whole system. This
finite abstraction will be an abstraction for every instance of the system.

e Model-checking techniques are then used to establish properties valid
for all system instances.

Unfortunately, this approach is hardly applicable for liveness properties.
Intuitively, liveness properties express that the system eventually reaches a
state which is considered to be “good”. The abstraction process basically
merges concrete states. Therefore, if one concrete transition leaves a state
and enters some other, and both are merged, a cycle is introduced in the
abstraction. If such a cycle is taken forever, the good states will never be
reached, which prevents liveness verification. In fact, abstraction usually
introduces a lot of cycles, and these cycles invalidate most liveness properties.
Therefore, we extend the method to be able to prove liveness properties as
well.

To extend the method for liveness verification we compute fairness con-
straints of the concrete system which are satisfied by every system instance.
The constructed abstract system corresponds closely to the concrete one.
Hence, we are able to lift the constraints valid for every concrete system in-
stance to the abstract level. The computed constraints rule out the infinite
execution of cycles introduced by the abstraction, thus allowing to verify
liveness properties of the abstract system.

1.3 Contributions

In this thesis we present a framework for modeling parameterized systems
and for deriving a classification of subclasses. This classification is used to
investigate the boundary between decidable and a number of undecidable
parameterized system classes.

Moreover, we give a sound (but necessarily incomplete) verification method
for parameterized systems based on abstraction. This method can be used
to verify liveness properties as well, by deriving fairness constraints from the
concrete system.

The method is implemented in a tool set we’ve called PAX. These tools
can be used to automatically compute abstractions of WS1S systems, to
translate these constructed abstract systems to input languages of existing
model-checkers, and to compute fairness constraints which can be used to
enrich abstract systems, allowing liveness verification.

The PAX tool is based on decision procedures for the WS1S logic, im-
plemented in the MoNA [HJJT96] tool. Basically, the PAX tool gives MONA
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several WS1S predicates characterizing abstract transitions, and MONA com-
putes an automaton representing the set of all models of these predicates.
The abstract transitions can be extracted from this automaton.

We demonstrate applicability of the verification method by presenting a
case study of a cache-coherence protocol, and proving both its safety and its
liveness properties.

1.4 Structure of the Thesis

After defining some basic notions in Chapter 2, we present our parameterized
system classification in Chapter 3, defining formally a large variety of different
system classes. All these classes are based on the underlying model of systems
with a finite number of array variables of parameterized size, and some finite
state variables. The system classification covers both synchronous execution
models of a parameterized number of processes and asynchronous execution
models. We restrict the general model in such a way that also a finite state
controller can be connected both synchronously or asynchronously to these
processes.

These classes are investigated in Chapter 4. For several system classes
we prove or disprove decidability of the verification problem for different
properties.

Chapter 5 presents our verification method for parameterized systems
based on abstraction. We focus on the system classes for which the method
is applicable. Chapter 6 discusses some extensions and problems for liveness
verification based on abstraction.

The verification method is implemented in PAX. This tool is presented in
Chapter 7. Especially, we present heuristics and methods which allow one
to progress with the verification even when the computational power of the
running computer is exceeded.

We end with a case study of a cache-coherence protocol in Chapter 8,
showing the applicability of our method, and then present some conclusions.

1.5 Related Work

As observed already, it is known that the general verification problem for
parameterized systems is undecidable [AK86, Suz88]. The undecidability
proof of this result is based on the idea to use system instance S(n) to
simulate n steps of a Turing machine. If the Turing machine halts, an instance
in the size of the number of steps of a halting computation is able to reach
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a state corresponding to the halting configuration. Hence, the non-halting
problem for Turing machines can be reduced to the question whether every
instance S(n) never reaches a state corresponding to a halting configuration.

There are two possible ways in which to proceed: one can either consider
subproblems, i.e., one can investigate the verification problem for restricted
classes where verification is decidable, or one can devise sound but necessarily
incomplete methods and hope that the method is applicable to the systems
of interest.

Of the work presenting decision procedures for restricted system families
we discuss the following.

The verification problem for systems consisting of a control process and
a parameterized number of identical user processes is investigated in [GS92].
Processes use synchronization labels to communicate, and no other kind of
communication is possible. It is shown that linear time properties over the
controller are decidable. Moreover, it is shown that properties which refer to
the controller and which universally quantify over processes are also decidable
by reducing these types of properties to controller properties.

Decidability of a class of synchronous systems consisting of a finite state
controller and finite state user processes is shown in [EN95, EN96]. Processes
in this class are allowed to refer to the state of the controller and user pro-
cesses in a uniform way. Hence, a transition guard is able to express that
some process is in some local state and that simultaneously all processes are
in another set of local states. For this system class, algorithmic methods are
presented for both safety and liveness properties.

A system class consisting of a parameterized number of asynchronously
proceeding user processes from several process classes is investigated in [EK00].
It is shown that the verification problem can be reduced to the verification
of system instances of sizes up to a computable bound k.

There are also approaches leading to decision procedures for restricted
classes and to incomplete verification methods.

One of these approaches for model-checking safety properties is presented
in [Mai01]. Starting from a state predicate describing the “bad states”, a
proof tree construction is given which performs a backward search using a
(backwards) predicate transformer. By giving sufficient conditions for termi-
nation of this algorithm, classes of parameterized systems are characterized
for which the verification problem is decidable.

In [BD02a, BD02b] verification techniques are investigated which can
be used to verify systems which are parameterized in several dimensions.
These papers approach the problem by combining multiset rewriting with
constraints and the theory of well-quasi orderings. New classes of parameter-
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ized systems with unbounded local data are presented, for which verification
of safety properties is decidable. Moreover, automated abstractions are given
which can be used for systems outside the decidable fragment. Especially,
verification of broadcast protocols is investigated in [BD02a].

Broadcast protocol verification is also addressed in [EFM99]. The ap-
proach used in these papers falls under the paradigm of using well-ordered
sets for the verification of infinite-state systems [ACJT96]. All sets con-
sidered are upward closed with respect to some well-order, and guards are
restricted to characterize this type of upward closed set. It is shown that
liveness properties are undecidable for this system class.

A considerable amount of related work essentially tries to find incomplete
verification methods. Among this work is the following.

The first line of research addresses the verification problem by the use of
network tnvariants, which can be considered as a form of structural induc-
tion to reason about systems with an unboundedly large number of identical
components. The first methods based on this approach were [KM89, WL89].
This method requires the invariant to be defined and relies on proof obliga-
tions which correspond to the base case and to the inductive step. This
approach was extended by the use of network grammars and a method
to define invariants in [CGJ95]. Characterizations of system classes for
which invariants can be found were given in [Sis97]. The work presented
in [BCG89, SG89, HLR92, LHRI7] is also based on finding network invariants
which have to be found during the verification process and which abstract
an arbitrary number of processes.

In [CR99a, CR99b, CR00], the notion of network invariants is combined
with a generalization of the data independence technique [Wol86]. This en-
hances the applicability of the verification method.

A group membership algorithm of a time-triggered protocol called TTP/C
is automatically verified in [BM02], combining a non-trivial abstraction ap-
proach to unbounded (parametric) counter automata with symbolic reacha-
bility analysis.

Regular model-checking is another verification approach. In [KMM™*97]
regular languages are used in a semi-automatic method to represent sets of
states of parameterized systems. Intuitively, a word represents a process
configuration such that each symbol of the word refers to the local state of
one process. Hence, a regular language can be used to represent a set of
linear configurations of different system instances.

Finite-state transducers are used to compute predecessors of these rep-
resentations. Unfortunately, the analysis procedure diverges in many cases.
In [ABJN99, JN0O] acceleration techniques are applied to consider the effect
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of taking a transition arbitrary often and obtaining termination of the algo-
rithmic method. System classes are characterized for which the acceleration
techniques can be applied.

In [PS00] acceleration techniques are proposed to compute transitions
described in WS1S which correspond to iterations of a system transition.
For simple examples the exact set of reachable states can be computed. An
incomplete but fully automatic method for proving invariance properties is
presented in [APR01, PRZ01]. Model-checking is applied on small instances
to compute candidates for invariant assertions. Deductive methods are used
to check whether they are inductive and can be used to prove the property.
The deductiveness of these candidates is also checked using symbolic model-
checking techniques. In [PXZ02] an abstraction based verification method
similar to ours is proposed. Additional fairness constraints are derived to
allow liveness verification.

1.6 Bibliographic Notes

Some parts of this thesis have been published already. In particular, the
verification method for parameterized systems based on abstraction and its
extension to liveness explained in Chapter 5 and Chapter 6 are published
in [BLS00a, BLSOOb]. The case study from Chapter 8 was published in
[BLS02]. Certain ambiguities in these publications are clarified. Moreover,
several ideas of [SBLS99], especially the incremental verification approach,
influenced the verification method in Chapter 5. The PAX tool explained in
Chapter 7 has been presented at the FM-Tools 2000 workshop at Reisenburg
castle. Chapter 3 and Chapter 4 (the main chapters of this thesis) are entirely
the work of the current author, as are Chapter 7 and Chapter 8.
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Chapter 2

Preliminaries

2.1 Notational Conventions

Let us first define some very basic notions.

For sets A and B, we denote the set of all functions from A to B by
[A — B]. For A’ C A and a function f : A — B, f| 4 denotes the usual
restriction of f on A’

By N we denote the set of the natural numbers including 0.
For m,n € N, let [m...n| be the set {j | j € NNm < j <n}.

For n € N, the set [0...(n — 1)] is abbreviated by [n]. [0] is the empty
set.

For a set A and n > 1, A" denotes the Cartesian product x? ;A.

Definition 2.1 (Sequence)
Let A be a set. A sequence over A is a function from a N_,, or from N to A.

A7 is the set of all finite sequences over A, namely |J,y[Ncn — Al.
The empty sequence is denoted by ¢.

A¥ denotes the set of all infinite sequences over A, namely the set of
all functions [N — A].

A2 £ AT U A% is the set of all finite and infinite sequences over A.

11
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Definition 2.2 (Sequence length)
For a sequence o € A%, let || be the length of the sequence, i.e., |a] = N
if « is infinite, and |a| = k if @ € [No, — A]. We define the abbreviations
last(a) = a(|ja| —1) and first(a) = «(0). O
Definition 2.3 (Prefix, postfix, subsequence)
For a sequence a € A%, and k < |a/, let
alff
be the postfix of « starting at position k. Formally speaking, it is the se-
quence 3 € AY with length |a| — k if « is finite and length N otherwise, such
that 5(j) = a(j + k) (for 0 < j < |a| — k).
For k < |af let
ol = 04|[k] = O‘|[0...k71]
be the prefix of the first £ sequence members of o, from position 0 to £ — 1
(excluding position k).
Define for m < n < |«
afm...n] = (@)™ |nomet
which is the subsequence of « from position m to position n, including both
limits. O

Remark 2.4
Let « € A% and k£ € N.

e If « is finite and k < |a/, then |(a|*)| = |a| — k.
e o' =q.
e a/™(n—m)=qa((n—m)+m)=can) form<n<|al
&

Definition 2.5 (Function variant)
For a function f : A — B, elements a € A and b € B, the variant of f which
maps a to b is defined by

b ifz=a

(f:amb)(@) = { f(z) otherwise
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Definition 2.6 (Concatenation)
For a € A, a € A% define the concatenation of a and « by

def

a-a = {0,a)}U{(n+1,2) | (n,z) €a} .

For a € A7, 3 € A define the concatenation of o and 3 inductively by

def ﬁ ifa=c¢
a-f = { a|jgj-1 - (last(a) - B) ifa#e

O

A stutter step in a sequence is a repeated occurrence of the same element.
In the following chapters, we sometimes will be interested in sequences with-
out stuttering, where any two successors in a sequence are different. This
leads to the following definition.

Definition 2.7
Define f : A7 — A7 by

e fa=c¢
ha if a # e A a # first(a)
o if a # e A a = first(«)

a-
a-

This operator can be extended to work on infinite sequences as well. So we
assume that fo is the (finite or infinite) sequence which results in removing
all stuttering steps of an infinite sequence «. O

Similarly, one can also define the stuttering closure, which is the set of
all prefixes of all stutterings derivable from a set of sequences.

Definition 2.8 (Stuttering closure)
Define SC : A — A“ by

SC(a) = {p | BB is prefix of ta} .

As usual, this operator is extended to sets of sequences. O

2.2 Basic Definitions

Let V be a finite set of variables, and V;,4.; a set of index variables. We
assume that a type type(v) is associated to each variable v € V and that we
basically have four different types of variables in V:
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one special parameter variable N of type N,

array variables (of identical size), each having a finite type,

finite type variables, and
e numeric variables with values in N.

For an array variable x € V, the type of x is the set of values which can be
entered into an array position z[i]. Let V be the union of all the types of
variables from V. We will use x as array variable, y will denote a finite type
variable, and z is a typical numeric variable.

Definition 2.9 (Index term, term, predicate)
An index term is a term

ju=ilz|j+c|j—clc

where ¢ € Vipge; is an index variable, z € V is a numeric variable, and ¢ € N
is a constant®.
A term t over V is built by the rule

tu=v|zlj] |y

where v € V is a value, x € V is an array variable, ¥y € )V is a normal
variable, and j is an index term. The type of a term is the type of its
variable or constant.

A predicate over V is built using the following rule

pu=tt|fflti=te|ji=J2 |1 <Jo|PLAp2|-p
|Vai:p|3ni:p|(p)

where ¢; and ¢, are terms of the same type, j; and j, are index terms,
1 € Vindeg 1s an index variable. Vi : p and dyi : p are bounded quantifica-
tions over the natural numbers less than /N. Since we restrict predicates to
this bounded quantification only, we do not allow to negate formulae with
quantification inside, and usually omit the subscript N.

The set of free index variables free(p) is defined as usual. If {i1,... i}
is the set of free index variables of a predicate p, then this is denoted by
p(i1, ... i) or p({i1,...,ix}). If a predicate has no free variables, it is
called closed. Analogously, a term or index term is called closed, if it does
not have any free index variables. O

'We will later restrict the index terms used in various predicates, especially the use of
constants.
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We will use the usual boolean connectives as abbreviations, e.g., pV q for

Definition 2.10 (Substitution)

For a predicate ¢, a term or index term s, and a program or index variable
w, the substitution of w by s in ¢, denoted by ¢[s/w], is defined inductively
as follows:

o tt[s/w] = tt and ffs/w] & ff
tr = to)[s/w] = ti[s/w] = to[s/w]

*
o (ji < jo)ls/w] = jils/w] < jals/w]
o (p1 Ap2)[s/w] = pufs/w] A pals/w]

(=

p)[s/w] = —(pls/w])
for Q € {VN, HN},

Qi:p ifi=w
o Qi : pls/w] if i # w A i ¢ free(s)
(Qi:p)s/w] = < Qi :pli'/i][s/w] ifi# wAié€ free(s)
Ni' ¢ (free(p) U free(s))
AN #w

o (p)ls/w] = (pls/w])

v[s/w] = v

cls/w] = ¢

ails/ul 2 {20 e

def S ify:w
yls/w] = { y ify#w

Definition 2.11 (Evaluation)

Assume a set V of variables containing the parameter variable N. An eval-
uation o of V is a well-typed? function o : V — VU [[n] — V], for some
n > 1.

2Types are simply sets in this thesis.
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An evaluation o is well-typed, if it assigns to each array x € V a value
from [[n] — type(z)], to each non-array variable y a value from type(z), and
if o(N) = n.

For a closed term t and an evaluation o, the value of ¢ in o, £[t](0), is
defined as:

o (o) =
e &lz[j]](0) = o(2)(5)
e Elyl(o) = a(y)

Here, v € V is a constant, x € V is an array variable, ¥y € V a non-array
variable, and j is an index term. O

Definition 2.12

Let o be an evaluation, and p be a closed predicate over variables V (where N
is replaced by some constant n). The relation o = p is defined by induction
on the structure of p as follows:

co

o ff

o =t =ty iff E[t1](0) = E[t2](0)

o | j1 < jo iff E[j1](0) is less than &[j>](0)

ocEpPiApyiff o Ep; and o | po

e o E=-piffnotocE=p

e 0 =Vyi:piff o = p[p/i] for each possible value y < o(N)
e 0 = dyi:piff o = p[p/i] for some value p < o(N)

For the definition of transition relations we use predicates over variables V
and V', where V' contains a primed copy z’' for each variable x € V. We
assume that YV NV’ = (). The primed versions refer to the successor state of
the transition, the unprimed versions refer to the state before the transition
takes place. For two evaluations o1, 09 of variables V define

(01,02) |=p iff o }:p,
where o is an evaluation of Y U )’ such that

| oi(z) ifzeV
o(x)—{ oay(z) ifz el
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2.3 Decision Problems

In this section we briefly introduce the notion of a decision problem [TA95],
and the reduction of one decision problem to another. The reduction can
be used to show undecidability of a problem by reducing an already known
undecidable problem to it. We will use these notions in Chapter 4 frequently.

Definition 2.13 (Decision problem)
A decision problem is given by a pair P = (Ep, P) consisting of a set of
inputs Ep and a set P C Ep for which the answer “yes” has to be given.

A decision problem P = (Ep, P) is called decidable if there exists an
algorithm which answers for each z € Ep, whether x € P or not. O

We are especially interested in the question whether there exist decision
procedures for certain classes C of parameterized systems and (subclasses of)
verification properties over ) as given in Definition 3.20.

The precise formulation of this question as a decision problem P =
(Ep, P) is given by

def

Ep = {(S,9) | S €C, ¢ is a verification property over V}

and
P £ {(S,¢) € Ep | S satisfies ¢} .

Consequently, a procedure deciding this problem P has to decide for arbitrary
systems S € C and properties ¢ € V, whether S = ¢ is valid or not.

In case such a problem is undecidable, which means that there cannot
exist an algorithm deciding the problem, one usually does not prove this
directly. Instead, one chooses a known undecidable problem and reduces this
problem to the new one which is be proven undecidable. So we first define
the very important notion of reducibility, which essentially means that one
decision problem can be decided using the decision procedure for another
decision problem.

Definition 2.14 (Reducibility)

Given two decision problems P = (Ep, P) and Q = (Eg, Q). P is called
reducible to @Q, if and only if there exists a computable total function f :
Ep — Eg such that

Vi€ Ep:z€P& f(z)eq .
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The importance of this notion is given by the following lemma.

Lemma 2.15 (Reduction lemma)
Given two decision problems P and Q. If P is undecidable and P is reducible
to @, then Q is undecidable.

Proof: Assume that P is reducible to Q and @ is decidable by an algorithm
A. Then there exists a computable function f such that z € P & f(z) € Q.
Then the algorithm which, given an input z € P, first computes f(z), and
then works like A on f(x) decides P. |

The computable total function f in Definition 2.14 is usually simply an
(algorithmic) construction given in an undecidability proof. Such a construc-
tion defines, given an arbitrary system & in a certain class, a system S’ in
another class. In our examples, S is usually a two counter machine (for
which the halting problem, formally defined in Definition 2.20, is known to
be undecidable), and &' is a parameterized system in a certain class. The
algorithmic construction then ensures that S is halting if and only if a certain
property is valid for all instances of S'.

Next we formalize these two counter machines.

2.4 Counter Machines

A counter machine [HMUO1] is an automaton provided with a set of counters
(or registers). These counters can hold any nonnegative integer, but can only
distinguish between zero and nonzero values. Consequently, each step of the
machine depends on its state and the information which of the counters are
zero. In one step, a machine is able to

e change the state, and

e independently add 1 to or subtract 1 from any of its counters. Counters
may also be left unmodified, and it is not allowed to subtract from a
counter with value zero.

Such a counter machine may also be seen as a special multi-tape Turing
machine [HMUO1]. A multi-tape Turing machine has a finite number of
tapes, with one tape head for each of them. It starts with input given on the
first tape, and with the blank symbol on all cells of the other tapes. A move
of a multi-tape Turing machine allows to write tape symbols independently
on each of the tape, and also move the tape heads independently in any
direction.
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Counter machines can then be modeled by having only one symbol, and
using one tape for each of the counters. An incrementation is then modeled
by going right and writing down the symbol. A counter is decremented by
writing blank (if the head is on the one non-blank symbol), and going left.
The counter modeled by a tape has value zero, if the head is on a blank,
otherwise the counter is greater zero.

The interesting result is that counter machines with only two counters are
already strong enough to simulate a Turing machine, hence, they are able
to accept every recursively enumerable language. This result can be shown
by first showing that a counter machine with “enough” counters allows to
simulate a Turing machine, and then showing that a two counter machine
can simulate a counter machine with more counters.

Theorem 2.16
Every recursively enumerable language is accepted by a counter machine.

Proof: Assume we have only one symbol “I” and the blank symbol. Then, the
information on each field is just one bit, and a sequence of fields corresponds
to a binary number. So, one can use two counters ¢, and ¢; to encode the
right and the left tape (seen from the head) as number [, f; - 2, where
fi = 1 if the symbol on position n is “I”, and f; = 0 otherwise (the left tape
is encoded from the head to the left, i.e., in “reverse” order compared to the
right tape).

A third counter ¢;, could hold the head field, so this one is always 0 or 1.
Then, writing a symbol is just changing this counter. Moving the head to the
right corresponds to multiplying ¢; by 2, adding ¢, to the result, and dividing
¢, by 2, setting cj, to the remainder of this division. Moving the head to the
left can be done analogously. These operations are possible using some more
counters. The reading of the head’s actual symbol is just testing for ¢, = 0.

|

Theorem 2.17
A counter machine with n > 2 counters can be simulated by a two counter
machine.

Proof: The idea here is that by using Gddel encoding one can encode the n
counters in one counter: If we have n counters ki, ... , k,, then the counter

n

o £ H(Pj)kj

j=1
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encodes them, where p; is the j'th prime. For n = 3 this encoding is 2% - 3k2.
5%s. Then, incrementing the j’th counter is simply multiplying ¢; with p;,
decrementation is dividing. The test whether counter j is zero corresponds
to testing whether ¢, is dividable by p;; if this is not the case, counter j is
zero. All these operations can be done using the second counter. [

We use a slight variation here in which at most one counter is modified by
a transition. It is easy to see that this model is computationally equivalent
to the previous version.

Definition 2.18 (Two counter machine)

A two counter machine M = (Q, qo, Ro, R1,T) consists of a set of states @
with ¢p € () being the initial state, two registers Ry and R; ranging over the
natural numbers, and a set T of instructions (g, by, b1, j, D, q¢') which consist
of the following components:

e ¢,q' € Q is the initial resp. target state of the instruction.

e by and b; are boolean values. They are enabling conditions, such that
the instruction can only be executed in case b; = (R; = 0).

e j € {0,1} is the number of the register to be modified.
e D € {inc,dec,nop} is the operation on register R;.

A two counter machine M is called deterministic, if for each ¢ € ) and all
boolean values by, by, there is at most one instruction (g, by, b1, -, -, -) in 7.
O

Remark: We will sometimes abbreviate “two counter machine” with 2CM.

It is straightforward to define configurations and computations for this
model.

Definition 2.19 (Configuration, computation)
Let M = (Q, qo, Ro, R1,T) be a two counter machine.
A configuration of M is a triple (g, ko, k1) with ¢ € Q and ko, k1 € N.
For two configurations ¢ = (g, ko, k1) and ¢ = (¢, k{, k}) of M and an
instruction t = (p, b, by, j, D, p’) we say that ¢ is a t-successor of ¢ if

e p=gandp =g,
e ki =0if b;, for i =0,1,

° kifj = k1, and
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k; if D =nop
ok;-= ki +1 if D=1inc
ki —1 if D =dec

A computation (or run) of M is a sequence r € (@, N,N)% such that
e 7(0) = (go,0,0), and

e for each i < |r| — 1, there exists an instruction ¢ € T such that (i + 1)
is a t-successor of 7(3).

Definition 2.20 (Halting)

We say that a two counter machine is halting, if there exists a finite compu-
tation r € (Q,N,N)¥ of that machine such that there is no successor of its
final configuration. O

The following result follows directly from Theorem 2.16, Theorem 2.17,
and the well-known undecidability of the halting problem for Turing machine.

Theorem 2.21

Let M be a two counter machine. It is not decidable whether M is halting
or not.

Without loss of generality, we can also restrict ourselves to deterministic
two counter machines which stop in a certain stop configuration.

Corollary 2.22
Let M be a deterministic two counter machine. It is not decidable whether
M can reach the halting configuration in state g, with Ry = Ry = 0.
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Chapter 3

Classes of Parameterized
Systems

This chapter defines a formal computation model for parameterized systems,
and discusses how to restrict the general model to get interesting subclasses.
Moreover, we define the properties that we like to prove of these systems.

We start with a very general model for parameterized systems presented
in Section 3.1 and the definition of its semantics given in Section 3.2. In
Section 3.3 we present the class of properties we will investigate. Afterwards,
we discuss in Section 3.4 how to restrict the general system to get a number
of interesting different system classes.

Having thus defined the formal verification problem, we proceed by dis-
cussing in Section 3.5 how our system relates to parameterized systems with
many parameters. Finally, after presenting some technical notions in Sec-
tion 3.6 that we need in the following chapter, we prove some general prop-
erties valid for all system classes in Section 3.7.

3.1 Parameterized Systems

In this section we present our general computation model for parameterized
systems.

Definition 3.1 (Parameterized system)
A parameterized system S = (N,V, p,0) consists of:

e A (parameter) variable N ranging over the natural numbers.

e A set V of variables as follows

23
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— T1,...%, ¢ array [N], each array is of a fixed finite type!,
— y1,..-Yp : each of a fixed finite type,
— 21,...2 . of type N.
We will refer to the variables ¥, ...y, as normal or global variables, to

21, ... % as numeric variables. They are denoted by Vy resp. V. The
array variables are denoted by Vx.

e A closed predicate §(NV,V) describing the initial states.

e A closed transition relation predicate p(N, V, V') which relates pre-state
variables ¥V with their primed counterparts, the post-state variables V'.

|

Before proceeding by defining the semantics of a parameterized system,
we give a small example.

Example 3.2 (Simple resource allocation)

As an example we use a very simple resource allocation algorithm. Assume
that a resource is given which a number of clients need to access. It should be
ensured by the algorithm that at most two clients at a time have simultaneous
access. Using a (global) semaphore variable, one client i can be modeled
informally as shown in Figure 3.1.

s>0—

5:=5—1

s:=s5+1 cli] == tt

cli] .= ff

Figure 3.1: Simple resource allocation

In this algorithm, s is the semaphore variable, initially set to 2. A flag
cli] is set to tt whenever the resource is accessed by client i.

In our framework, such a parameterized system can be modeled as a
system § = (N, V, p, 0) consisting of

nstead of a finite type one could also choose booleans for all arrays, since an array
of arbitrary type can easily be modeled using a number of boolean arrays. But for the
constructions following later, arbitrary finite types are more convenient.
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o V= {501} with

— type(s) = 40,1, 2},
— type(c) = array [0... N — 1] of Bool,
— type(l) = array [0...N — 1] of {1,2,3,4},

e transition relation predicate

pEF<N: (Iij=1As>0Al[[]=2A8 =5—1
AN =cAVj < N.j#i=1[j]=1}4])
V(I[i] =2Ali] =3ACdi]=ttNs =5
AVj < N.j#i= U}l =1 Aclj] = clj])
V(I[i] =3AUi=4Nil=ffAs=s
AVj < N.j#i= U= 1] Al = cj])
V([ =4ANli]=2ANs =s+1
AN =cAVj<Nj#i=1j]=I1] ,

e and initial state predicate

def

0 =s=2AVi<N.i]=1A=c[i] .

Note that we need to model the locations (program control flow) explicitly
by a parameterized array (. [

3.2 Semantics

Let S = (N, V, p,0) be a parameterized system in this section, and assume
n € N. Intuitively, the system instance S(n) is the system which we get by
instantiating the parameter variable N by n. Formally, this can be expressed
as follows.

Definition 3.3 (State, System instance)

A state o is a well-typed evaluation o : ¥V — V U [[n] — V] for the variables
V fulfilling 6(N) = n, where V is again the union of all types of variables of
S, for some n € N.

Define Xy, as the set of all states over variables V with array size n.
Sometimes we also use the notation g ,, meaning the states over the vari-
ables of S.

The instance of a parameterized system (or short system instance) is the
system consisting of the same components as S, to which we associate the
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state space Xy ,. This can be seen as the instantiation of N with the natural
number n € N. We denote such an instance by S(n).

If the context is clear, i.e., the system instance we refer to is obvious, we
will denote the set of states of the system instance by X.. |

We are now able to define the computational behavior of a system in-
stance.

Definition 3.4 (Trace)
Let S(n) be a system instance of a parameterized system with transition
relation p, for some n € N, and assume 0,0’ € 3. We call ¢’ a p-successor of

o, if (o,0") E p.
A trace of instance S(n) is a sequence o € X¢ of states of S(n) fulfilling

1. a(0) =6,
2. Vj<|al=1:a(j+1)is a p-successor of a(j), and

3. « is maximal, i.e., it is either infinite, or « is finite and there is no
p-successor of last(a).

Definition 3.5 (Semantics of an instance)
Let S be a parameterized system and n € N. The semantics of instance S(n)
is the set of all traces of S(n). This set is denoted by [S(n)]. O

Example 3.6
Let us go back to the resource allocation algorithm & given in Example 3.2.
The instance of size 3 of this system, §(3) has, e.g., such a state:
o= (s—0,l~1cr o),

where

el=(0—1,1+2,2+3), and

e =0~ ff,1— ff,2—tt).
So, in this state o, client 0 is located in program location 1 and its ¢ value

is currently ff, client 1 is at location 2 with the same c value, and client 2 is
at 3 with its ¢ set to ¢f. &
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3.3 Verification Properties

In this section we will formally define the class of properties which we want to
prove about parameterized systems. We start by defining Kripke structures
as a model of computations for concurrent systems, and define the linear
temporal logic to express properties. Finally, we show how to extend the
framework to reason about parameterized systems.

Verification properties are extended with universal quantification over
indices. By this universal quantification, properties are expressible which
should be valid for all processes, if one has the picture in mind that each
system instance S(n) consists of n processes. In Section 3.4, we explain this
point of view in more detail.

Definition 3.7 (Kripke structure)
A Kripke structure M over the set of atomic propositions P is a quadruple
M = (S, Sy, R, L) where

S is a finite set of states,

Sy C S is a set of initial states,

e R C S x S is a transition relation, and

e L :S — 2% is a labeling function, i.e., is a function that associates with
each state S the set of atomic propositions that are true in the state.

A path in M from state s is a maximal sequence of states a = sy, $1, ...,

such that so = s and (s;,s;41) € R, for all positions ¢ < |a] — 1. The path

is mazimal, if it is infinite or if there does not exist a successor of the final
state.

A computation of M is a path in M starting in an initial state sy € Sy.

O

3.3.1 Propositional Linear Temporal Logic

For terminating sequential and concurrent programs, correctness, or more
generally system properties, can be formulated in terms of pre- and post-
condition pairs in formalisms such as Hoare’s Logic [Hoa69], and they can
be verified with proof methods such as Floyd’s inductive assertion method
which basically consists in finding an inductive assertion for a program, such
that the postcondition is implied by the assertion of final program locations
[Flo67, dRABHT01].
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In contrast, if one wants to reason about reactive, nonterminating sys-
tems, such as operating systems, where no final state is ever reached, these
formalisms are of little use, because one needs to reason about infinite, on-
going computations.

Temporal logic [Pnu77, Eme91, MP89, MP95] is a useful formalism to
express properties for this type of reactive systems, which can be used both
for formal specification and verification of computer programs, especially
nonterminating programs.

In this section we will define the formal syntax and semantics of propo-
sitional temporal logic. Formulae are built up from atomic propositions,
the boolean connectives, and some temporal operators. We use a restricted
variant of this logic without past operators.

We assume throughout this section that a set P of atomic propositions is
given.

Definition 3.8 (PTL)

A propositional linear temporal logic formula (PTL formula) over P is built
from the atomic propositions using the time modalities O (“next”) and U
(“until”) as follows

pu=p| 0| d1 AP | Od | d1 U ¢y

where p € P.
As usual, we use the known logical operators like = as abbreviations and
further define the temporal operators

Od L 1tU o
O¢p & ~0—¢

which are called eventually and always. O
A PTL formula is interpreted over sequences of states of a system.

Definition 3.9 (PTL Semantics)
Let M = (S, Sy, R, L) be a Kripke structure over P, a € S be a path in M,
and ¢ a PTL formula. a = ¢ is defined inductively on the structure of ¢:

e aEpiff p e L(a(0))

o = ¢ iff not o = ¢

o= ¢y A gy iff o = ¢y and a = ¢y
akEQoiff o] >1Aal' E ¢
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e af= 61U iff 3j <lal(a’ = ¢ AVE <jalf = ¢1)
The set of all models of a PTL formula ¢ is denoted by [¢] = {a € S¥ | a =
b} O

The most interesting operator is the “until”. p U ¢ intuitively expresses that
there is some time in the future where q is valid, and p holds in the meantime.
This is the so-called strong until operator. In the literature also the weak
until, also called unless, can be found, which intuitively means that p holds
for as long as ¢ does not, even forever if need be.

There are also variations of PTL in the literature using past modalities
[LPZ85, GPSS80]: a previous operator corresponding to the next operator
is added, as well as an operator corresponding to the until operator, which
expresses that in the past, some property was valid, and some other holds
until now. It is proved that past modalities does not add to the logic’s
expressiveness, although they are sometimes convenient to express particular
properties.

We denote with PTL\X the restricted logic without O (“next”) operator.
The “X” is also often used as symbol for this operator.

For an extensive introduction to temporal logic, its varieties, and com-
parisons of different formalisms, we refer the reader to [Eme91].

For the rest of the section let us assume that a Kripke structure M =
(S, So, R, L) is given.

Lemma 3.10 (Stuttering equivalence)
For all PTL\X formulae ¢, for all o € S

a = ¢ if and only if o | ¢ .

Proof: Structural induction on the number of U operators in ¢.

Base case: 1f ¢ has zero operators, then it is evaluated in the initial state,

so this case is trivial since «(0) = f(0).

Inductive step: Let ¢ = ¢1 U ¢, and assume the induction hypothesis holds

for qsla ¢2-

“=7: If a = @, then by Definition 3.9 there exists j < || such that a|? = ¢,
and Vk < j : al* = ¢;. Since « is a stuttering of fa, there exists a

. . . . .y def ;

corresponding position in fa, namely j' = [g(af?)| — 1:
By induction hypothesis we derive fj(a|’) = ¢o. Since fj(af) = (sa)?
holds, we can conclude ()| = ¢5. Now let k' < j'. Then there exists
a position k < j such that |§(a|*)] — 1 = &’ and 3(a|*) = (3a)|¥. By
induction hypothesis we conclude f(a|*) = ¢, which implies (ho)|* =
¢1, proving this direction.
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“«<": can be proved in a similar way.
]

Note that by using this lemma twice, this result is easily extended to two
different stutterings of some trace.

Among temporal logic properties, there are the classical classes of safety
and liveness properties [Lam77].

e A safety property is a property which intuitively expresses that never
“something bad” happens. So, if the property is not fulfilled, then this
can be observed by a finite execution of the system.

o A liweness property expresses that “something good” will eventually
happen. Thus, every counterexample of such a property must be infi-
nite, since one can never be sure if the “good” will happen later.

e Finally, an invariance property should be valid at any time in each com-
putation, so this is basically a state property that is expected always
to hold. This is a subclass of the class of safety properties.

To formalize these ideas [AS85] the following topology on (infinite) words is
helpful.

Definition 3.11 (Cantor’s topology)
Let A be a set. Cantor’s topology on A is the topology induced by the
metric d : AY x A“ — Ry, defined by

CRIE R ez
: L ifa#ao An=min{i|a() # ()}

on
a

The next definition gives an operator useful for embedding the set of finite
traces in the infinite traces by repeating the last sequence member infinitely
often.

Definition 3.12
Let a € A“. We define ay, € A“ by

) a(7) if 1 < |
last(c) otherwise
So -4 @ A% — AY is an operator leaving infinite traces untouched, and

making finite traces infinite by stuttering. This operator is extended to sets
of sequences as usual. O
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We state that this embedding is consistent with PTL.

Lemma 3.13
For all PTL properties ¢, for all @ € 5%,

a = ¢ if and only if aw = ¢ .

Proof: Using Lemma 3.10 we conclude:

Qoo = ¢
iff tasw F ¢
i o ¢
iff akE=¢

Using Cantor’s topology, one can nicely define the property classes as
follows.

Definition 3.14 (Safety, liveness, invariance)
A safety set is a closed set L C S“. A liveness set is a dense set L C S,
i.e., L =S¥, where L is the usual topology closure.

A PTL formula ¢ is a safety property, if [¢] is a safety set; it is a liveness
property, if [¢] is a liveness set.

An invariance property is given by a formula Op, where p is a state
formula, i.e., p does not contain temporal modalities. O

Example 3.15
Let P be a set of propositions, and v, 11, 13 boolean combinations of propo-
sitions.

e The following formulae are safety properties:

Oy =¥ Udh)

The second formula is an example for a safety property that is no
invariance property.

e If ¢ is satisfiable, then
Oy OOy OO

define liveness properties. The first one expresses that 1) is true at some
future time, the second expresses that 1) holds infinitely often, and the
last one that 1) holds continuously from a particular time on.
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[ )

It is not a trivial task to determine whether a given PTL formula is a safety
property, as this is shown to be PSPACE-complete [Sis94, AS87]. On the
other hand, there are sufficient syntactic characterizations for PTL formulae
being safety properties, e.g., if the only time modalities used in a formula are
O and O.

Another approach is to syntactically define the class of safety properties
as done in [MP92, MP95]. There, safety properties are defined by formulae
of the form O¢, for some formula ¢ using only past operators, a definition
that is equivalent to ours.

We give the following lemma to relate this definition for safety properties
to another well-known characterization in the literature for PTL\X proper-
ties. Intuitively, this lemma states that the violation of a safety property
occurs after a finite execution of the system, so every word not in a given
safety set has a finite bad prefiz. In fact, a similar lemma also holds for full
PTL if one restricts to infinite traces only.

Lemma 3.16 (Safety property characterization)
Let ¢ be a safety property in PTL\X and o € S%. Then, «a [ ¢ if and only
if there exists a finite prefix o' of o which is a bad prefix, i.e., for all 8 € S¥,

o - B I .
Proof: ‘<=’: trivial, choose 3 as the “tail” of «.

‘=’": Assume that « = ¢, where ¢ is a safety property. Let us first take the
case that « is infinite.

Since [¢]o is a safety set, this set is closed. Consequently, M = 5\ [¢]s
is an open set, with o € M.

Since M is open and the topology is induced by a metric, there exists an
e-environment of « that is a subset of M, i.e., there exists an € > 0 such that
VB € SY:d(a,B) < e= € M. Choose € correspondingly.

Now choose n such that = < ¢, and o/ = «[0...n]. Then, for all

B € S, the first position in v?/hich a and (o - ) differs (if there is any)
lies beyond position n. Consequently, d(a, (¢ - ) ) < 2% < €, which implies
(o - B)oo € M. Therefore, (o - 8)o ¢ [P]oo for all 5 € S¥ which implies
(o - B)oo = ¢ By Lemma 3.10 we conclude o' - 3 = ¢.

Now assume that « is finite. By Lemma 3.13 we know that ay = ¢. So
from the first case we can conclude that there exists a prefix o’ of a, such

that o/ - B £ ¢ for all § € S«
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In case o is a prefix of a, everything is fine. Otherwise, let 5 € S%. Then,

o B
iff o -BE-9¢
iff a-8E=-¢ (by Lemma 3.10)
if o B
Consequently, the lemma also holds in this case. [

Corollary 3.17
For all safety properties ¢ in PTL\X, and finite sequences a € S”, if o (£ ¢,
then « - B £ ¢ for all g € S¥.

Proof: Using Lemma 3.16, if a [~ ¢, then there exists a corresponding prefix
of « prolongable with arbitrary sequences, none of them fulfilling ¢. Conse-
quently, each prolongation of « itself also does not satisfy ¢. [

3.3.2 Linear Temporal Logic

In this section we extend the linear temporal temporal logic by allowing
(closed) predicates as given in Definition 2.9 in place of atomic propositions.
This allows us to refer to program states of a particular system instance.

We restrict ourselves to a logic without the next operator, which is very
natural for parameterized systems. In fact, for concurrent programs with
an interleaving semantics, usually one is not interested in expressing that
exactly the next computation step is of some particular form.

In the literature, also a fragment of indexed CTL*\X can be found as
temporal logic for parameterized systems, e.g., in [EK00]. The fragment
used there is in fact our logic LTL\X and its negation.

Let us assume that a set of variables V is given.

Definition 3.18 (LTL)
A linear temporal logic formula (LTL formula) over the variables V is built as
a PTL\X formula, where the atomic propositions are replaced by quantifier-
free predicates over V without quantifiers and index term comparisons.

An LTL formula is called closed, if the predicates from which it is built
are all closed. O

The predicates are interpreted in a given state as usual. An LTL formula
is interpreted over a sequence of states.
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Definition 3.19 (LTL Semantics)
Let o € X% be a sequence of states and ¢ a closed LTL formula. o = ¢ is
defined as in Definition 3.9, where the base case

o = piff p € L(a(0))
for a proposition p € P is replaced by

a = piff a(0) Ep

for a predicate p over V. O

Using LTL formulae, we can define the class of verification properties of
interest.

Definition 3.20 (Verification properties)

Given a parameterized system S with variables V, natural numbers ng, k € N
such that k£ < ny, and an LTL formula ¢(iy, ... , i) over V (with free index
variables i1, ... , i), we will focus on verification of properties of the form

Vn > ng: S(n) E Vi, ... i <n.

(i # iy for all j # §') = @i, ... ,ix) , (3.1)

which we abbreviate by
S(>ng) EVao(i, ... ig) -

In case we do not require the indices to be disjoint, we have properties like
Vn>ng:S8n) EViy, ... ik <n.g(is,... i) ,

abbreviated similarly as before, omitting the subscript.

The special cases £ = 1 (the property should hold for every one process),
no = 1 = k (property should hold for every one process and for all system
instances), and k£ = 0 (the property does not contain array variables, so it
involves only the controller) result in the formulae given below:

o Vn>ny:8(n) = Vi< n.g(i)
e Vn>1:8(n) Vi< n.g(i)
e Vn>ny:8n)Eao

Another important special case is that we restrict ¢(i) to be a invariant or
safety property. O
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For safety properties, verification is usually simpler since one only needs a

bad prefix of a trace as counterexample, not a maximal trace of the system,

as stated in Lemma 3.16. We make use of this fact for instance to prove

decidability of the verification problem for safety properties in Section 4.1.1.
We give an example property for our running example.

Example 3.21

Now we are able to formally define some properties of interest for the resource
allocation algorithm from Example 3.2. The first property expresses that at
most two clients use the resource simultaneously:

Vn>3: S(n) )ZV’l'l,iQ,Z':; < n.y 7512/\21 7éZ3/\7,2 7é i3 =
O=(cfir] A efia] A [is])

which can be abbreviated by
S(= 3) |= Va B(clia] A clio] A clis]) -
[

Now we have formally defined the parameterized systems and the veri-
fication properties we are interested in. What is still missing is the notion
of validity, i.e., the formal definition when a system S satisfies a verification
property, which is straightforward.

Definition 3.22
Let ¢(i1,...,%) be an LTL formula over V, S be a parameterized system
with variables V, and o € ¥/ . The formula

S(>no) EVao(in,... i)

is valid, if for each n > ny,

S(n) E o¢(na, ..., ng)

for all possible values ny, ... ,np < n with [{ny,... ,nx}| = k.
Similarly,
is valid, if for all n > ngy and values nq,... ,n; <n,

S(n) ): ¢(n1a s :nk)
holds. O



36 Chapter 3. Classes of Parameterized Systems

Remark 3.23

If n < k, then §(n) = Vqo(i1,... i) is always valid. By definition, one
has to prove for all n,...,n; < n, with n; # n; for i # j, that S(n) =
#(n1, ... ,ng). Since no such n; exist, this holds trivially. &

Remark 3.24
The verification problem

S(>ng) EVP(ir,... i)

can easily be transformed in a problem with disjoint indices. We illustrate
this for £ = 3:

S(> no) = V(i i, 13)

is valid if and only if

S(> no) | Vg @lir, i1/12,13)(i1)
and S(> no) = Va ¢li1/12] (i1, 13)
and S(> ng) = Vg ¢li1/is] (i1, i2)
and S(> no) = Va ¢liz/13] (i1, 12)
and S(> ng) = Vao(i1,1i2)

Therefore, we usually omit this problem and prove results only for the V,
case. &

3.4 System Classification

We have already formally defined the general verification problem of inter-
est. Now, we will first give an intuition about our point of view on our
parameterized systems.

In a system with array variables z;, normal variables y;, and numeric
variables z;, one can interpret the array variables as user process variables,
each process 7 using basically variables z;[i]. Then, the normal and numeric
variables are associated to a global controller process.

The system transitions and initial state predicates are unconstrained at
this point. Now, we will impose several restrictions to the transition relation
leading to different classes of parameterized systems.

These restrictions will be defined in such a way that the resulting transi-
tion relation fits to the interpretation of a system consisting of a controller
and a set of user processes.

In order to find these restrictions it is useful to ask the following questions:
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What is the execution model of the system?

What is the connection between controller and user processes?

e What variables are the user processes and the controller allowed to
change?

On which information is the enabledness of a transition based? What
can a user process resp. the controller observe?

First, we have to take care that the relation defines the execution model
of the system in a proper way. That means, the transition relation should
ensure that all processes can make a step when we are interested in a syn-
chronous model. If we want to model an asynchronous system with inter-
leaving semantics, the relation should ensure that only one process makes a
step.

The connection between user processes and controller gives rise to another
form of synchronization, either one allows the controller to act synchronously
with a user process, in case we have an interleaving model for the user pro-
cesses, or with all of them in a synchronous model.

The next topic, which variables may be modified by a transition, also
strongly influences what can be modeled: If, for example, one is interested in
modeling a token, which can be given from one user process to another, one
should allow an operation giving the token away. Such an operation is then
a transition of process ¢ which modifies its “own variables”, which are the
array variables at position 7, as well as variables of other processes or normal
variables. We will use a restricted model only allowing each component to
modify its own variables.

The last point is another parameter yielding to a large variety of com-
putation models. There are two different basic ways of dealing with the
other user processes: Either, one quantifies universally over them, basically
expressing that all of them stay in a certain set of local states, or one quan-
tifies existentially, expressing that there is at least one process in a certain
local state. One can also define several subclasses of these systems by, e.g.,
syntactically restricting user transitions to involve array variables only, thus
not using controller information. This can be done for controller transitions
as well.

The goal now is to restrict our general model in the ways described above
to find interesting classes of parameterized systems. A first restriction dealing
with the way transitions influence the state is the following.

Restriction 1
Only process ¢ may modify the value of an array variable at position 3.
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This restriction corresponds to the popular single-writer multi-reader model,
where each process P has variables which can be read by everyone, but may
only be modified by itself. If we have array variables zi,... ,x;, then the
variables writable by process i are x1[i], ... , zg[i].

Restriction 2
In the transition relation predicate p and in the initial state predicate 6, no
index is a constant.

We do not think that it is natural to refer to some fixed processes using a
constant index in the transition relation, since doing so would assign a special
“global” meaning to that process. In our opinion, information with a global
meaning should be left to the controller, i.e., one should introduce normal
variables which substitute the array variables with a constant index.

The initial state condition has to be limited further, at least for some
constructions given later. Some reasons will become clearer in Section 4.1.1,
see the Technical Note 4.14 for an example showing technical problems mak-
ing one construction for a decidability result impossible. Of course, it is not
clear whether there exists another way to show decidability even for a model
with more freedom in the choice of the initial state condition.

Restriction 3
All initial state formulae have the form Iyiq,..., 0. Vni @ &(4, 01, ..., 0%),
where ¢ is a quantifier-free formula without any index term comparisons.

Unless something else is explicitly stated, we only investigate models with-
out numeric variables.

Restriction 4
There are no numeric variables in V.

We restrict ourselves to transition relations given as predicates in a generic
shape defined below. The relation is constructed by use of a set of single
transitions 7 € T given by predicates p,. The generic transition shape reflects
Restriction 1, and also Restriction 2 is implied by the transition relation
defined as in Definition 3.25, it is even more restrictive: The only indices
allowed are i (the process doing the step) and one single quantified variable

VE

Definition 3.25 (Transitions)
Assume that a set of transitions 7" is given, where each transition 7 € T is
defined by a predicate p, (i) of the form?

pr (1) =VnT: d(0) A (TF# 1= 9Y(1,7) = Z[i] :=Cp;7 =Gy

2We use a guarded-command-like style to denote predicates, the formal semantics of
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or
pr (1) =3NT: P(A) AT # AP, ) = Z[t] = Cp3y 1= ¢y -

Here, 7 is a list of index variables ji,...,j.. For @ € {V,3}, formula Qx7J
abbreviates the e quantifications Qnji1.QnJji----- @nJe- The formula 7 # 4
abbreviates A\, ;.. ji # i

Such a predicate p, (i) describes a step of a process i. The former predicate
is called an V-transition, the latter an d-transition. In this predicate,

e ¢(i) is a quantifier-free guard about the local state of process i and
about the normal variables (so we do not allow to add constants to i;
all variables of ¥V may occur, but arrays are only indexed with ),

e (i, 7) is a quantifier-free guard without index term comparisons having
at most i,7 as free index variables (again, no addition of constants is

allowed),

e and z[i] := ¢;;y := ¢, describes the effect of the transition, i.e., the
new values of the arrays at position ¢ and the new values of the normal
variables.

Here, ¢, and ¢, are vectors of constant values. Each of these assign-
ments can be seen as a set of simultaneous variable assignments. We
use the pseudo statement skip to denote the empty assignment set.

The assignment Z[i] := ¢ means that the constant values in the vector
¢ are simultaneously assigned to the vector Z of some array variables
at position i.

In a second step, we split this transition set into two sets Ty and T
according to user and control components:

e Ty: These are the user process transitions. For each transition we
require that the assignment part of the transition does not involve the
normal variables y.

e T: These are the control process transitions which do not change any z
variables. Moreover, we require that the predicates involved are closed.
Hence, 7 is not a free index variable and we replace the sub-formulae

7# 1 by tt.

these transitions will be defined later. Although the special parameter variable N occurs in
some sense freely in p,, we do not denote this explicitly, because quantification is restricted
by N in every predicate we define.
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The transitions relation p is constructed in the following way:

p= (\/ p7> q (Qi- \ pf(i)) :
7€l T€Ty
where ¢ € {V,A} and Q € {3,V}. O

The quantor @ of a transition relation p determines the execution mode of
the user processes: Whether the system executes in an interleaving manner,
where only one process takes a transition, or whether all processes have to
make a step simultaneously. The boolean connective ¢ does the same for the
controller connected to the user processes, we call this the control mode.

The image one should have in mind is

Cll(Ul- - Un)

a controller running in parallel with a system of parallel user processes,
where both parallel operators range independently over synchronous and
asynchronous parallel composition.

The choice which of the two transition types are used determines in which
way information of other processes may be accessed for transition enabling
conditions. Either one can restrict all processes to be in certain states (using
the V quantifier), or one can enforce that there is at least one other process
in a certain set of states (using the 3 quantifier). We call these restrictions
on the information of other components the observability, defining what a
component is able to observe. Syntactic restrictions may further reduce the
observability.

Before we give an overview over the classes defined in that way, we show
which transition predicates are defined by transitions given in the guarded
command style.

Definition 3.26
Assume that each transition 7 € T U Ty is given by a predicate

pr (i) = g(i,7) = Z[i] :=Cy; 7 == Gy
where g is the whole first part of the transition predicate up to the assignment
part. Define for each set of variables V' C V the predicate

vecwv) = ANv'=v,

veV

expressing that no variable from V' is modified. For each variable set V C Vx

UC(v,i) = N\ v'[i] = o[i]

vEV
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expresses that none of process 7’th local V' variables change their values, and

UC(V,#1) S Vnl:l#£i= [\ V[l] =[]

vEV

describes that all the other processes remain in the same local state with
respect to the V variables.

Note that z[i] := ¢, is a set of assignments z[i] := ¢, where each z in
the list Z is an array variable, and 7 := ¢, is a set of assignments for normal
variables.

By Definition 3.25, either the first assignment set is empty or the latter
is. Each control transition can be translated to the predicate

pr(VV) = 9() AUC(VY \ 9)

A /\y::cegzzé y, =cC
Note that this predicate on its own does not require array variables to be
unmodified. Since such a predicate is to be used for several execution modes,

conditions for these variables are introduced later.
Similarly, a user process transition corresponds to
pr (6, V, V") = g(i,7) NUC(Vx \ Z, 1)
A /\x[i]::céi[i]::é .T,[’L] =c

The transition relation is built up by these predicates as follows. Recall
the transition relation generic shape

p= (\/ pT> q (Qi- \Vi pf(i)> :

where ¢ € {V,A} and Q € {3,V}.
The corresponding transition relation p built up by the translated predi-
cates is

p= (\/ ﬁTAUC(VX)> Vv (UC(VY) AQ() A \/ ﬁT(i)> :
T€Te TeTYy
in case ¢ =V, and

p= (V ﬁT> N (Q(Z)/\ \/ ﬁ’?’(l)> )

T€Te T€Ty
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otherwise. The process quantification Q abbreviates

A e [ Vit ifQ=V
Q) = {az’.UC(Vy,séz') if Q=3

|

We will mainly investigate two independent parameters. The first one
is the execution mode, e.g., synchronous or asynchronous execution, both
for the user processes and the connected controller. The second one is the
observability of controller and the user processes, e.g., one could restrict the
system such that the controller is in fact only an observer which has no
possibility to influence the user processes.

3.4.1 Basic System Classes

Each of the two execution modes for processes (synchronous resp. asyn-
chronous) can be combined with the restriction to only use V-transitions
resp. only use J-transitions. This gives us four basic system classes having
the following transition relations, ignoring the control part for the moment.
These classes are listed in Table 3.1. The user process transitions begin with

Table 3.1: Basic system classes

Yo: Nt Vyer, INT 1 0(0) AT # 1A, (3,7) — z[i] == ¢,

Y12 3N Ve, INT: 0:(0) A # 7= 9.4, 7) = 2[i] == ¢,
Io: Vi vTeTU VnT: ¢ (1) A (T# i = ¢:(4,7) — Z[i] == ¢;
(

Hl: VNZ VTETU Ele: ¢T ? /\j#i/\ wr(laj) — j[l] =Cr

)
) A
) A
)

the second quantor in this description.

The controller transitions in each class are in principle the same, but
we require them to be closed, such that there is no free variable 7, and we
substitute the 7 # ¢ sub-formula by #t. Consequently, these transitions refer
only to global variables and to user processes in the usual quantified manner.
Moreover, control transitions modify global variables, hence, the assignment
part has the form g := ¢, instead of z[i] := ¢,.

As example we only give a control transition of the ¥y and II; model:

ANT: 0 AU (]) > § =0



3.4. System Classification 43

With 3y Uy (resp. IIo U II;) we denote the class of systems where each
transition is either a 3-transition or a V-transition.

Each of these classes can be combined with both control modes, either
synchronous or asynchronous.

3.4.2 Observability

The last parameter which we vary are syntactic constraints on the transitions
reducing the observability of controller resp. user processes. May the enabling
condition of a transition depend on both user and controller variables or only
on one of them? A very tight coupling, for example, would allow both user
and controller processes to depend on both user and controller variables,
whereas a weaker coupling could allow control transitions only to depend on
its own variables.
We distinguish the following classes:

Mutual observability: A transition depends on both Vy and Vy. The
transitions are exactly the ones given in Section 3.4.1. In control theory,
this type of control is also called closed loop control.

Non-reactive control: The controller transitions does not refer to array
variables. Hence, the control only uses its own variables. This type of
control is also called open loop control in control theory.

Observer: The controller has no influence on the user processes, but is able
to observe them.

Independent: Controller transitions are only referring to global variables,
and user transitions only to array variables.

No Control: There are no global variables, and no control transitions.

These observability constraints are summarized in Table 3.2. In this table,
an z refers to the array variables Vx and y refers to Vy variables. The line
z,y — x' means that the new values of Vx variables may depend on both
Vx and Vy variables.

3.4.3 Further Variations

There are several further syntactic restrictions one can think of. The first
one slightly simplifies the classes we define.
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Table 3.2: Observability constraints

- Transiti
Observability ransition
form
mUtual z,y — l"

observability | z,y — 1/
non-reactive | z,y — 1’

control y—y
z—
observer ,
T,y —y
. r—1
independent ,
y—y
no control r—1

Definition 3.27 (Weak system class)
For each system class C, removing the 7 # 7 part (one can also replace it by
tt) leads to a new system class, called weak C. a

Hence, a process of a weak system can only quantify over all processes in-
cluding itself. Intuitively, such a process is not able to observe processes in
the same state as its own. For the IIoUII; class, adding this constraint makes
the undecidable class decidable, see Section 4.6 and Section 4.7.

Remark 3.28
If only one j variable is quantified, this subclass can also be introduced by
restricting transitions to guards of the form

PE) NY(60) A (1 # i = P(i, 7)) -
We will use this observation in Chapter 4. &
We list a few more possibilities to vary system classes here:

1. All transitions refer only to control variables, hence there are no quan-
tifications over indices in the transition predicates.

2. One can loose the constraints on the index terms, allowing, e.g., z[i +
1] := t¢ in the transition’s assignment part.

3. Transition guards may use the successor function (addition of 1) and
the predecessor function (subtraction of 1) in index terms. Thus, every
process can check the state of neighbored processes.
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4. Index arithmetic and index term comparisons may be used in the tran-
sitions.

5. Use different forms of observability as given in Table 3.2, e.g., memory-
less control with user transitions of the form z,y — 2z’ and control
transitions x — ¥/'.

3.5 Omne vs. Multiple Parameters and Pro-
cess Classes

We will argue in this section that although we restrict ourselves to one pa-
rameter N, and hence, one process class for the user processes, many system
classes with multiple parameters known from the literature can be modeled
in our framework.

We start by shortly introducing the system classes defined in [EK00] and
showing how to represent them in our framework.

The systems in [EKO00] are built from several process classes Uy, ... , U,
where each U; is a simple transition system template consisting of a set of
states and a set of transitions between these states guarded by some expres-
sions over the states reached in other processes. An instance of the system

C4 [ PRRR O/

for some natural numbers n{,...,n; > 1, is composed of n; copies of the
template process U; for 1 < i < k.
The guards are restricted to one of the following cases:

e Disjunctive guards, where a process 7 in the class U; may have transition
guards of the form

Vg +---+)v\ \ @+--+0)
ri J#Lk€E[L..n;]

where aj + - - - + 0] denotes that process r in class U; may be in one of
the local states a,...,b.

e Conjunctive guards with initial state, where process ¢ in class U is
allowed to have transition guards

NG +a;+--+) v\ N\ @E+al 0k
r4i J#Lk€E[L...n ]

where 7 is the initial state of process r in class U;.
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Properties of the following form are investigated:

o A\, A¢(ir) and A\; E¢(i;), where 4; ranges over U; processes, and ¢(i;)
is an LTL formula. Here, A and E are path quantifiers, expressing that
every path (respectively one of the paths) fulfills the LTL property

o (ir)-

o N Aol 1) and A, ; Eé(ir, ji), where i, j; range over pairs of dis-
tinct U, processes.

e N . A¢lis; jm) and A, ;. E@(it, jm), where i; ranges over U and jy,
ranges over Up,.

Assume that we have k classes U, for 1 < j < k, each of them having
states L;, an initial state 4;, and a transition relation T; C L; X G' X L;,
where G denotes the set of all guards. We assume that L; N L; = 0 for ¢ # j.

Let V = {s, ¢} with type(l) = array [0... N]of L;U...UL; and type(c) =
array [0...N] of {1,...,k} (the latter is used to store the process’ class).

Intuitively, each process chooses initially its class and starts in the corre-
sponding state initial state. § only ensures that there is at least one process
in every class and that each process starts in valid initial state.

In fact, this modeling is slightly different from the original one, since the
order of the processes is completely random here, e.g., it is possible that in
a certain trace of an instance, process 1 is in class Us, process 2 in class Uy,
and process 3 in class Uy again. But since the arrangement (or topology) of
the processes has no influence in the system behavior, this works quite well.

Note that the distribution of the processes among the process classes
usually changes from trace to trace, even for a fixed instance of the system.

The initial state predicate is defined by

= NG, Vi cefi] € {1,... Kk} A /\;?:1 C[ij] =]
A N1 (sl = i & cli] = j) -

For each transition 7 = (I, g,!") of a class U; with a disjunctive guard

Vg +--+)v\ \V @+---+bh)

r#i JALkE[L...n;]

we define

pr (i) = Inj.sli] = 1A ((c[i] = LA s[i] € {a, ..., 0i})
\4 Vj;él(c[j] =j Asljl € {aj,...,b;}))
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(it is straightforward to express formula parts like s[j] € {a;,...,b;} as a
predicate).
If the transition has a conjunctive guard

NG +a;+-+) v N\ @E+ab+ 0
r#i JALkE[1..m ]
define
pr (1) = Vnj.sli] = LA ((c[j] = 1 = s[j] € {i,ar,- .., b))
A Njulelil =3 = sli] € {ij,a5,...,b})) -
It remains to show that also the properties can be expressed in our frame-
work. Since we restrict ourselves to LTL, it is not possible to express E prop-

erties, so we only investigate the A properties. The first type is a special case
of the second, so we only show expressibility of the latter two types.

e Properties for two distinct processes in one class U, given by the for-
mula A, _; A¢(is, ji), can be expressed by

VNil, 19 1 11 7é 1o = (C[’ll] =1IA C[’ig] == (b(il, 22)) .

e For properties referring to two classes Uy, Uy, /\il,jm A (i, jm), the fol-
lowing formula can be chosen:

VNil, 19 1 11 7é 1o = (C[’ll] =1IA C[’ig] =m = ¢(’i1, ZQ)) .

The next two theorems show the close relationship of parameterized sys-
tems with multiple parameters to the corresponding one-parameter systems
as given above.

Theorem 3.29

For all nqy,... ,ng > 1,
S'ni+...+ng) E o
implies
S(ny,...,ng) Eo .
Proof: Assume that 8'(n; + ...+ ng) = ¢ holds, and assume that a €
[S(ni,...,nk)]- Then, there exists a corresponding computation of &' (n; +

...+ ng) which starts in a state where the first n; processes “choose” the
class Uy, such that c[i] = 1 for these processes, the next ny processes choose
class 2, and so on. Each « step can be mimicked by a corresponding S’ step.
This results in a computation o € S8'(ny + ...+ ng). Hence, since o/ = ¢,
also o = ¢ (we omit the property translation here). |
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Theorem 3.30
For all n > k:

k
an,...,nkzl:(Zni):n:>S(n1,...,nk) =X

i=1

implies
S'n)E=¢ .

Proof: Similar to the proof of Theorem 3.29. Note that in each initial state
of 8'(n), each process “chooses” exactly one process class, and for every dis-
tribution of processes among the classes, there exists a corresponding initial
state. ]

3.6 Technical Notions

This section introduces some technical notions that are frequently used in
the following chapters.

Definition 3.31 (Local and Global State)

A global state of S(n) is a well-typed function og : Vy — V, where Vy is the
set of all normal variables of §. We also use the name control state, and call
these variables control variables or global variables.

A local state is a well-typed function oy, : Vx — V, where Vx is the set
of array variables of S. In this context, oy, is called well-typed, if o7, (z) €
type(x) for all z € Vx.

The set of all global states is denoted by Y, the set of all local states by
EL.

The size of a system |S| is defined as the product of the cardinality of
the local and global state space, i.e., |S| = [S¢g| - [SL]. O

The names local and global correspond to the point of view explained
in Section 3.4: A parameterized system consists of a controller process con-
trolling the normal variables, and some user processes controlling the array
variables. Therefore, all the entries of the arrays in a position ¢ correspond
to the state of user process 7, and can be seen as a local state of process 1.

Of course, this is just an intuition, and one is not forced to model only
such systems. Whatever fits in our definition and to the restrictions we use,
is a parameterized system (in a certain class).
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Remark 3.32
For each parameterized system S,

e |X¢| and X, are finite,
e its size |S| is finite.
L )

Definition 3.33 (State projection)
For each 0 < j < n define the state projection on process j as the function
m; : X — X, such that

mj(0)(b) = o(b)(j) forallbe V, ando € ¥ .

Moreover, for each o € 3, the state projection on the global component m¢ is
defined as

7a(o) & Olyg -

For a list of natural numbers i1, ... ,%; define mg;, ;X — Xg x (L)' by
TGty iy (0) = (WG(G)’ iy (0-)7 s T (U))
for all o € X. O

This definition is used to simultaneously take local components from a state
for a couple of processes.

Definition 3.34 (Induced local and global state)
Each state o € ¥, induces a global state (namely 7 (0)) and a set of local
states as follows. A local state oy, : Vi, — V is induced by state o and index
j € [n] if and only if 7;(0) = 0.

An induced global state (resp. an induced local state) of a state o is also
called the global component (resp. a local component) of o.

For a set of indices I C [n], we define

Localstates(o, ) = {m;(0) |j € I} .

The case when we want to omit exactly one process j is denoted by
Localstates(o, # j) = Localstates(c, [n] \ {5}) ,

and the set of all local states induced by a state o is

Localstates(o) & Localstates(c, [n]) .
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Similarly, Globalstates(c) is the global state induced by o.
These functions are also expanded on sets and sequences of states. For a
set of states S C ¥ define

Localstates(S, I) & U Localstates(o, I)
g€ES

and
Globalstates(S) = { Globalstates(c) |c € S} .

For a sequence of states o € ¢ we define

Localstates(a, I) = Localstates({ a(i) | i < |a| },1) .
The latter gives all local states occurring in the sequence, not the sequence
of the induced local states as one might expect. The function Globalstates
is expanded analogously. O

Definition 3.35 (Induced local and global trace)
Let a € X¢ be a sequence of states of a a system instance. The projections

7j, Tq, and 7, 4 are expanded to sequences of states such that for all

k< lal:
o mi(@)(k) = mi(a(k)),
o 1g()(k) £ mg(a(k)), and

o TGr,..it(@)(k) = (n(a(k)), m(a(k)), ..., m(a(k))).

The sequences 7;(«) are called the induced local traces, and analogously, the
sequence 7g(«) is called the induced global trace. O

l

In the following sections we sometimes need the state variant, which is a
state modified only in the global or in some of the local components.

Definition 3.36 (State variant)

Let o € ¥, be a state, and og be a global state (assigning values only to
normal variables), o a local state, and i < n. The state variants (o : G +—
og) and (o : i +— o) are defined by:

(0:G = o0g)(v) = { Z((;U(;j) iiz ; z}i

def { (O'(U) T O'L(’U)) ifve VX
o(v) if v ¢ Vx
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where (o(v) : i — o, (v)) is the function variant as defined in Definition 2.5
(recall that o(x) is a function [n] — V for an array variable z € Vx).

The state variant which is modified in both the global and one local
component is defined by

(0:G i og,0L) E (0:G—0g) i o) .
O

It is easy to see that in the last definition, the order of application of both
variants has no influence in the outcome.

Example 3.37
The state o given in Example 3.6 induces the following local and global
states:

Localstates(o) = {(I— 1,c— ff), (I — 2,c— ff), (I — 3,c— tt)

induced by index 1, 2, and 3, respectively. There is only one global state
induced, namely Globalstates(c) = mg(o) = (s — 0). L]

Next we define operators for appending local and global state components
to a finite state sequence. They will be used to construct system traces by
successively adding user process steps or controller steps.

Definition 3.38
For k > 1, define addy, : ¥7 x N*¥ x (X,)* — X7 by

addL(a7 (7;1"-- 77;]9), (01,... 70k)) d:ef ﬂ

such that
L4 5‘11 =,
° fl=h+1,

o 1g(A(h)) = mc(B(h - 1)),
o m;(B(h)) =m;(B(h—1)) for j & {i1,... ,ix}, and
o m;;(B(h)) =o0jfor 1 <j <k,

where h = |a|. In case £k = 1 we write addy,(a, i, 0). O
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Definition 3.39
Define addg : £7 x ¥¢ — X7 by

addg(a, i,0) =

such that
L4 B‘h = Q,
o IBl=h+1,

e 7(B(h)) =0, and

o 1;(B(h)) =m;(B(h —1)) for all j,
with h = |a].

Classes of Parameterized Systems

3.7 General System Properties

We prove some general properties common to all system classes in this sec-
tion. They are implied by the restrictions imposed in Section 3.4. We start
with the observation that validity of the initial state predicate only depends
on the global state and the set of local states. First, we give a result for more

restricted initial state predicates.

Lemma 3.40

Let S be a parameterized system having an initial state condition # without
existential quantification that fulfills Restrictions 2 and 3. For all n,n € N

and 0 € ¥,,,5 € ¥ with

e Localstates(d) C Localstates(o) and

e 1g(0) = ma(d),
the following holds:

o =6 impliesc =6 .

Proof: From the assumption we know that the initial state condition has the
form 6 = Vi : ¢(i), where ¢ is quantifier-free. We assume that n, 71, 0,5 are

given as above such that o |= 6.

We have to show for each 7 < 7, & = ¢[7/i]. So let us assume that j <7

is given.
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Then, the first assumption implies that there exists a j < n such that
7,(0) = m(5).

Since ¢ is the only index variable in ¢, the local state of process j in state
o equals that of process 7 in 7, the global state components are identical, and
¢ is quantifier free, all sub-expressions from ¢ evaluate to the same values in
o for index J as they do in o for index j (simple structural induction proof).

Consequently, & = ¢[7/i], which proves the lemma. |

A similar result can be proved for arbitrary initial state predicates.

Lemma 3.41

Let S be a parameterized system, let 0 = iy, ..., 1. Vni : Pg(i,01,... k)
be the initial state condition that fulfills Restrictions 2 and 3. Let n,n € N,
o0E€EY,,0€X; and ny,...,ng <n. If

e 0 =EVni:dg(i,ng,... ),

e Localstates(d) C Localstates(o),

e 71g(0) =mg(d), and

e for all 1 <i <k, m,,(0) € Localstates(a),

then
agE0 .

Proof: By the fourth requirement above, there exist nj such that T () =
Tn; (). Now, let j' < A. Then, by the second requirement, there exists j < n
such that 7;(5) = m;(c). Since o = ¢(j,n1,...,n) is valid, we conclude
that also ¢ = ¢(j',n},... ,n}). This can be shown by a simple structural
induction proof: since corresponding local states are identical, all sub-terms
are evaluated to the same values.

Consequently, ¢ = 6. [

Corollary 3.42
Let S be a parameterized system with initial state condition # that fulfills
Restrictions 2 and 3. For all n,n € N and o € ¥,,,5 € ¥ with

e Localstates(d) = Localstates(o) and

e g(0) = mg(d),
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the following holds:

o =6 implieso =6 .

Proof: Lemma 3.41. [

The next lemma characterizes the system instances for which 6 is satisfi-
able, if there are any. These instances always have some behavior.

Lemma 3.43
Let & be a parameterized system with initial state condition 6 that fulfills
Restrictions 2 and 3.

(1) If there exists o € X, with o |= 6, then there exists o' € 3,1 with
o E=6.

(2) There exists n > 1 such that o = 0 for some o € ¥, if and only if there
exists o' € Xy, | with o' = 6.

(3) Let [ be the numbers of existential quantifications in . Then there
exists n > 1 such that o = 6 for some o € %, if and only if there exists
o' € ¥; with o' = 6.

Proof: For (1), let us assume that o = 6. One simply has to choose an initial
state o’ such that 7;(c) = 7,(0’), the control components are identical, and
then “copy” one local state, say that of process 0, for process n such that
mn(0') = mo(0). Corollary 3.42 then implies that o |= 6.

Property (2) follows by observing that an initial state for every subset
M C X1, M # (0, can be chosen. So if there is any system instance S(n)
with 0 € X,, 0 E 6, then Localstates(c) C X, and one can choose a
corresponding state o' € X5, | such that Localstates(c’) = Localstates(o),
and such that the control components are identical. Again by Corollary 3.42,

o =6.

For property (3), assume that o fulfills
0= ElN’il, cee ,il.VNi : qﬁ(’i,’il, ‘e ,il) 5

where ¢ is a quantifier-free formula without comparisons of index terms. The
other implication holds trivially. Then, since o = 6, one can find ny,... ,ny
such that o = ¢(h,nq,...,mny), for all h < o(N).

Choose o' € ¥ such that m;(0’) = my,,,(0) for 0 < j < 1 -1, and
na(0') = mg(o) (obviously, such a state exists).
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Let ' < o'(N) = I. Then, for h = npyy, 0 = é(h,nq,...,n), and
(o) = T (0'). By a straightforward structural induction proof we conclude
o' = o¢(K,0,...,0—1) (intuitively, all sub-terms are evaluated to the same
values, since corresponding local states are identical). [ |

We note that it might be possible that # is satisfiable for some state of a
system instance smaller than [. In that case, some of the 7; variables have
the same value.

Next we observe that the validity of an LTL formula ¢(ny,...,ng) only

depends on the local traces of indices ny, ... ,n; and the values of the normal
variables.
Lemma 3.44
For all LTL formulae ¢(iy, . .. , i), n,n' €N, a € 5y, o/ € 55 1, ng, .o ymy, <
n, and n},... ,n, <n' we have that

o al=¢(ny,...,ng),

o Ty (a) = mp (') for j=1,... k, and

o 1g(a) =g ()

implies
o Eény, ... ,ny) .

Proof: By structural induction. Intuitively, for each state in the sequence
a, each sub-term of ¢ is evaluated to the same value as the corresponding
sub-term evaluated in the corresponding state in o/, since the only index
terms occurring in ¢ are 1y, ... , i. [

Corollary 3.45

For all LTL formulae ¢(iy, . .. , i), n,n' €N, a € 5y, o/ € 55 1, ng,. o0 my, <
n, and ni, ... ,n, <n' we have that
Ty (@) = mp (o) for j =1,... k and mg(a) = mg(d)
implies
akE=o(ng, ... ,ng) & a Edny, ..., n;) .
Proof: Lemma 3.44. [

The next lemma states that each process can “mimic” the behavior of
any other process, so processes are interchangeable.
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Lemma 3.46 (Process symmetry)

Let C € {3, %1,%0 U Xy, I, [T, Iy U IT; } be a system class, S(n) be a C
system instance (with asynchronous or synchronous control), and [,1' < n. If
a € [S(n)], and a | ¢(n1, ... ,ng), then there exists 8 € [S(n)] such that

e B = é(nl,...,ny), where the n) originate from the n; by swapping [
and !’ (in case [ or I' are members of the list nq, ... ,ng),

o Ti(a) =m;(B) for j # 1l and j #1U,
b 71-G'(O“/) = WG(ﬁ)a

e m(a) =m(B), and mp(a) = m(B).

Proof: Straightforward. [ is constructed from « in the obvious way, by
swapping the local traces of [ and I'. This is again a valid trace: whenever
process [ is “chosen” in a step, choose now [’ and vice versa. Note that
quantification over processes refers in the very same way to all processes.
The initial state predicate holds for 5 due to Corollary 3.42. [

This result can be used to show that verification of properties with uni-
versal quantification over processes can often be reduced to one particular
variable instantiation. This symmetry reduction “up to permutation” is in
the spirit of the work presented in [ES93, ES96, CJEF96, ET99].

Lemma 3.47 (Symmetry reduction)
Let §(n) be a C system instance, n > k. Then,

S(n) = Vad(ir,-.. i) if and only if S(n) = ¢(0,... ,k—1) .
Proof:

S(n) EVad(i,y ... ik
iff Ing,...,nk <nyn #nj,da € [S)] - alEo(n, ... )
iff 38€[S(n)]: B ¥ #(0,... ,k—1) (Lemma 3.46)
iff S(n) = ¢(0,...,k—1)



Chapter 4

Decidability Results

In this chapter we investigate whether the verification problem for various
system classes as defined in Chapter 3 is decidable. We present decidable as
well undecidable subclasses, trying to explore the boundaries of undecidabil-
ity. Some of the decidable classes correspond to classes known to be decidable
in the literature; in this case we discuss the relationship of our work to the
published results, and how already known results can be lifted to our setting.

The verification problem itself is parameterized by both the system class
and the class of properties to establish. Therefore, we investigate the ver-
ification problem for several variants of basic system classes and different
property classes.

We start with the ¥ system classes which correspond to systems consist-
ing of user processes that proceed asynchronously, and which are connected
synchronously or asynchronously with some controller.

Starting with Section 4.4 we present results for systems consisting of
synchronously proceeding user processes and some synchronously or asyn-
chronously parallel controller.

We give an overview over all the results established in this chapter in
Section 4.9.

o7
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4.1 Verification of >; Systems

We start this chapter with showing decidability of the asynchronous sys-
tem classes (with respect to the user processes) ¥y with synchronous and
asynchronous control. These classes have in common that only existential
quantification over other processes is allowed in transition guards. Interest-
ingly, the construction used for the synchronous case can also be used for the
asynchronous case, showing decidability for the whole verification problem.
Nevertheless, we give another direct construction for the asynchronous case
first.

4.1.1 Decidability for Asynchronous Control

In this section we show that the verification problem for ¥, systems with
asynchronous control is decidable for several slight restrictions of the general
problem, namely if we restrict the properties to safety properties only, or if
one restricts the system class to non-blocking or weak systems only.

The result is related to that of [EKO00], where also systems consisting of
a parameterized number of asynchronous processes with existential guards
are investigated. We follow the same approach and show that the problem is
reducible to the verification of system instances up to a certain bound. For
a detailed discussion on the relationship see Technical Note 4.15.

We start by making a few observations about all ¥ systems.

Lemma 4.1
Assume that p is the transition relation of a 3 system &, with synchronous
or asynchronous control, n > 1, and (o,0") = p. Then, the following holds:

e There exists [ < n such that o' = (¢ : G, — 7wg(c'), m(c")).
o If m(0) # m(o’), then there exists 7, € Ty, such that (o,0") = p., (1).

o If 7g(0) # mg(o'), then there exists 7. € T¢, such that (o,0") E pr..

Proof: By definition of the ¥ class, especially Definitions 3.25 and 3.26 we
make the following observations:

e In case of asynchronous control, only one of the parts for controller and
user transitions of p must be satisfied. By definition, all variables not
involved in such a transition are not altered, consequently, there is at
most one of these parts that is satisfied.
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e In case of synchronous control, both the user and the controller part of
p must hold, but it is by definition required that variables not belonging
to the active user process are unchanged.

So, at most global variables and array variables in one particular position [
are modified. The lemma then follows by definition of local state and state
variant. [

In case we allow only asynchronous control, the result is even sharper:
either the control make a step, or one of the processes, as one would expect.

Lemma 4.2
Let §(n) be an instance of a ¥y system with asynchronous control. Then,
(0,0") = p implies that either

o =(o:1—m(d)),

for some [ < n, or

!

o'=(0:Gw— mg(a")) .

Proof: Follows directly from the definition of the ¥, transitions. [

For the rest of this section we assume that a parameterized system & =
(N,V, p,0) in the class ¥y with asynchronous control is given.

The next lemma states that the processes are indeed not closely con-
nected, since the enabledness of a transition only depends on the set of local
states induced by a state, but, for example, not

e on the number of processes in one particular local state,

e on the local state of a certain process (so they are “interchangeable”),
or

e on the local states of “neighbored” processes.
Such dependencies are beyond the limits of this system class.

Lemma 4.3 ~
Foralln,n €N, 0,0/ € ¥,,6 € 35,k <n, and k < n with

e Localstates(o, # k) C Localstates(d, # k),
e 716(0) =ng(o) = mg(o’),

o mi(0) = m(6), and my(0) # T(0"),
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the following holds:
(0,0') = p implies (6,5") F p ,
for &' £ (5 : k — mp(0)).

Proof: By Lemma 4.1 and 4.2, ¢’ = (0 : k — m(0")), and there exists a
transition 7, such that

(0,0") = pr (k)

Our goal is to show that also (5,5") = py, (k). Basically, we have to show
the following:

1. The local states of all processes different from & are unchanged, which
is trivial by the definition of &'.

2. The transition p,, (k) is enabled.

3. The values given to the global variables and the arrays in position &
match with the values assigned in p,, (we refer here to the “guarded
command style” notation for transitions).

The third point is quite obvious, since (o,0') = p;, (k) holds, and the
same values are assigned in both steps.

So only the enabledness remains. Since S is a Y system, we know that
the transition guard has the form

InT: B NTH NG T) -

Consequently, there must exist indices [ < n such that o = ¢(k) Ak #
I A(k,1), because (0,0') | py, (k) (the guard does not refer to the post-
state, so no o’ is needed here). From k # [ and Localstates(o,# k) C
Localstates(d,# k) we know there exist m < n,m # k satisfying 7, (o) =
Tm, (0) for 1 <p <e, where [ =11,...,l. and m = mq,... ,m..

We observe that every sub-term of ¢(k) A k # | A 1(k,l) in state o
is evaluated to exactly the same value as the corresponding sub-term of
¢(k) Nk # m A (k,m) evaluated in 5. This holds since the only indices used
in these sub-terms are k and the [ indices resp. £ and the m indices, and the
corresponding local states are identical. This observation can be proved by
a simple structural induction proof. Hence, o |= ¢(k) Ak # I A (k1) iff
= o(k) Nk #=mAY(k,m).

Therefore, we conclude that transition 7, is enabled for process k in state

g.
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By definition of p we can conclude that (5,5") E p. |

We note that it may be the case that (o,0') = p but 0 = ¢’. In this case
the lemma cannot be applied, since the prerequisites are not met.

Lemma 4.4
Forallm,n €N, 0,0’ € ¥, and & € ¥; with

e Localstates(o) C Localstates(d),
e mc(0) = m(5), and

o 16(0) # ma(o’),

the following holds:
(0,0") = p implies (5,5') = p ,
for &' = (6 : G — mg(0")).

Proof: Similar to the proof of Lemma 4.3. [

The next lemma is the key result for decidability. It can be used to
show that for every safety property counterexample that exists for a large
system instance, one can also find one for a system up to a certain bound.
Therefore, for these properties, verification of finitely many system instances
up to a certain bound already allows to conclude the correctness for the whole
parameterized system.

Lemma 4.5 (Bounding lemma)
For all n > |X.| + k,nq,...n, < n, and LTL formulae ¢(iq, ... , i),

a € [S(n)] and a = é(nq, ... ,ng)

implies that there exists a prefiz 8 of a trace in [S(|XL|+ k)] and there exist
ny,...n, < |Xp|+ k such that

BEon,...,ny) .

Proof: Let n > |Xi| + k, and assume that o € [S(n)] such that a =
¢(n1: te 7nk)‘

Without loss of generality, we assume that n; # n;, for ¢ # j. Since
we only look in our construction at individual local traces, only the set of
these process identities is important. If n; = n; for some 7 # j, then we do
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the same construction only for this set of identities, and define later the n}
corresponding to the n; with some identical values.

Let L & Localstates(a) be the set of local states occurring in a.

Since L is finite, those states must appear on a finite prefix of a. Hence,
choose some r < |a| such that all states in L appear in the prefix of o up
to position r, i.e., for each s € L we find a position j < r such that «(j)
induces s as described in Definition 3.34.

Since § has asynchronous control, in each step of the trace, either one
local component (of one index), or the global component of the state changes,
but never both simultaneously, see Lemma 4.2.

Solet 0 = ¢y < ... < ¢y < r be the positions where the global state
component of a changes; more precisely, the first occurrences of a global
state in «, such that for all 0 < j < g we have:

o Globalstates(c (7)) = Globalstates(a(c;)) for all ¢; <7 < ¢j4q,
o Globalstates(c(c;)) # Globalstates(a(cj11)), and
o Globalstates(c (7)) = Globalstates(a(cy)) for all ¢, <@ <.

Now sort the set L according to the first position in which each local state
appears in «, beginning with the initial local states. So,

L ={xg,...,z}

such that z,, appears before (or, in case both are initial local states, simul-
taneously with) z,, in «, for all m < m/'.
Then, for each j < g, there exists an [/; such that

def

M; = {xo,...,z;,} = Localstates(a/c;),

i.e., all local states appearing in « up to the j’th controller state are exactly
{wo, ... ,m; }. In the step a(c;—1) — a(c;), the global component is changed,
hence, the set of local states remains the same. Note that M, contains all
initial local states. M is a set of all local states which can be reached with
the initial global state, thus, without any controller activity. Note that [, </
is possible, such that M, C L. In this case, after the global state changed in
position ¢4, some new local states are reached in «.

For each local state s € L, there exists a first position j,; such that s €
Localstates(c(js)), i.e., one can find a process index i; with m;, (a(js)) = s.
Let

MinComp(s) = m;, (@j,11)



4.1. Verification of ¥, Systems 63

be the local trace of process is ending in the first occurrence of s.

The idea is that we now construct a trace such that all local states from L
are visited in the order given above. Once a (new) local state is reached, that
process will stop moving and remains in that local state. Since all transi-
tions are J-transitions, this can never block other processes or the controller.
In the contrary, the more local states are reached the more transitions are
enabled. Once all states from L are reached, the ¢-processes together with
the controller can do every step taken in «, without any activity of other
processes. Enabledness of a transition of process ¢ only depends on its local
state and the current global state.

Note that it is not possible to order the local states by the number of
local steps of that process needed to reach it. E.g., it could be the case that
only one transition is used to reach a local state, but this transition could
rely on a number of other local states reached before by other processes.

Note further that for an initial state, there may be many different pro-
cesses reaching that state (with the same number of local steps, namely no
steps). But for non-initial local states, there is exactly one process reaching
that state first, since at every step, only one local state or the global state is
modified.

Table 4.1 illustrates the construction of the run of S(|31| + k).

Note that there can be more than one initial local state like xy which is
reached without a local step. Each arrow represents a sequence of transitions
of that user process (or of that set of processes). The last arrows represent
an interleaving of the control process and the local traces of processes n; to
ni. Here, z,,; is the local computation of process n; in «, and x;’z is the m’th
local state in that local computation.

The constructed trace has the following properties:

e [t starts with the local traces reaching all the local states M, reached
in o during the initial global state. Afterwards, these processes stop,
so all local M; states will be awvailable for the rest of the run.

e The next processes, which shall reach the local states L\ M, proceed,
reaching an intermediate state of their local trace, namely the last state
reached in o with the actual global state.

e Then, the processes used for the property ¢ (called ¢-processes) make
parts of their local traces which are done in o during the initial global
state. Since the resulting trace shall satisfy ¢, it is essential that their
steps are not appended one after the other, but simultaneously (this
works since the local steps are already interleaved in a). So we project
the subsequence of o on the ¢-processes and append them together.
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Table 4.1: Constructed run of S(|X.| + k)
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Now the essential part of o up to the first global step has been done,
so next the control process makes a step.

This construction is now repeated until all other sets M;, for j < g,
and global states y; are reached. Then, the rest of the local states of
L can be added. The ¢-processes are then in an intermediate state of
their local computation.

Now, all local states of o are available simultaneously, which means
that for all transitions taken in c«, the enabledness is only depending
on the global states and the process’ own local state, but not on the
local states of other processes. Then, only the ¢-processes and the
controller are taking transitions to fulfill the property ¢.

The computation will start with the state oy such that

ma(00) = ma(a(0)),

mj(09) = MinComp(z,;)(0) for 0 < j < [ (the initial state of the local
trace leading to local state z;),

7j(09) = MinComp(z)(0) for [ < j < 3| (initial states for processes
not used in the construction in case |L| < |Xy|),
Tmtj(00) = T, ((0)) for 1 < j < k, where m &
the ¢-processes).

|| — 1 (these are

Starting with oy, we now construct the run. We say that a sequence 3;
is constructed up to index j, if the last step changed the global component
to the global state of a(c;), and all local states x,, are reached for m < [;
(and the processes with index m > [; have taken corresponding steps). For
co, this only means that we have the trace consisting of the initial state oy.
So assume that f3; is constructed up to index j < g.

First add the local steps leading to the new local states M, \ M; =
{mlj+1a s axlj+1} by

addy, (8, m, MinComp(z,)[c; +1...¢41])

for all I; < m <[}, (add them successively in increasing order). Here,
B = B; for the first index, and the outcome of the previous index for
the rest. Let 8’ be the result.
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e The processes which have not reached “their” local state to stop in,
follow a part of their local trace:

addy (8, m, MinComp (2,)[c; + 1. ¢j41])

for all [;;1 < m <. Similarly to the previous case, B starts with ',

and for an index m + 1, 3 is the result of the computation for index m.
3" is the result of this construction.

e Next, the local traces of the ¢-processes can be added:

" £ addL(8",(m+1,...,m+k),
(Tnyy - o) (e + 1.0 ¢j41]))

where m = |S,| — 1.

e Last, the global state can change:
Bj+1 = addG(ﬁI"aWG(a(ch))) .

Define d;1 = |Bj;1| — 1. This is the position in the constructed trace

corresponding to position c¢;j41 in « (the “first” occurrence of the new
def

global state). We start with dy = 0.

Then, ;4 is constructed up to index j + 1.
Now, let 3, be the trace constructed up to index g. Then, there may be
some more local states not yet reached:

e For each I; < m < | append in increasing order the remaining local
steps leading to the local states L \ M,:

addy, (8, m, MinComp (2, ) [* ") .

Again, 8 = 3, for the first index m = I, + 1, and f3 is the previous
result for m > [, + 1.

Let ﬁ: be the resulting trace, with final state 0. Let § be the trace starting
like 3, i.e.,

Blp=pBfor h = ||,
such that for all j > 0,

o T, (B(h+ 7)) =7mn(o), for each 0 < m < |X],
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o 1g(B(h+ 7)) = ma(a(cy + 1+ 7)), and
o T, -14m(B(h+ 7)) =7y, (a(cg +147)), for 1 <m < k.

Then, £ is a stuttering of a trace of S(|X.| + k) which fulfills ¢(n},... ,n})
with nfy £ [S7) — 14 4.

We have to show that

1. removing the stuttering from (3 results in a (prefix of a) trace of S(|X1 |+

k), and
2. BE=o(nl,...,ny).
First we proof some helpful properties about the construction. [ |

Lemma 4.6
For the sequence [ constructed in the previous proof, the following properties
hold:

For all j > 0 : Localstates(3(j)) C Localstates(3(j + 1)) (4.1)
For all j < g : Localstates(3|4;) C M;

Localstates(3) = L

Proof: We prove property (4.1) by induction on j.

Base case: Localstates(/3(0)) is the set of all initial local states occurring in a.
For each such local state s, there is one process h < [y to which no more local
steps are added, so that this process remains by construction in state s in
the whole sequence 3. Consequently, Localstates(3(0)) C Localstates(53(1)).

Inductive step: The only interesting case is that one of the local states is
modified in that step, so assume that m,(3(j)) # 7(8(j +1)). The question
is whether s = 7,(8(j)) € Localstates(3(j + 1)). We observe that s is a
local state appearing in «, consequently, s € L.

e If h < |X;|, then s is an intermediate state appearing “on the way” to
local state . Consequently, MinComp(s) is shorter than MinComp(z},),
so there is a process h' < h with z;» = s. Since local states are added
in the order of their minimal computation length, the steps of A’ are
already added. Consequently, process h' has already reached s (since h
reached s with that sequence of global states, h' is also able to do that,
maybe even earlier) and stopped in that state.
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e If h > |X;]|, then s is reachable with the sequence of global states in
B|;. Since ¢-steps are added last in the construction of 3, the whole
set, of reachable local states with that global step sequence is already
reached before. Hence, s € Localstates(3(j + 1)).

The next property is (4.2). Previous to the addition of a global step from
d; — 1 to dj, local steps are added leading to all local states reachable with
the sequence of global states seen so far. So, M; C Localstates(S3|q4; ).

On the other hand, if there is a local state s € Localstates(fq;), there
obviously exists a local computation in « leading to s with that global state
sequence, since the local trace added in each index is a local trace in a. So
by construction, there is one process reaching s first and stopping then.

Property (4.3) follows from the previous property and with the observa-
tion that after M, is reached in the prefix of 3, first the missing local states
L\ M, are appended. [

Proof: Now we finish the proof of Lemma 4.5. As already said, we have to
show that

1. removing the stuttering from g results in a (prefix of a) trace of S(|X|+
k), and

2. this trace fulfills ¢.

We start with 1. From the construction it is obvious that
Localstates(a(0)) = Localstates(og) = Localstates(5(0)) .

Moreover, mg(a(0)) = mg(09) = m6(5(0)). Consequently, by Corollary 3.42,
a(0) = 6 implies 3(0) = 6.
For the second condition let us assume that 0 < j < |3 — 1, and that
B(j) # B(j+1) (otherwise this “step” is erased when stuttering is removed).
First consider the case j +1 < | B |. Then, the step was added during the
first part of the construction. By construction, 3(j + 1) differs from 3(j) in
either the global state, or in the local state of exactly one process I.

o 1¢(8(j)) # ma(B(j + 1)): By construction of 5 there exists a small-
est h with mg(a(c, — 1)) = 76(8(5)) and 7mg(a(cy)) = ma(B(7 + 1)).
Before this step (or a subsequent global step with these global states)
is added in the construction, the local steps are appended. Hence,
Localstates(a(c, — 1)) C Localstates(al.,) = M), C Localstates(3(j)).
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Hence, Lemma 4.4 gives us

(8(5), (B() : G = mala(ean)))) =p -

This completes the case, because (3(j) : G — wg(a(en))) = (B() :
G me(Bi+1) =80 +1).

e m(8(j)) # m(B(j +1)): Let h be the first occurrence of a local state
change m(8(j)) — m(B(j + 1)) in a with global state 7g(8(j)), i.e.,
Tm((h)) = m(B(7)), mm(a(h +1)) = m(B(7 + 1)), and 7a(B(5)) =
7e(a(h)), for some m. There is such a step, because in the construction
of 3, local steps are added only when such a step appears in a with the
same global state.

To use Lemma 4.3 we first have to establish Localstates(a(h), # m) C
Localstates(3(j), # (). So assume that s € Localstates(a(h),# m).

— If I < |XL|, then this step is an intermediate step of the local trace
to local state x;. Since this process does not stop in s, and with
the global state sequence seen so far, s is reachable, there must
exist I’ < [ such that zy = s. Since s is reachable with these steps,
process [’ has already stopped in s (I’ steps are added before the
steps of process [, and the local trace to zy is obviously shorter
than that to z;). Consequently, s € Localstates(5(5), # 1).

— If1 > |¥1|, then this is a step of a ¢-process. Take the correspond-
ing step in «. The construction ensures that prior to a ¢-process
step, every local state appearing in « up to the next global step is
already reached (this is one of the M}, for a particular j'), namely
by a process with index I’ < |X|. Since s obviously belongs to this
set, s € Localstates(5(j),# [). Since all n,, # n,y for m # m’, in
each step only one local state is modified.

So consequently Localstates(a(h), # m) C Localstates(3(j), # [) holds.
Since « is a trace of S(n), (a(h),a(h+1)) = p holds. Lemma 4.3 then
states, that

(B(3), (B() : L= mm(a(h +1)))) = p -

Observing (8(7) : L = mu(a(h+1))) = (803) : | = m(8(h +1))) =
B(j + 1) completes this case.

Now we have to consider the case j+1 > |§|. Then, Localstates(8(j), I) =
L, for I = {0,...,|X5| — 1}, and this is either a controller step or a local
step of a ¢-process | > |Xp|.
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Since the global state sequence and the local traces of the ¢-processes
are simply projections of corresponding « traces, the global state always
“matches” to the local states.

So, for the corresponding position A in «, where the controller (resp. a
process m) makes this step, obviously the conditions for Lemma 4.4 (resp.
Lemma 4.3) are fulfilled, so again (8(j), 8(j + 1)) E p holds.

This implies that [ is at least a prefix of a S(|3| + k) trace. Note that
if v is infinite, then also [ is, but the stuttering removal could result in a
finite trace.

On the other hand, if « is finite, then it is a deadlocked trace. In the given
construction, there are usually “more” local states available in the final state
of B than in the final state of «, so it is not clear that also 3 is deadlocked!
In the contrary, in many cases 8 can be prolonged.

But if we restrict to safety properties only, which we do in this case, a
finite prefix is enough to invalidate the property. This is used in the following
theorem stating decidability of the verification problem.

The second thing to show is that the (prefix) trace resulting from re-
moving stuttering steps indeed fulfills our property ¢. Recall that n; =
|Xp] — 1+, for 1 < j < k, which are the indices of the ¢-processes. As
mentioned in the beginning, if there are some n; = n; for 7+ # j, then we
use each process in the given construction only once, and define the n] cor-
respondingly.

Lemma 3.44 and Lemma 3.10 then imply that the trace resulting from
removing all stuttering steps fulfills ¢: 15 = ¢(n),... ,n}) (in fact slight
variations of these lemmas are needed, but the general idea is the same). m

Note that the existence of a prefiz fulfilling ¢ does not imply in general
the existence of a full trace that fulfills ¢.

The following lemma, combined with Lemma 4.5, can be used to reduce
the verification of safety properties to the verification of exactly one instance,
as it shows that safety property counterexamples of small system instances
are also present in every larger instance.

Lemma 4.7
For all n > 1,n4,...n, < n, and LTL formulae ¢(iq, ... , i),

a € [§(n)] and a E é(n, ... ,ng)

implies that there exists a prefiz § of a trace in [S(n + 1)] such such that

ﬁ):¢(n1, ,nk) .
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The property described in Lemma 4.7 can be seen as monotonicity of the
parameterized system: if one system has some behavior, all larger instances
share it.

Proof: Given «, one can choose an initial local state of one process, say
process 0, that is, 0, = 7;(c(0)). Then, one can simply “extend” each state
in a by this local state, which corresponds to a trace where the new process
n + 1 stutters in its initial state. So choose § such that for all j > 0,

* 16(6(7)) = ma(a(7));
e m(B(j5)) = m(a(j)) for each | < n, and

o m,(B(5)) = oL

Corollary 3.42 states that §(0) = 6. It is obvious that the new process
cannot block any transition taken in «, so this is a valid prefix of a trace. As
before, one cannot be sure that this trace is maximal. The result follows by
Lemma 3.44. [ |

Note that it is not possible to extend this result to full traces in [S(n+1)],
as the next example illustrates.

Example 4.8
There exists a system S, n > 1, an LTL property ¢(i;) and a trace o € S(n),
such that a = ¢(0), but for all traces 8 € [S(n + 1)], 8 F~ ¢(0).

Take the simple system S = (N, {s}, p, ), where s is an array over {1, 2},

def

6 = Vi.s[i] =1, and p is built up by the transition

def

pr (1) = Anjsli| =1Aj#iN(s]j] =1V s[j]=2) = s[i] =2 .

Each process of an instance of this system can graphically be represented by
Figure 4.1, where the number in each node gives the value of s[i].

355 # i A
(sjl =1V
s[j] = 2)

Figure 4.1: Non-monotone system
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Choose the LTL property ¢(i) & Os[i] = 1.

For n = 1, there is a deadlock trace, namely the only trace of S(1), which
consists of the initial state. Consequently, ¢(0), i.e., Os[0] = 1, is a valid
property of the system instance S(1). For n = 2, there are two possible
traces, and in both of them, both processes eventually reach the local state
sli] = 2. So, for every trace 8 € [S(2)], 8 # ¢(0) holds.

Note that exactly as Lemma 4.7 states, there exist a prefix for every trace
that fulfills ¢(0), namely the prefix consisting only of the initial state. &

Using Lemma 4.5 and Lemma 4.7, we can state the decidability result for
safety properties.

Theorem 4.9
The verification problem for ¥ systems with asynchronous control is decid-
able for safety properties.

Proof: Assume that S is a parameterized system with asynchronous control.
Define b = |Xp| + k. Assume we have to show

8(2 7’L0) )=Vd¢(21, ,Zk) .

Then, prove whether

S(b) = ¢(0,... . k—1) ,

which is decidable and by Lemma 3.47 equivalent to

S(b) FVad(in, ... ) -

If S(b) does not fulfill this property, give “false” as answer. Otherwise,
return the answer “valid”.

In case ng > b and there is a counterexample for ¢ and system instance
S(b), Lemma 4.7 states that there exists a prefix 8 of a S(ng) trace that is
also not fulfilling ¢. If 3 is infinite, then this is a counterexample for S(ny),
hence, the answer “false” is correct.

Otherwise, if 3 is finite, we use the fact that ¢ is a safety property. There-
fore, we can derive from Corollary 3.17 that no matter how this sequence is
extended to a full trace, the extension will also be a counterexample for ¢.
So in any case, a negative answer is correct.

If ng < b, then a negative answer is obviously correct.

To prove that all positive answers are also correct, assume the answer is

“valid” and there exists an n # b such that S(n) & Vq¢(i, ... ,ix). Then
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there exists o € [S(n)] and pairwisely distinct nq,...,np < n such that
a tE ¢(ng, ..., ng), hence, a = —¢(ny, ... ,ng)

If n > b, then the bounding lemma says there exist (pairwisely dis-
tinct) 71,...,7, < b and a prefix 8 of a trace in [S(b)] such that 8 =
ﬁ¢(77Ll, e ,’fbk).

Otherwise, if n < b, the existence of a corresponding trace prefix can be
derived from Lemma 4.7.

If 8 is a maximal trace, we can conclude S(b) = Vg ¢ (i1, ... ,ix). Contra-
diction!

Otherwise, if 3 is only a finite prefix of a trace we again make use of the
fact that ¢ is a safety property, and derive from Corollary 3.17 that there ex-
ists a trace of S(b) that is a counterexample for ¢(7n1, ... ,7g). Consequently,
S(b) = Vad(i, ... ,ig). Contradiction!

In this proof, the value ng is not really important, as each possible coun-
terexample for any size of the system can be found in system S(b), and each
counterexample of S(b) can be lifted to a counterexample of S(n). Conse-
quently, S(n) fulfills the property if and only if S(b) does.

If ng < k, then Remark 3.23 states that system instances S(n) with n < k
trivially fulfill the verification property. [ |

We note that if each system instance S(n) is guaranteed never to block,
then the result of Theorem 4.9 holds in fact for all verification properties.

Corollary 4.10
The verification problem for non-blocking ¥ systems with asynchronous con-
trol is decidable.

Proof: For non-blocking systems, every trace a of every instance is guaran-
teed to be infinite. Then, the construction of Lemma 4.7 gives always in-
finitely traces Consequently, every counterexample of small system instances
can be lifted to larger systems.

Moreover, the sequence constructed in Lemma 4.5 is always infinite. If «
is a counterexample for any LTL\X property, also this constructed trace is a
counterexample for it.

There is only one minor problem: if the controller and the ¢-processes
eventually stop working, such that in «, from a particular position j onwards,
only the other processes are active, then by construction, 8 has only stutter
steps from the corresponding position in 8 onwards.

In this case, it could be the case that the stutter steps does not correspond
to steps of the system, such that we have in fact only a finite trace of the
system which could be extended by steps of the first processes.



74 Chapter 4. Decidability Results

To get a valid infinite trace, one can add one more process which makes
infinitely many steps in « to the construction. Such a process can be added
in a similar manner as the other processes, making a part of its trace for each
global state change in the beginning, and adding the remaining steps together
with the steps of the ¢ processes. Hence, a corresponding counterexample
can be found at least in system S(|X|+ k+1). Consequently, in this case it
would suffice to verify all system instances up to this instance, so the bound
is increased by one with respect to the safety case.

If there is no such process, then there must be an “idle” transition which
is taken infinitely often, but which does not change the state. In this case,
one has to choose one the first |X,| processes which ends up in a state, where
a process in « makes infinitely many “self-loops”, which do not change the
local state. This process must be copied, so we introduce a new process that
also reaches the state, similar as the original one, and which stops then. Note
that the addition is necessary, because the self-loop could rely on the fact
that there is another process in the same local state! Adding this process
allows to infinitely stutter from a certain point onwards, which leads to an
infinite computation.

Let b = |S.|+ k + 1. Similarly as in the proof of Theorem 4.9, each
(infinite) counterexample found in a system smaller than S(b) can also be
found in S(b), and also each counterexample of a larger system instance
can be reduced to a trace of S(b). Therefore, it suffices to verify S(b) |
#(0,...,k—1).

On the other hand, if ny > b and S(b) has a counterexample, this trace
can be lifted to a counterexample of S(ny). ]

It is possible to extend the given bounding lemma construction in such
a way that for deadlocked computations, also deadlocked computations are
constructed. This result is only given for weak ¥y systems with asynchronous
control, see Definition 3.27.

Lemma 4.11 (Deadlock bounding lemma)
Let S be a weak X, system with asynchronous control. For all n > |X.| +
k,ni,...ng < n, and LTL properties ¢(i1, ... ,i):

a € [S(n)],a = ¢(ny,...,n,) and « is finite

implies that there exists a trace § € [S(|X|+ k)] and there exist n},...n}, <
|X.| 4+ & such that

BE o(ny,...,ng) -
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Proof: Let n > |X| + k, and assume that « € [S(n)], |a| < N, and o =
(b(nla SR ,nk)'

Without loss of generality, we assume that n; # n;, for 7 # j.

We reuse some of the definitions given in the proof of Lemma 4.5, where
we define g as the position of the last control step in « (this is possible since

a is finite), and I = Localstates(a) :

e The ordered set of local states L = {xo, ..., z;} with indices ;.
e The local trace to s, MinComp(s), for each local state s.
e The positions c;, for 0 < j < g, of the control steps.

The idea is similar to that illustrated in Table 4.1, but we now have to
activate the first processes at some point such that they eventually leave their
local state, making a deadlock possible.

Define Ly = L\ Localstates(a(]a| —1)). These are the local states which
must be left in our construction, because each of them could invalidate the
maximality condition.

For each local state s € Lg there exists a maximal position A, and a
process index f,, such that s € Localstates(a(h,)) and 7y, (o(hs)) = s. Then,
we define

ExitComp(s) = 7y, (o ") |

which is a local trace leaving local state s and reaching some local state in
L\ Lg, which is a “good” one, since that local state is already available in
the final state of a.

The set Lg can be ordered by the position of their last appearance in «,
so we can find indices ey, ... , e, such that

L =A{%e;,.- - Tey }

and for [ < I', the last position in which z,, appears is smaller than the
position in which z appears. In the following we abbreviate hwe, with hy,
and fxel with fl-

The trace 3 is constructed similar as before, but for Lg processes, we
have to add also the exit computation. We start with the same initial state.
Now assume that (3; is constructed up to index j < g.

e First add the local steps leading to the new local states M, \ M; =
{@g;41, ..., 2;,, } by

addy, (8, m, MinComp(z,)[c; +1...¢41])
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for all I; < m <1, (add them successively in increasing order). Here,
B = B; for the first index, and the outcome of the previous index for
the rest. Let 8’ be the result.

The processes which are not able to reach their “final” state proceed:
addy, (8, m, MinComp(z,,,)[c; + 1. ..¢j11])

for all ;1 <m < L B starts with 4/, and for an index m + 1, it is
the result of the computation for index m. Let 8" be the result of this
construction.

Next, the local traces of the ¢-processes can be added:

B" = addy (8", (m+1,... ,m+k),
(Tnyy oo, o) (e + 1.0 ¢j41]))

where m < S| — 1.

Now, processes from Ly may leave their local states. We have already
reached all local states reached in « up to position c¢j;1. A local state
should be left, if the exit computation starts before that position. For
each 1 <m < |Lg|, if hy,, < ¢j41, add (in increasing order)

addy, (83, em, ExitComp(z.,, ) [max(0, ¢; — hp) - .. ¢js1 — hm — 1])

where 3 is 8" for the first one, and the outcome of the previous m for
the following. Note that position  in ExitComp(z,,, ) corresponds to
position h,, + 1+ 1 in a. Let 8" be the result of this construction.

Exactly the same has to be done for the “unused” processes m with | <
m < |Xg|. This is just redoing the addition steps for the corresponding
process 0 which stops in the initial state zg, in case zo € Lg.

Last, the global state can change:

Bij+1 = addg (8", ma(e(cjr1))) -

Define dj,; = |3;,1| — 1. This is the position in the constructed trace
corresponding to position ¢j41 in « (the “first” occurrence of the new
def

global state). We start with dy = 0.
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Then, ;41 is constructed up to index j + 1.

At the end, all non-global steps are added in the same way as before,
leaving out only the global state change. Afterwards, all stuttering steps can
be removed, resulting in a sequence f3.

We explain why this a correct computation. Since now the set of local
states shrinks from a certain position onward, it is a priori not obvious that
each step taken in f is a valid computation step, i.e., the existence of a a
corresponding transition that can be taken is not clear.

For each step added to § in the construction, there exist a corresponding
step in . By construction, whenever this step is added, all local states
reached before in « are already available in 5. A local state s is left prior to
this addition only, if it does not appear for the rest of a, for some position j
before the a-step which is added. This can be understand if one looks on the
global state changes: whenever such a step is added, all local states seen in
« up to this step are reached, all intermediate computations for ¢-processes
are added, and last, all local states never seen again in « after this global
step, are left. So later we only add « steps appearing after this global step.

Consequently, the enabledness of a transition for this step cannot depend
on s, and the step is valid. Note that for the weak system class, a lemma
similar to Lemma 4.3 holds, where it is only required that the sets of local
states of o and G agree.

What remains is to prove that this trace is indeed maximal. But obvi-
ously, for each process in [, the final state of its local computation is also a
final state for some process in . This is obvious for processes which leave
“their” local state, and also clear for all the others, since that local states are
part of the set of local states of the final o state. So we can conclude that
Localstates(last(a)) = Localstates(last(5)). This implies that 8 is maximal,
since there is no successor state for the final « state. If there would be any
successor for 3, a corresponding step could also be done for a. [ |

Remark 4.12
For “full” ¥, systems, the constructed sequence need not to be maximal.
The problem is, that one cannot ensure that all local states seen in the final
state of a only once, are also appearing only once in 3. If the final state oy,
is reached in o by only one process 7, and there are two or more local states
that are only visited by this process, then indeed, at least two processes will
reach o, in f.

But this could enable more transitions, since the transition guard is able
to refer to the “other processes only”, using the existential quantification over
7 variables and the comparison 7 # 4, so having a local state twice makes a
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difference! &

Using Lemma 4.11 we can state decidability for all verification properties
for the weak system class.

Theorem 4.13
For weak % systems with asynchronous control, the verification problem is
decidable for all verification properties.

Proof: This result is only valid if we make the assumption that ng < |X.|+k,
which is no severe restriction.

Let S be a parameterized system with asynchronous control, and let
¢(i1,... ,ix) be an LTL formula. Define b = |$.| + k. Then, prove for
each ng <n < b+ 1 (we assume ng < b), whether

S(n) EVao(is, .. ) ,

which can be done by proving

Sn) = ¢(0,... k—1)

according to Lemma 3.47.

If the property does not hold in one case, give “false” as answer. Other-
wise, return the answer “valid”.

If the procedure returns “false”, this is obviously correct, since b > ny.

To prove that positive answers are correct, assume the answer is “valid”
and there exists n # b,n > ng such that S(n) E Vaé(iy,...,4). Hence,
there exists a € [S(n)] and pairwisely distinct nq,...,ny < n such that
a = é(ny, ... ,ng). Since all systems S(n) with ng < n < b+1 are checked,
we conclude n > b+ 1.

If « is infinite, then there exists a corresponding counterexample for sys-
tem instance S(b + 1), similarly as in the proof of Corollary 4.10. This
contradicts our assumption.

Otherwise, if a is deadlocked, Lemma 4.11 shows that there is a corre-
sponding counterexample of S(b). Contradiction! ]

Note that it does not suffice to check just the instances S(b) and S(b+1),
since counterexamples of smaller instances cannot be lifted to larger system
instances. The result of Lemma 4.7 can only be used for safety properties.

We finish this section with two technical notes. The first one discusses how
loosing the restrictions to the initial state conditions influence the decidability
construction presented so far. The second note discusses the relationship of
our decidability result to already known results.
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Technical Note 4.14 (Initial state condition)

In this note we explain why a less restrictive initial state condition would
make the construction above impossible. Assume that we are able to express
that one particular process starts in a certain local state. This can be done,
for instance, by addressing one specific process using a constant as index
term

#(0) AV > 04(3,5)

or by quantification over index variables using index term comparisons
3i.6(i) AVjg #i= v(i,5) .

Figure 4.2 shows a simple system, which does not allow to use the above
construction, if we choose ¢(i) = s[i] = 1 and ¥(i,j) = s[j] = 0. Only

()

Figure 4.2: Problem with exclusively referenced indices in 6

one process is allowed to start in location 1, all the other have to start in
location 0. Hence, it is not possible to reach all local states simultaneously,
since location 2 and 3 are both only reachable for the one process starting in
1. Consequently, the construction given in Section 4.1.1 fails in this case.

We think that the proof may also be done if one allows constant indices
or existential quantification where one requires all quantified processes to be
pairwisely disjunct, but does not allow to distinguish them from other pro-
cesses (by formulae ¢ > 0 or j # 7). This would complicate the construction
a little bit. One can no longer sort the local traces simply by their length,
because the “special” indices referred to by constants or quantified variables
are enforced to start with the same local state as in a. A solution can be to
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choose local traces for these indices with right local states, and change the
order in which local traces are added correspondingly.

In the worst case, all constant index processes (existential quantified pro-
cess indices) are only able to reach one local state out of ¥;,. Hence, we need
more processes for our construction, namely || + & + ¢ — 1, where ¢ is the
number of constant index terms (resp. number of existential quantifications)

in 6. &

Technical Note 4.15
The disjunctive systems in [EK00] are closely related to our ¥, class. The
main differences are:

e We also investigate systems with a controller connected to the param-
eterized number of user processes. In case of the bounding lemma,
the role of the controller is very similar to the second process class
in [EK00]. But for other results, the controller makes a real difference,
because it is not possible to choose an instance large enough such that
all controller states can be reached simultaneously, as it is the case for
a second system class.

e We allow stronger transition guards by using predicates containing
many process indices which are existentially quantified.

Our decidability result corrects a flaw present in the proof of the bounding
and monotonicity lemma given in [EK00]. This proof does not consider a
problem when new traces are constructed of deadlocked computations. We
correct these results by proving the results only for safety properties, and
giving a general result for a more restricted system classes, namely non-
blocking systems and weak ¥, systems.

Moreover, our proof differs in that we split the trace by the global tran-
sitions and add local traces for different processes independently, ordered by
the length of the local traces, while the other processes stutter in their state.
Only the processes for the property are handled together. The construction
used in [EKO00] is based on choosing some trace such that each local trace
leading to some local state is the same local trace as in the original sequence.
In case there is one process such that its local trace reaches two or more local
state first in the run, this local trace is copied and therefore the result is no
interleaving, since some processes run synchronously. It is informally argued
that the interleaving can be restored.

A further mistake is illustrated by the system given in Example 4.8. It
refutes the Single-Cutoff Lemma presented in [EK00] which states that for
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LTL properties, it is sufficient to prove only the one system of the cutoff
bound.

Using the system of Example 4.8 we show that for general properties,
counterexamples of smaller systems are not always found in the semantics
of larger instances. Choose the property ¢(i;) = <Osliy] = 2. So we are
interested in proving

S(>1) EVios[i] =2 .

Similarly as in the example, one can argue that for every trace of the cutoff
system S(b) (the cutoff is clearly larger than 1), each process eventually
reaches the local state s[i] = 2, so the property is valid for the cutoff system.

On the other hand, for system instance S(1), this property is not valid,
since the only trace is the one deadlocking in the initial state, thus, never
reaching the local state s[0] = 2.

Consequently, for general LTL properties it is not possible to reduce the
verification only to the system with size of the bound, as it is done for example
in Theorem 4.9. [
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4.1.2 Decidability for Synchronous Control

In this section we prove decidability of the verification problem of ¥, systems
with synchronous control.

In fact, we can prove this result for an even stronger system class which
we call ¥j. For systems of this class we allow that one transition modifies
both array and normal variables simultaneously. The controller part of the
transition relation is then omitted.

Intuitively, such a system can be precisely simulated by a vector addition
system with states, these are systems equipped with a set of counters over
natural numbers that can be modified by each transition. This idea was also
applied in [GS92] for a different class of systems where processes communicate
using synchronization labels.

Model-checking of safety properties can be reduced to the problem of
checking formulae of the form EG@, for some state predicate ¢, by using an
automaton accepting the set of bad prefixes [KV99]. Following the work in
[ACJ T96], we show that this reachability problem for vector addition systems
can be decided. For general properties, one can use the approach given in
[GS92] to show decidability.

First we show the results for properties over controller variables only.
The general verification problem can be reduced to the first one. We start
by defining the system class of interest.

Definition 4.16 (3 systems)
A X§ system is a parameterized system with a transition relation p built up
by transitions of the form

pr(1) =T () NTF# T AY(6,]) = Z[i] =87 == Gy
in the usual way. O

We remark that the system given in Example 3.2 belongs to this class.
This new class subsumes all >, systems with synchronous and also asyn-
chronous control.

Remark 4.17

Each ¥, system with asynchronous control is also a 3§ system. Obviously,
each Xy user transition is a special case of a X{ transition which modifies
only array variables. A control transition with guard g = 37 : ¢ A(7) can be
modeled by a set of XJ transitions, one transition for each set M C 7 with
guard

gi=m()) =T\ M : 9N (F\ M) #iNYli/j | j € M] .
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Here, 7\ M is the list of all variables of j that are not in M. Now, a user
transition has to simulate the control transition, hence, some index 7 has to
take it. In the control transition, this index ¢ may be used as one or more
of the j indices. Therefore, for each possible case there is one transition.
Intuitively, each M is the set of all j variables that are equal to this process
i

This set of transitions can also be substituted by two more complex tran-
sitions with guard

g()=37:0AT#iA(\ ¥lifi| € M)

MCj

and

g@) = AYlif71 €T -

The latter transition is needed for system instances with only one index. In
this case, the first transition cannot be taken since there is simply no other
process available to instantiate the 7 variables. &

Lemma 4.18
Each Yy system with synchronous control can be simulated by a 3§ system.

Proof: Let us assume that a Y, system with synchronous control & =
(N,V, p,0) is given with transitions T¢ U Ty .
For each pair of transitions (7., 7,) € Tec X Ty, given by

Pr. = Eljc : ¢c A 1/)0(.70) — Y= éy
and
Pr. (1) = Fu  Su(@) A Ju # 0 A thu(d, Ju) — 2[i] = €5

we define for each M C 7, the transition

pTc,Tu,i:M(i) = Hjc \ Maju : ¢c A (bu(l) A (jc \ M) 7& i A Ju 7é [
Abelifj | j € M]
A P (4, Tu)

— z[i] :=Cyi=1¢y .

Exactly as in Remark 4.17, the index ¢ making the step can be involved
in the enabledness of the control transition. Hence, one has to consider all
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combination of equalities of controller j variables and i. Again, this set of
transitions can be substituted by two transition as explained in Remark 4.17.

This defines a new transition relation p. Then, S & (N, V, p, 0) is bisim-
ilar to S and belongs to the class ¥ .

Assume a trace of S(n) is given. For each step in the trace, there exist
7. and 7, which are taken. So, there must exist a corresponding ¢ and corre-
sponding values for j.. Then, one of the p,, ., i—n transitions can be taken
by S(n) in the same state, namely the one with M set to all j. variables
instantiated to the value of 7. This transition leads to the same post-state.
Hence, the same trace is in [S(n)].

That each step of S(n) can be simulated by a S(n) step follows using
similar arguments. u

The X class does not correspond well to the picture of a controller con-
nected to a number of user processes. However, this is not important for us,
since we are interested in finding syntactical restrictions to impose on the
general computation model, such that the verification problem is decidable.
There are anyhow no compelling reasons why we should only model systems
consisting of one controller and several user processes.

Next, we reduce the verification problem of ¥§ system to a problem for a
certain class of counter machines, namely vector addition systems with states
[Rei85], systems which are defined as follows.

Definition 4.19 (VASS)
A vector addition system with states (shortly VASS) V = (Q, (@i)1<i<i, T, Qo)
consists of

e a finite set of states (,
e [ > 1 counters z4,... ,x,
e a finite transition relation 7 C @ x Z! x @, and
e a set of initial states @y C Q.
O

Each counter may be used to hold one non-negative value. In each tran-
sition (g, 2Z,¢') € T, with Z = (2, ..., %), which we also denote by ¢ — ¢/,
counter j is increased or decreased according to z;, as long as it remains
positive or zero. Otherwise, the transition cannot be taken. This idea is
formally defined in the following definition.
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Definition 4.20 (Semantics of VASS)
A configuration of a VASS V is an element (¢,v) € @ x [C — N|, where
C = {x1,...,x;} is the set of counters. The set of configurations is denoted
by Conf. We also use the vector of counter values instead of a function
mapping counters to values, where we assume that an order on the counters
is given.

For two configurations (¢, ?) and (¢, 7'), we define the step relation by

(q,v) = (¢,v") iff Iq,2,¢)eT: v =v+ 72 .
As usual, —* denotes the reflexive transitive closure of —. O

Given this system class, we are able to formulate a couple of problems
related to VASS.

Definition 4.21
The reachability problem for VASS can be formulated as follows: Given a
state ¢ € Q, is there a go € Qo and a v € [C — N] such that (g, 0) —* (¢,7)?
For a second problem we need the following partial order < C Conf x
Conf on configurations: for all configurations ¢ = (¢,7) and ¢ = (¢',7") we
define ¢ < ¢ if and only if ¢ = ¢’ and v < ¥’ (pointwisely).
Given this order and given a configuration ¢ € Conf, we can state the
coverability problem: Is there a gy € Qg and a ¢ € Conf such that (go,0!) —*
d and ¢ <X 7 O

We observe that the reachability problem is a special instance of the cov-
erability problem; the reachability of ¢ € () can be formulated as coverability
of (g,0%.

Before we show how to solve these problems, we first investigate the close
relationship between Y{ systems and VASS. Therefore, a few observations
are helpful.

Lemma 4.22
Let S be a ©f system, and 0,0’ € ,,. Then, (0,0’) = p if and only if

1. there exists [ < n such that ¢’ = (0 : G,l — 7g(0’), m(0")), and

2. there exists 7 and [ < n such that (o,0") = p,[l/i]-

Proof: Follows directly from the definition of the transition relation predi-
cates of this class. [

The following lemma shows a connection between %§ systems and VASS.
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Lemma 4.23 (Correspondence Y| systems and VASS)

For each ¥§ system S there exists a VASS V, such that for each trace of any
instance of the system there is a corresponding computation of the VASS,
and for each trace of VASS that reaches a control state of a certain set, there
is a corresponding trace of some instance S(n).

The trace r of §(n) corresponds to a trace r' of V, if mg(r) = proj,(f(r'"))
for some function f that removes some intermediate configurations from 7'.
Here proj, is the projection on the first component; wg(r) is the sequence of
control states appearing in r.

Proof: Let S = (N, V, p,0) be a X system built up by transitions 7 € 7.

The idea is to construct a VASS, which has a counter for each possible
local state a user process can have. The counter simply counts the number
of processes in the corresponding local state. The control state of the VASS
corresponds either to the control state of S(n) or some intermediate state,
since S steps are simulated by a sequence of VASS steps. So assume that the
local user states are enumerated {si,... sy, }.

Let 7 € T be a transition. If this transition is taken, potentially the
control state and one of the local states is modified. Moreover, it can only
be taken if the system is in specific control states as well as the process that
makes the step, and if some more local states, needed to enable the transition
guard, are occupied in that state.

We observe that for each transition 7 there exists a function ¥g x ¥ —
2*L mapping pairs (¢, s) to E, such that 7 is enabled in state o if

L] 7Tg(0') = C,
e the process 7 making the step is in state s, and
e Localstates(o, # i) € E, .

This function is identified with the set of its triples, it is called enabling set
of 7 and is denoted by En,. These sets are effectively computable for each
transition.

If M € En;(c,s) then there exist n > 1, k < n, and states 0,0’ € ¥,
such that mx(0) = s, mg(0) = ¢, Localstates(o,# k) = M, and (0,0") |
p-1k/i]. We denote (wg(o'), mx(o")) with 7(c,s). Note that this “result” of
the transition is deterministic and unequivocal for all such o, o’.

To simulate a transition 7, we define for each M € En.(c, s) the following
transitions.

c -2 (1(c,8), M) ,
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_ def _ .
where z = —Zz, — Z); with

23(2'):{ 0 ifs; #s

1 ifs;=s

and

_ . 0 if S; M
This transition is used to check for the enabledness of the transition. Intu-
itively, if this transition can be taken, it is ensured that there is a process in
local state s that takes transition 7 and there are the M local states present
to enable it.
The second transition resets these values for M and simulates the affect
of taking the transition. For M C ¥, ¢ € ¥, and s’ € ¥ we define

(c,s', M) =5 ¢
with Z = Zy + Zy.

What is missing is the initialization of the VASS. One can observe that
the initial state predicate # only depends on the “set” of local states, see
Corollary 3.42. Consequently, there exists a finite set I C g x (2”2 \ @) such
that o = 6 iff (Globalstates(o), Localstates(o)) € I. This set is effectively
computable.

The following set of transitions can be used to reach a configuration that

corresponds to an initial state of S for some instance n > 1.
For each (¢, M) € I we define a transition that adds all the M processes:

qo Z—M> (C,M)

A valid inital configuration has only processes with local state in M, but
there may be more than one process for each of these local states. Therefore,
the following transitions add non-deterministically more processes starting
in a local state of M. For each s € M take the following transition:

(¢, M) = (¢, M)

The last transition leaves the initialization part of the VASS computation.
The configuration corresponding to some initial state is now completed and
S steps can be simulated:

(c,M)—6>c

We define the following VASS V' = (Q, (%i)1<i<i, Tv, Qo) given by
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e Q =5 U(Bgx 3L x271) U (Bg x 2) U {q},

def def

e x; = s;and | = |Xg,

the set of all transitions 7} described above, and

Qo = {g}-
This VASS is denoted by VASS(S).

Define the following function « that relates states of a system instance
S(n) with configurations of V. For o € %, define a(o) £ (ng(0),?) such
that 9(¢) = [{j | j <nAmj(o) = s;}|.

Then, for each run r of S(n), there exists a corresponding trace of V,
namely 7’ such that first the configuration corresponding to r(0) is created,
and from this position ¢ on, a(r(7)) = a(r'(2i + ¢)) and a(r'(2i + 1 + ¢)) is
the intermediate state resulting from taking the transition 7 that S(n) takes
in the step from 7(¢) to (i + 1) (which always exists).

Similarly, let r be a trace of V that started in configuration (go,0) and
reaches a control state of ¥ (this is the set described in the lemma). Let ¢
be the position of the first control state of X, so r(c) = (¢, 0) with ¢ € Xg.

Then, there exists o € X, withn > 0and n = 37, _._,9(i). We can conclude

o E6.

Then, there exists a corresponding trace of S, for each two V steps simu-
lating one transition 7, one only has to choose one process in the right local
state and let that process take transition 7. The function f mentioned in the
lemma simply removes all intermediate configurations (c,7) from the trace
(such that ¢ ¢ X¢). |

We note that this simulation is indeed not “precise” with respect to the
user processes. This means, we cannot use the construction given above to
reduce the verification problem for arbitrary properties to the verification of
the corresponding VASS. The reason is that one loses the possibility to focus
on one process and observe its sequence of local states by the transformation
into a VASS.

Lemma 4.24
The VASS V = VASS(S) has the following property.

e In any computation of V' which reaches a non-intermediate configura-
tion, all following non-intermediate configurations have the same weight
(which is the sum over the values of all counters).
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Proof: This lemma holds by construction of VASS(S). |

Definition 4.25 (Partial order)
Given a set A and a relation < C A X A. < is a partial order if and only if
it has the following properties:

o reflexivity: Va € A:a <a
e transitivity: Va,b,c€ A:a <bAb<c=a<c

e anti-symmetry: Va,b€ A:a <bAb<a=a=0b

Definition 4.26 (Well quasi-ordering)

A partial order < on A is called a well quasi-ordering if and only if for each

infinite sequence o € AY there exist i,j such that ¢ < j and a(i) < a(j).
O

It is obvious that every well quasi-ordering is also well founded (which
means that there do not exist any infinite decreasing sequences in A).

Lemma 4.27
The < order on configurations is a well-quasi ordering.

Proof: We prove by induction on the number on counters a stronger result:
For all sequences « of counter values, there exists an infinite sub-sequence of
«, which is monotonically increasing.

Base case: Let us assume that we have only one counter, and that « is a
sequence of counter values. If there is one counter value appearing infinitely
often in «, choose this sub-sequence, which is obviously monotonically in-
creasing. If all values occur only finitely often, then there must be infinitely
many values, so they must grow beyond every bound. So we conclude that
there is a sub-sequence increasing monotonically.

Inductive step: Let us assume there are n + 1 counters, and that « is a
sequence of counter values. Then, if we only consider the first n counters, then
the projection of « is a sequence of n values, so by induction hypothesis, there
exists a monotonically increasing sub-sequence (a(i;))jen. Now, using the
argumentation of the basic case for the position n+1, we find a monotonically
increasing sub-sequence for this position. This sub-sequence is then also a
monotonically increasing sub-sequence for all n + 1 counters. [ |
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Lemma 4.28
The coverability problem for VASS is decidable.

Proof: Let V = (Q, (zi)1<i<i, T, Qo) be a VASS, and ¢ be a configuration of
V. The idea is to make a backward analysis starting with the given config-
uration. If this analysis terminates and there is some initial configuration in
the computed set, a covering configuration of ¢ can be reached.

For transition t = (¢, 2,¢') € T, p € @, and C C Conf we define

e [0 ifp#qV(@—-2) 20
Prey(p,v) = { {(¢q,v—2)} otherwise
Pre,(C) & Mm(U Prey(c))
ceC
Pre(C) = Min(| ] Pre.(C))

teT

The Min operator chooses only the minimal elements of the given sets,
so for a finite set C' C Conf we define Min(C) as the set C' C C such that

e for all ¢ € C there exists ¢ € C' such that ¢ < ¢, and
e forall e, € (', ¢ < ¢ implies ¢ = .

For each set C C Conf let [C] £ {¢ | 3¢ € C : ¢ < ¢} (this is the
upward closure of C).

We note that Pre(C) as well as Min(C) is effectively computable for all
finite C C Conf, and [C] = [Min(C)].

The following equations give an algorithm for solving the coverability
problem.

MO d:ef {C}
def

M; 1 = Min(M; U Pre(M;))

This fixed point iteration converges: assume that M;,,; # M; for all . Then,
[M; 1] 2 [M;], so choose some ¢; € [M;] \ [Mi_1] (with M_; = @). Since
< is a well-quasi ordering, there exist 7 < j such that ¢; < ¢;. Consequently,
¢; € [M;], contradiction! |

Theorem 4.29
The verification problem for ©§ systems is decidable for invariance properties.
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Proof: Let S be a system with local states ¥; = {si,...,s} and as-
sume an invariance property O@(iy,... ,it). We have to prove S(> ng) =
V4 Oe(i1, ... ,ix), which can be reduced to S(> ng) E V4 06(0,... ,k—1).

First construct the VASS Vs = VASS(S) for S. There is a finite set of
“bad states”

By = {(g,a0,--- a5 1) | (0:7 a;,G— g) E—=6(0,... , k—1)}

This set is effectively computable. For each b = (g,ao,...,a5_1) € By let
¢y = (g,v) with v(7) = |{j | a; = s;}| be the configuration corresponding to
b.

In case ny > 1 one has to ensure that each configuration corresponding to
an initial state that Vs reaches has “enough” processes. This can be done by
counting the number of local states added in these first steps in the control
state, modifying Vg slightly.

Now use the backward analysis as given in the proof of Lemma 4.28, let
M be the result of this analysis. All one has to check is whether the initial
configuration is a member of M, which can be done effectively. If this is the
case for any of these “bad” configurations, then some instance of & can reach
a state violating ¢, so ¢ is no invariant for all instances of S. Otherwise it is
invariant. [ |

For the more general verification problem we apply the automata-theoretic
approach for LTL model-checking [VWS86], see also Section 5.4. To prove
that property ¢ holds, one builds first the automaton A4 and then the syn-
chronous product of the system and A4, the result is an automaton that
accepts the intersection of both languages. This language is empty iff the
system satisfies ¢.

Definition 4.30

Let S be a parameterized system. Let r be a computation of VASS(S).
We define contr(r) as the sequence of all control states appearing in non-
intermediate configurations of r. O

Lemma 4.31

Let ¢ be a control property and & a parameterized system. Every instance
of S satisfies ¢ iff contr(r) satisfies ¢ for each computation r of VASS(S)
which contains at least one non-intermediate configuration.

In this case we say VASS(S) satisfies ¢, denoted by VASS(S) = ¢.

Proof: By Lemma 4.23 we know that every trace of VASS(S) (with some
non-intermediate configuration) corresponds to a run of some instance, and
vice versa. ]
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Lemma 4.32
Let ¢ be a control property and S a parameterized system. VASS(S) W ¢
iff there exists a finite computation r of VASS(S) such that

1. r =af and

e « starts in the initial configuration and f is a cycle, and

e there exists a run of A, over contr(a)contr(3) such that the tail
of the run over contr(f) is a cycle containing a final state, or

2. ris a deadlocked computation and contr(r) % @.

Proof: Let v = VASS(S).

VIiFe

iff =V computations r of V' : contr(r) = ¢

iff 3 computation r of V' : contr(r) = —¢

iff 3 finite deadlocked computation r of V' : contr(r) = —¢
or 3 infinite computation r of V' : contr(r) E —¢

iff 3 finite deadlocked computation r of V' : contr(r) = —¢
or 3 a finite computation r of V' and
3 run af of A4 over contr(r)

such that g is a cycle containing a final state

We prove the last equivalence in detail (only the part for infinite computa-
tions). Assume there exists r such that contr(r) = —¢. Then there exists an
accepting run 74 of A_4 over contr(r).

Since the sets of states of V" and A, are finite and the weights of r remain
constant for non-intermediate configurations (by Lemma 4.24), there exists
position 7 such that r(i) is non-intermediate and there are infinitely many j
with 7(7) = r(j) and r4(7) = r4(j)-

Since there are infinitely many accepting states in 74, one of these j is
large enough so that there is an accepting state between position 7 and j.
This shows the existence of a cycle af.

The other direction is straightforward since the cycle can be taken in-
finitely often by both the VASS and the property automaton. [

By defining the synchronous product of a VASS and a property automaton
we reduce this problem to a problem about VASS.
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Definition 4.33 (VASS(S, A))

Let A be a Biichi automaton given by (@, A, A, Qo, F') describing a temporal
(controller) property of S instances, with states @, alphabet A = 27 (where
P are atomic propositions of the form y = v for y € Vy and v € type(y)),
transitions A C @ x A x @, initial states )y C ), and accepting states
FCQ.

Construct Vs = VASS(S) = (Qv, (®i)1<i<i, Tv, Qv,) as in the proof of
Lemma 4.23 (taking ng into account).

For s € 3¢ let prop(s) = {y = v | s(y) = v} be the set of all propositions
corresponding to s. The automaton A uses subsets of these propositions as
its alphabet.

We construct a VASS V £ (Qy x Q, (zi)1<i<i, T, Qv,o X Qo) that is intu-
itively the synchronous product of Vs and .A. This VASS is also denoted by
VASS(S, A).

We say that a configuration is proper similar as in [GS92] if the control
state of that configuration is in ¥g x ). These configurations correspond
directly to states of some instance S(n). Other configurations are called
intermediate. A proper configuration such that the automaton state is ac-
cepting is called accepting configuration.

There are three types of interesting transitions: The first type are transi-

tions to build up the initial state, ending with the one transition (¢, M) e
that reaches the configuration that corresponds to the “initial” state of some
instance S(n) (the first three items below correspond to transitions of this
type). The second one is the set of transitions from configurations that rep-
resent a S(n) state to intermediate configurations. The last set of transitions
leave intermediate configurations, reaching proper configurations.

e For each S-transition gq Zm, (c, M) € Ty and g5 € Qo we choose
(90, 98") = (¢, M), qg") € T.

e For each (¢, M) = (¢, M) € Ty and ¢i* € Qo choose ((¢c, M), ¢&) =
(e, M), q3") €T.

e For each (¢, M) %ce Ty and ¢! € Qy choose ((c, M), qg) 9,
(¢,q) € T if and only if (gg', prop(c), q) € A.
Intuitively, the automaton A encoded in the control checks the initial

control state of the corresponding system instance S(n). This transition
reaches the first proper state.

e For each (¢,s,M) = ¢ € Ty with ¢ € Xg we choose a tran-
sition ((¢,s', M),q) — (c,q') € T for each ¢q,¢' € Q such that
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(g, prop(c'),q') € A.

The automaton A checks the new control state ¢ that is reached.

e For each ¢ = (¢,s',M) € Ty with ¢ € Xg we choose (c,q) —
((cd,s',M),q) € T for each ¢ € Q.
Intuitively, the automaton A stutters in this step, since the control
reaches an intermediate state.

Lemma 4.34
Let S be a parameterized system and ¢ be a control property. VASS(S, A-)
has a

e finite computation of the form «af such that g is a cycle containing an
accepting configuration iff there exists a finite computation of VASS(S)
satisfying the conditions of Lemma 4.32 (1.)

e finite deadlocked computation such that the sequence of control states
of all proper configurations in it satisfies —¢ iff there exists a finite
deadlocked computation r of VASS(S) such that contr(r) = ¢.

Proof: This lemma holds by construction, VASS(S,.A-4) is simply the syn-
chronous product of VASS(S) and A_,. ]

Lemma 4.35 ([GS92])
There exists a finite path of VASS(S, A-,) of the form af such that

e « starts in the initial configuration and
e (3 is a cycle in which an accepting configuration appears,
if and only if there exists such a path of length

O(?kl-p-log(P)'le'm'1°g(m))
where k; is a constant, p is the number of states of VASS(S, A-,), and m is
the number of local states |X| of S.

Lemma 4.36

Let S be a parameterized system and ¢ be a control property. It is decidable
whether VASS(S,A.4) has a finite deadlocked computation such that its
sequence of proper control states satisfies —¢.
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Proof: Let V.= VASS (S, A-y).

First we note that a control state sequence r of a deadlocked computation
of V satisfies ¢ iff r - ¢¥ satisfies ¢, where ¢ is the final proper control state
of r. Hence, we try to identify configurations which correspond to deadlock
states, such that its stutter extension satisfies the property.

We call a configuration a of V' stutter-accepting, if there exists a trace of
A_, starting in the property automaton state of a which accepts ¢, where
c is the control state of a. For each control state ¢ and automaton state g, it
is clearly decidable whether (c, g) is stutter-accepting or not.

Define En(c,s) = U, En,(c, s).

For each control state ¢, and local state s, check for each M € 2%z \
En(c, s), whether a stutter-accepting configuration covering (c, s, M) is reach-
able. A configuration x covers (c, s, M), if ¢ is the control state of z, x —
Zy — Zs > 0, and every counter in z is zero if the corresponding local state
is not in M U {s}.

If any of these stutter-accepting configurations is reachable (this check
can be done efficiently), then there exists a deadlocking computation of V'
which satisfies ¢.

On the other hand, if some deadlocking computation exists, it must end
in a configuration covering (c, s, M) for some M ¢ En(c,s). |

Theorem 4.37
The verification problem for 3§ systems is decidable for controller properties.

Proof: Let S be a parameterized system and ¢ be a controller property.
Proving S(n) = ¢ is by Lemma 4.31 equivalent to proving VASS(S) = ¢.
The latter is by Lemma 4.32 equivalent to proving that no infinite computa-
tion of the form «af exists where S contains an accepting state, and that no
deadlocked computation exists satisfying —¢. By Lemma 4.34, this problem
can be reduced to a problem on VASS(S,A).

By Lemma 4.35 the existence of such an infinite computation can be
decided.

By Lemma 4.36 the existence of such a deadlocked computation is also
decidable, showing decidability of the verification problem. [

Corollary 4.38
The verification problem for ¥§ systems is decidable for safety properties of
the controller.

Proof: This corollary is a consequence of Theorem 4.37. For verification of
safety properties, one can also apply a second approach using an automaton



96 Chapter 4. Decidability Results

A over finite words that accepts all finite “bad prefixes” of counterexamples
instead of the Biichi automaton A, [KV99)].

Then, one can use the backward analysis as in the case of invariance
properties before to decide whether some “bad” VASS(S,.A) control state
from the set {(¢,a) | ¢ € X, a € F} is reachable. |

User properties

We follow the idea presented in [GS92] and reduce properties involving user
processes to controller properties.

The next transformation can be used to move one process inside the
control. Intuitively, we add non-array copies of the array variables with the
same type, the state of these variables corresponds to the local state of one
process. Then, for each transition we add a couple of new transitions that
take this “process inside the controller” into account.

Definition 4.39 (Transformation)
Let S be a Xf system. Let Z be a new (control) variable of type type(z)
for each array variable . We abbreviate the list of index variables from
7 not in some set M with 7\ M. We shortly write 9[%/x[j]] instead of
Y[z /z[j] | * € Vx|, always meaning the whole set of variables Vx.
Intuitively, one process p moves into the control, so the z variables replace
the array entries z[p]. One has to consider the cases when this process makes
a step and when this process p is referred to by transitions of other processes.
For each transition 7 of S

pr(i) =37: p() NT# i A5, 7)

— Z[i] == €y 1= ¢y

with 7=71,...,7,and [ > 1, we define a set of transitions of the transformed
system. First, we take for M C 7, M # ()

pricp(i) = 37\ M : [ /alil] A 7\ M) # i
A ($[&/lill)[i/5 | 5 € M]

— I =Gy Y =Gy

Intuitively, this transition simulates that process p takes transition 7. Instead
of modifying an array entry, the new variables must be changed. Obviously,
the simulating transition must be taken by some other index. Therefore, we
choose one of the indices to which 7 variables are instantiated.
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Moreover, we define one transition for each M C j:

Pro-1a(i) = I\ M : (i) A (7\ M) # i
ANYlE/z[j] | 7 € M]
— Z[1] :=CJ =Gy

(for M = () this is the original transition p,). These transitions correspond to
the case that a process i # p takes the transition, and some of the 7 variables,
namely M, are instantiated with p.

With ¢r(S) we denote the resulting system with extended set of variables
and transition relation that is built up by transitions p;;—, and p,,=ar for
M C{j1,. -k}

In a similar way, an LTL property ¢(i1,... i) with £ > 1 is modified:

tr(¢) = ¢lE/ali] |z € Vx] .
This formula has free variables o, ... , #. O

The next lemma states that this transformed system essentially is the old
one.

Lemma 4.40
For every ¥j system S and LTL property ¢(i1,...,i), and n > k > 1,
Sn)E6O,... . k—=1)iff tr(S)(n—1) = tr(¢)(0,... ,k—2).

Proof: Let us assume 7 is a trace of S(n). Let v’ be the sequence of tr(S)(n—
1) states such that for each h, m;(r'(h)) = m;11(r(h)), the control states
projected on the Vy variables are identical, and the = variables in each state
r'(h) have the state mo(r(h)).

For each step in 7 there exists 7 and index [ < n such that (r(h),r(h +
1)) E p-(1). Transition 7 existentially quantifies 7= ji,... ,j.. Hence, there
exist corresponding values ¢y, ... ,c, that satisfy the transition guard.

If [ = 0, then ¢r(S)(n — 1) can take transition p;;—, » for index ¢; and
set M = {j, | ¢z = ¢1}, leading to a corresponding post-state; each index
variable j, ¢ M can be instantiated by ¢, — 1 in this case.

Otherwise, let M = {j, | ¢, = 0}. Transition p,,—p can then be taken,
leading to post-state r'(k + 1). Again, the j, variables with j, ¢ M can be
instantiated by ¢, — 1.

It is easy to see that 7’ = ¢(0,... ,k —2) if r = ¢(0,... ,k—1).

One can prove in a similar way that for each trace of ¢r(S)(n — 1) there
is a corresponding trace of S(n).
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Consequently, if S(n) = #(0,...,k — 1), there exists a counterexample
that satisfies =¢(0, ..., k—1), and hence, there is a corresponding counterex-
ample of tr(S)(n — 1) that violates ¢(0, ...,k — 2), and vice versa. |

Theorem 4.41
The verification problem for 3¢ systems is decidable.

Proof: Assume we have to show S(> ng) &= V(i1 ... ,i). This problem
can be reduced to showing S(> ng) = ¢(0,... ,k — 1) due to Lemma 3.47.

Now we use the transformation given in Definition 4.39 k times and obtain
a system 8’ and an LTL formula ¢’ without free index variables.

Check whether §'(> ny — k) = ¢'. If ng < k, check additionally whether
S(k) = ¢(0,...,k—1) holds. Answer “valid” if no counterexample is found,
otherwise return “invalid”.

By Lemma 4.40, checking &' suffices to show correctness for all system
instances S(n) with n > k. For n = k this is proven directly, if necessary.

|

Remark 4.42

Since the class of ¥y systems with asynchronous control is clearly a subclass
of the 3} systems, this construction also shows decidability for the verifica-
tion problem for ¥, systems with asynchronous control and all verification
properties, using a different approach as the result presented in Section 4.1.1.

The results in Section 4.1.1 only apply for several subproblems of the gen-
eral verification problem for ¥, systems with asynchronous control, namely
for safety property verification, for non-blocking systems, and for the weak
system class.

Comparing the results shows that the complexity of the decision proce-
dures based on verifying system instances up to a certain bound are better.
Let k£ be the number of existential quantifications in the property, ¢ be the
LTL part of the property, ¢ = |Y¢/|, and u = |X,|. Then, the verification
using the procedure of Section 4.1.1 can be done in time

0(2|¢| e 2(u+k+1)-logu) )

We use the known result that an LTL property ¢ can checked for a finite
state system S in time O(2/?! - |S|), see also Section 5.4. Model-checking is
linear in the system size, but the system to check here is S(|X|+k+1). This
is a parallel system, hence the size of S(|X.|+ k + 1) is exponential in the
size of the user process. This exponential blowup is called state explosion.
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The bound used here is the bound of the decision procedure for non-blocking
systems.

In contrast, the decision procedure based on the VASS can be applied in
time

h(‘(b‘, size(c), size(u)) + 0(20((c.uk)a.2b-(\¢|+u-1ogu))) :

where a and b are some constants and A is a polynomial function and size is
the size of the description of the corresponding process including the transi-
tions.

The bound is taken from Theorem 3.6 in [GS92]. The size of the control
is in our case c-u*: from Definition 4.39 one can see that by moving one user
process into the control, new control variables are introduced. Hence, the
resulting system has control states X X ¥r. This transformation is applied
k times. &
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4.2 Verification of >; Systems

In this section we investigate the verification problem for ¥; systems, which
allow to quantify universally over other processes. We show that this prob-
lem is decidable for asynchronous control, and prove undecidability in the
synchronous case.

4.2.1 Decidability for Asynchronous Control

In this section we focus on the ¥; system class with asynchronous control.
We first restrict to safety properties, and give a decidability result based on
the following observation.

Having only universal quantification over process states at hand, if a
transition can be taken in a particular state, then one can safely remove a
process (which does not change its local state in that step), and the same
transition remains possible.

So, choosing the smallest number of processes, which depends both on
the particular initial state predicate and, of course, the property which is to
verify, a combination of local states is reachable whenever it is reachable for
any instance.

In a second step we show how to extend this result to general properties
for non-blocking systems, and for general >; systems.

So assume throughout this section that S is a parameterized system in
the class Y; with asynchronous control, with initial state predicate 6§ =
Anit, .-, 0.V NG ¢g(i,01,- .. %), and transition relation predicate p.

Lemma 4.43 ~
Forallm,neN, 0,0’ € ¥,,6 € X5, and k < n,k < n with

e Localstates(o, # k) D Localstates(d, # k),
e 76(6) =ng(o) = mg(o’),
o (o) = m;(6), and 7w (o) # me(0”),
the following holds:
(0,0") = p implies (5,5") = p ,
for ' £ (5 : k — mp(0")).

A similar proposition holds also for controller steps. The first prerequisite
reduces in this case to Localstates(c) O Localstates(5).



4.2. Verification of ¥, Systems 101

Proof: For 3, systems, a transition guard has the form
VIio(@) A (7 #1=1(i,]) -

The validity of this formula depends only on the local states of process 7
and the quantified indices 7. If it is valid for each combination of indices 7
in o, then for every combination of indices 7 of instance S(7), it must also
evaluate to true. Consequently, the same transition can be taken. Obviously
the same values are assigned as in the step of S(n).

The result for controller steps is proved similarly. [ |

The next lemma formalizes the idea that one can remove one process if
there are “enough” processes left such that the reduced trace can satisfy 6

and ¢.

Lemma 4.44

Let ¢(iy,...i) be an LTL formula, and let [ be the number of existential
quantifications in §. For all n > k + 1 and ny,... ,ngy <n+ 1, with n; # n;
for ¢ # 7, if

e « is a prefix of a trace in [S(n + 1)], and

° a):gﬁ(’n,l, ,le),

then there exist a prefix o/ of a trace in [S(n)], and nf,... ,n}, < n, with
n; # n; for i # j, such that

o Eé(nd,...,ng) .

Proof: Let us assume that o = ¢(nq,...,ng). Since « is a prefix of a
trace, a(0) = 6. Consequently, there exist ji,. .., 7 such that «(0) E Vyi :
¢0(i,j1, s ajl)'

Since n > k + [, there exists j <n+1, j & {n1,... ,nk, J1,---, 51} By
Lemma 3.46 (this lemma is also true for prefixes instead of full traces), there
exists a prefix o of another trace in [S(n+1)], such that o/ = ¢(n},...,n}),
where the n’; are the same as n;, only that n and j are swapped, and o' is
constructed from o« by swapping the local traces of index j and index n.

Construct § from o by removing the component n, and removing every
stuttering step afterwards. This results in a sequence of system instance
S(n). By Lemma 3.41 we conclude §(0) = 0. Lemma 4.43 states that every
step in this sequence is a valid step, so [ is a (prefix of a) trace of S(n). =

In case « is finite, also [ is finite. But even if « is maximal, it is not
clear whether 3 is: since one local state is removed, more transitions may be
enabled in the final state of 8 than in the final state of «.
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And also in the case that the removed process 7 was the only process
with infinitely many steps in «, the sequence [ is finite; in this case it is also
likely that S may be prolonged, such that it is not maximal.

But using a slightly higher bound, one can modify the construction such
that infinite traces are translated to infinite traces of a smaller system, as
the next corollary shows.

Corollary 4.45
Let ¢(i1,...1x) be an LTL formula, and [ as in Lemma 4.44. For alln > k+1
and nq, ..., <n+ 1, with n; # n; for ¢ # 7, if

e o € [S(n+1)] is an infinite trace, and

o aFEd(ny,...,m),

then there exist an infinite trace o’ € [S(n)] and 0}, ... ,n} < n, with nj # n/
for ¢ # 7, such that

o Ed(ny, ..., n;) .

Proof: The difference to Lemma 4.44 is that we need to find an infinite trace
instead of a possibly finite prefix. This can be obtained by observing that in
an infinite trace, there must be at least one process (or the controller) with
infinitely many steps.

In an instance §(n) with n > k+1, there is room for one “extra” process
that can be used for this activity, even if the ¢-processes and the processes
used for # make only finitely many steps.

If there is no process ¢, such that the ¢’th local state changes infinitely
often, then there must be a stuttering transition that is enabled (since the
trace of a non-blocking system is always infinite). So, if this stuttering is no
controller transition, one can always choose this “extra” process such that it
is the one that stutters in some local state forever. [

Note the difference between Lemma 4.44 and Corollary 4.45: in the
lemma, n > k 4 [ can be used, whereas the corollary holds for n > k + (.

Theorem 4.46
The verification problem for ¥; systems with asynchronous control is decid-
able for safety properties.

Proof: Assume that we have to prove §(> ng) = Vq¢(i1, ... ,ix), where ¢ is
a safety property. Let [ be the number of existential quantifiers. Then prove
whether

Sn) = ¢(0,... k—1)
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for all n, with £ < n < k+1 and ny < n (in case ng > k+1 check only for ny).
Return the result “valid” if all proofs succeed, and return “false” otherwise.

A negative answer is obviously correct since ng < n.

To prove that positive answers are correct, assume that the answer is
“valid” and there is an instance S(n) such that S(n) ¥ Vyé(iy, ... ,i). If
n < k, then S(n) fulfills the property trivially. With Lemma 3.47 we conclude
that n > k 4+ [ and n > ny.

Then, there exist ni, ... ,n; < n, with n; # n; for i # j, and a € [S(n)]
such that a = =¢(nq, ..., ng).
Repeated application of Lemma 4.44 shows that there exist nf, ..., n},

with n; # n’; for i # j, and a prefix o of a trace in [S(k +1)] (resp. [S(no)]
if ng > k 4 [) such that o = —¢(n!,... ,n}).
Since ¢ is a safety property, Corollary 3.17 implies that no matter how
o' is prolonged to a full trace o, the result will also not fulfill ¢: o' =
—p(nh, ... ,ny), 80 S(k+1) FE=Vad(i, ... i) (resp. S(ng) if ng > k +1).
By Lemma 3.47, this is equivalent to S(k + ) & ¢(0,... ,k — 1) (resp.
S(ng)), which contradicts our assumption! |

The next example shows that there is no hope to improve the upper
bound.

Example 4.47
We give an example for £ = [ = 2, that is easily extended to arbitrary values
for k£ and l. Take a parameterized system with one array variable s ranging
over {1,2,3,4}, such that there is no transition leaving a state s[i] = 1 or
s[i] = 2, and one transition s[i] = 3 — s[i] := 4.
Choose the initial state condition 8 = Jyiy, i9.Vni : slil) = 1 A slig] =
2 A sli] € {1,2,3}, and the verification property Yy O—(s[j1] = 4 A s[ja] = 4).
Then, this property is valid for all instances n < 4, but invalid for instance
S(4). Consequently, it is not possible to reduce the upper bound of the
decision procedure. &

The decidability result holds also for general properties if we only inves-
tigate non-blocking systems.

Corollary 4.48
The verification problem for non-blocking ¥ systems with asynchronous con-
trol is decidable.

Proof: First we investigate the case ng < k+ 1+ 1.
To prove §(> ng) = Vg @(i1, ... ,ix) we check whether S(n) = ¢(0, ..., k—
1), for all n, max(k,ny) <n < k+1+1 (note the difference to Theorem 4.46:
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there it suffices to use instances up to S(k +[)). A negative answer is obvi-
ously correct since ng < n.

Assume now that the procedure gives the answer “valid” and there is a
system instance S(n), n > k+ [+ 1 (the other cases are similar to the proof
of Theorem 4.46) such that S(n) & Vqé(i1,...,ix). Then, there exist an
infinite trace o € [S(n)] and some n;, such that o = —¢(n4, ..., ng).

By repeated application of Corollary 4.45 we can reduce this counterex-
ample to examples for smaller instances. Consequently, there exist an infinite
trace € [S(k+1+1)] and some (pairwisely distinct) n; < k+1+1, such that
B = —¢(nl,... n)). Hence, S(k+1+1) = Vad(i1,...,i). By Lemma 3.47,
this is equivalent to S(k + 1+ 1) = ¢(0,...,k — 1), contradiction!

In case ng > k + 1+ 1, we check S(ng) E ¢(0,...,k —1). Similarly as
in the previous case, counterexamples of larger instances may be reduced to
traces of S(ng) by repeated application of Corollary 4.45. [ ]

For the general verification problem, i.e., for all properties and the full
system class, we can prove a similar result, but with a much higher bound.

Theorem 4.49
The verification problem for ¥; systems with asynchronous control is decid-
able.

Proof: This result is based on two observations. Let us assume that we have
to prove

8(2 7’L0) ):qus(ll, ,Zk) .

First, each infinite counterexample disproving ¢ can be found in one of the
system instances S(k) up to S(k + [+ 1), due to Corollary 4.45.

Second, in a deadlocked trace, whenever three or more processes reach
the same local state, then it is safe to remove one of them, getting a valid
computation that also deadlocks, since each process is only able to quantify
over all the other processes. So it makes no difference for enabledness of a
transition, whether there is only one other process in a particular local state,
or more than that.

Note that it is not possible to reduce to one process, since otherwise if
process i is in local state s, and quantifies over other processes, then process
1 does not observe any other process in local state s anymore.

We now give the decision procedure for this verification problem. We
additionally assume ng < 2 X || + k + [ for this prove. This should be no
real restriction in practice, since the bound is really high.
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For every instance S(n), with max(k,ng) < n < 2 x |X;| + k + [, prove
whether

S(n) £ 60,... k—1)

holds. If this is true for all instances, then the answer is “valid”, otherwise
answer “false”.

To prove correctness of this decision procedure let us assume that the
given answer is “valid” and there is some instance S(n) such that S(n) B
Va®(i1,...,i). With the same argumentation as before we conclude n >
2 x |31| + k + 1, and there exist « and (pairwisely distinct) ny,... ,ng such
that a = —¢(ng, ..., ng).

If v is infinite, then by repeated application of Corollary 4.45, there exists
already an infinite counterexample for the system instance S(2 x |X.|+k+1)
which contradicts the assumption.

Now assume that « is finite. Let o be the final state of a. Since «
is a computation, «(0) = 6. Consequently, there exist ji,...,j; such that
a(0) = Vyi.gg(3, j1,-- - , ;). Consider now

def

M = {8|E|.7<2X ‘EL‘+k+l:j¢{n17"'7nk7j17"'7jl}

Amj(o) = s} .
Since n > 2 x |X|+ k+1, there must exist some s € M such that 7;(0) = s
for at least three different j, even if we do not consider the indices nq, ..., ng
and ji,...,7;. Choose such an index j.

Similarly as in Lemma 4.44, one can erase process j and remove stuttering
steps afterwards. This results in a sequence 5 of S(n — 1). By Lemma 4.43,
every step is valid, and by Lemma 3.41, 5(0) E 6. Consequently, 3 is at
least a prefix of a S(n — 1) run.

In fact, 8 is maximal, since for every process i, if 7+ could make a step in
the final state of 3, then this would also be possible for this process in the
final state of a, as explained in the beginning. The same is true for controller
steps.

By repeating this construction, we get a counterexample of S(2 x |X| +
k+1), Lemma 3.47 states that this is a contradiction to our assumption. ®

Remark 4.50

For weak Y, systems with asynchronous control, one can use the decision
procedure of Theorem 4.49 with a lower bound. For these more restricted
systems it is sufficient to check systems up to a bound of |X, |+ k + [ instead
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of 2 x |X,| 4+ k + [, since the “environment” of each process includes the
process itself. Hence, the very same construction, based on removing one of
the processes in larger system instances, can be applied for this lower bound.

[ )
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4.2.2 Undecidability for Synchronous Control

In this section we show undecidability of the verification problem for ¥J; sys-
tems with synchronous control. It is possible to reduce the halting problem
for two counter machines to the verification problem for this class. The syn-
chronous control can be used to model the state of the two counter machine
by one global variable, and two parameterized arrays can be used to model
the registers.

Although each instance of the system is finite, and can therefore only
be used to store bounded counter values, each finite run of the two counter
machine can be simulated by one instance, since in a finite run only bounded
register values can occur. This suffices, since we are interested in finite
computations of the two counter machine, namely the halting ones.

The universal quantification of ¥; systems can be used to check whether
one or both counters are zero.

From the previous section it is clear that ¥; systems without control are
decidable. Hence, we investigate models with weaker observability and try
to find the boundary of decidability.

Theorem 4.51
The verification problem for ¥; systems with synchronous control is unde-
cidable.

Proof: 'To prove this result we reduce the halting problem for 2CM to this
decision problem. So let M = (Q, go, Ro, R1,T) be a deterministic 2CM. Our
goal is to define a parameterized system & = (N, V), p,0) which is able to
simulate M.

Define V £ {g, ¢, 21}, where z and z, are arrays of type {0,1} and
type(q) = Q-

Intuitively, the number of entries with value 1 in each array x; will sim-
ulate the value of register R;, for j =0, 1.

For each instruction in = (p, by, b1, k, D, p’) of M we define one controller
transition and one user transition by

Pe,in EVNjig=pA @2(bo, b1, j)
—q:=p

and

pu,m(z) d:ef vN] °q :p/\ ¢1(k7D) A ¢2(b0:b1ai)
A (J #i= ¢a(bo,b1,7))
— (k, D)
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where ¢1, ¢o, and 1 are defined by

aet | zglt] =0 if D =inc
$1(k, D) = { zi[il =1 if D= dec

.Z‘()[’U] =0A .Tl[’l)] =0 if bo /\b1

def .Z‘()[U] =0 if by A —bq
¢2(b0: bl: U) - .’L’l[U] =0 if b1 A _‘b()
i if =bg A —by

and

zgli] ;=0 if D = dec
Yk, D) € { z[i] :=1 if D=inc
skip if D =nop

Sub-formula ¢; ensures that the process taking the transition can indeed
increase resp. decrease the counter which is modified by the instruction. The
sub-formulae ¢ makes sure that the transition can only be taken if the by
and b; conditions of the instruction are fulfilled.

Note that it is possible that one instance deadlocks, e.g., if all processes
have set their xo[j] value to 1, and there is an instruction to simulate which
increases counter Rj.

If S(n) makes a step, synchronously a controller transition and a user
transition is taken. Since M is deterministic, at any time, only one such
transition in each set can be enabled, namely the one derived from the same
instruction. So, if a step is possible, it corresponds to an instruction of M.

With the constructed parameterized system S, the 2CM M is not halting
if and only if

S(Z 1) ): D(q 7é QStop) .

Hence, the decision problem whether M is not halting, which is undecidable,
is reduced to the verification problem of 3J; systems with synchronous control.
Consequently, the latter problem must be undecidable as well. [ |

Corollary 4.52
The verification problem for weak ¥; systems with synchronous control is
undecidable.

Proof: Inspecting the previous proof one observes that all transitions used
there correspond in fact to transitions of the weak ¥; system class, where
j # 1 is not used. [
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By the results of Section 4.2.1 we know the }; model without control is
decidable. Hence, the boundary of decidability is between the full ¥; model
with synchronous control and the class without control. Consequently, we
are investigating classes with weaker observability as defined in Section 3.4.2.

Lemma 4.53
The verification problem for weak ¥; systems with non-reactive synchronous
control is undecidable.

Proof: The main idea is that although the controller cannot refer to the user
processes, it can be used to ensure that only exactly one process is able to
simulate a 2CM instruction.

Let M = (Q, o, Ro, Ry, T) be a 2CM. Let V = {c, ¢, ph, o, 21}, where
ph, xy, and x; are arrays of type {0, 1}, ¢ is an array of type @, and type(c) =
{g,y,r}. Intuitively, the only control variable ¢ has values green, yellow, and
red. It immediately changes state from green to yellow, allowing one user
process to simulate an instruction. Then, the control can make arbitrary
idle steps, allowing the user processes j to “guess” the right 2CM control
state g[j]. Finally, the control moves to the red state, simultaneously with
one “guessing” process. Then, control moves from red to green. The only
process allowed to proceed simultaneously is the first one, this process checks
whether all other processes guessed the right 2CM control state.

Hence, we define the following set of non-reactive controller transitions:

def
Pgsy = C=g > C:=Y

def .
Py—y = € =1y — skip
def

Pysr = C=Y —C:=T

def -
Prsg = C=T—>C:=(¢g

Intuitively, the controller’s “language” is (gy*r)“.
For each instruction in = (p, by, b1, k, D, p') of M we define one user tran-
sition using ¢, ¢, and v as given in the proof of Theorem 4.51:

def

Pin = VN] : q[z] =pAc=gA ¢1(ka D) A ¢2(b0’b1’i)
A (J # 1= ¢2(bo, b1, 7))
— (k,D); phli] =1

The next user transitions are used to “guess” the 2CM control state of the
process which simulated an instruction. For each p’ € Q define:

/

Pguessp = ¢ =y Aphli] =0 — qli] == p
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The last user transition checks whether all guesses where right, deadlocking
otherwise:

def

Pur—g = Vnj:c=r Aphli] = 1A (j # 1= qlj] = q[i])
— phli] :=0

The initial state predicate is given by
0 EVi:c=gAphli] =0Aq[i] =qoAzo[i] =0Az1[i] =0 .

Assume that there is a finite computation r of M reaching g¢s,,. Let n be
larger than the maximal value of any register in the computation. We show
that S(n) has a trace reaching a corresponding state. The trace corresponds
to the computation of M in the same way as in previous proofs: the number
of processes with x[i] = 1 is the value of counter Ry.

For each step of M, where instruction in is taken, S(n) can make the
following sequence of steps:

1. Simultaneously with p,_,,, one process i takes transition p;, (there will
be always one since n is larger than any register number in r). This
process sets phli] = 1 and ¢[i] = p'.

2. Each of the other processes j but one takes transition pgyess, simul-
taneously with the control transition p,_,, guessing the same 2CM
control state ¢[j] = p’ as process i.

3. The last of the other processes guesses the same control state; simul-
taneously the controller takes transition py_,,.

4. Now process 7 proceeds with transition p, ,,4, and the controller takes
Pr—sg. After this step, all processes have the same ¢[i] value, namely p’,
phli] = 0 for all of them, and the number of processes with z; = 1 is
the value of register Ry.

Consequently, system instance S(n) can reach a state satisfying ph[i| = 1 A
q[%] = Gstop, SO it violates the property

S(>1) = VO(c = g = qli] # Gstop) -

Now let us assume there is some trace of some instance S(n) violating this
verification property. Then, there exists a finite prefix of this trace ending in
a state such that ¢ = g and for some index i, q[i] = Gs10p-

We observe that ¢ = ¢ can only be left, if one process ¢ simultaneously
takes a transitions simulating a 2CM instruction. This process 7 is then the
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only one which can take a transition if ¢ = r. Further steps of other processes
and the controller does not change this. Hence, the controller can reach ¢ = ¢
only if the process 7 takes simultaneously transition p, ,_,4, but this transition
checks whether the system is in a “proper” state, which corresponds to a 2CM
configuration. Hence, the prefix corresponds to a 2CM computation which
also reaches gsp-

By checking the verification property given above, the halting problem
for 2CM is reduced to the verification of 3; systems with weak synchronous
control. Hence, the verification problem for this class is undecidable.

It is easy to see that all transitions defined in this construction correspond
to transitions of the weak system class. [

Lemma 4.54
The verification problem for weak >; systems with synchronous independent
control is decidable for control safety properties.

Proof: In this case, one only needs to investigate the controller on its own,
computing the minimal paths to each reachable control state. Verification
reduces to deciding whether the user processes of some instance are able to
make k steps such that the controller can reach a control state in & steps.
This is decidable here since it is sufficient to consider system instances up to
size k. [ |
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4.3 Undecidability for > U X; Systems

For a system in the class ¥y U Y1, each transition is either in the class ¥
or in the class X1, so it is not allowed to use both existential and universal
quantification in one transition guard, but both transition types may be used.

In this section we show that even if we only allow array variables, the
verification problem for such a restricted class is undecidable. To prove this
result, we proceed as follows.

First, we show that the verification problem for ¥, U ¥; systems with
asynchronous control is undecidable. This is done by reducing the halting
problem for 2CM to a verification problem of this class. Therefore, we encode
an arbitrary 2CM into a parameterized system & in this class, such that every
instance §(n) fulfills a particular simple property ¢, if and only if the original
2CM is halting. So if we could decide S |= ¢, we could decide the halting
problem for the 2CM, which is known to be undecidable.

In a second step, we show that even if we restrict to array variables only,
the verification problem is undecidable. This is done by showing that each
Yo U3 system with asynchronous control can be simulated (in some sense)
by a ¥¢ U ¥; system without control.

Theorem 4.55

There is no decision procedure that decides for arbitrary parameterized sys-
tems in the class ¥y U ¥; with asynchronous control, whether the system
fulfills a given property.

Proof: We will reduce the halting problem for 2CM to this decision problem.
So let us assume we have a 2CM M = (Q, qo, Ry, R1,T). Now we define a
parameterized system S = (N, V, p, f) which is able to simulate M.

First define YV £ {q,ph, qc,xo, 1}, where zy and z; are arrays of type
{0,1}, type(q) = @, qc is an array of type @, and ph is an array of type
{0,1}.

The idea is that the number of entries with value 1 in array z; will be the
value of register I;, for j = 0,1. The variable ph will be used to signalize
the other processes that process i is executing an instruction by setting phli|
to 1. Only one process will be able to do so. Variable qc will be used to store
the target state. It is used to decouple the register value changes (which is
done by changing array values) with the modifications of the global variable
q, thus, leading to a system with asynchronous control.

An M instruction will be simulated by a number of both control and user
transitions for one user process i. It starts with setting ph[i] to 1, changing
the register values, storing the target state in the gc[i] array, and setting



4.3. Undecidability for ¥q U ¥; Systems 113

phli] to 1. In the second step, ¢ is assigned the correct target state (if this
is necessary). The simulation of the instruction ends with setting ph[i] back
to 0.

To simulate the execution of an instruction in = (p, by, b1, k, D,p') we
have to define three transitions. The first one simulates the arithmetic part
of the instruction and is a user transition:

pin(8) = Vg phli] = 0A g =pA ¢i(k, D) A pa(bo, by, 1)
A (§ # i = phlj] = 0 A (b, b1, J))
— Y(k, D); ph[i] := 1; qc[i] := p/
where ¢1, ¢o, and 1) are defined by
at | x[i] =0 if D =inc
¢1(k, D) = { zi[i] =1 if D = dec

.T()[’U] = 0/\:51[1)] =0 if b() A bl

def .TQ[’U] =0 if by A —by
¢2(bo, br,v) = 21v] = 0 if by A —by
tt if —bg A —bg

and

f z[i] == 0 if D = dec
Y(k,D) = { x[i] ;=1 if D =inc
skip if D = nop

The second transition is a controller transition, which modifies the state
(variable ¢). Actually, these transitions does not depend on a particular
instruction, so we define them independently for each state p' € @

py = Anjiphlil=1Aqclfl=p Na#D = q=p .

The third transition is used to deactivate the process when the new state is
written. It is again a user transition.

pin(i) = phli] = 1 Agcli] = ¢ — phli] :=0 .
As initial state condition we choose
0 = Vni:aoli) =0Az1[i] =0Aphli] =0Aq=q .

Then, for each finite computation prefix r of M, there exists a corre-
sponding sequence of some instance §(n), where each instruction taken is
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simulated by (at least two of) these three transitions in the given order. A
system instance §(n) with n greater than the maximal register value appear-
ing in r suffices. Consequently, if M can reach a particular configuration,
there exists a system instance reaching a corresponding state.

Note that at any time, at most one process ¢ of S(n) can have ph[i] = 1,
since they all start with value 0, and there is only one set of transitions
changing this value, but if one process does so, this set of transitions is
immediately disabled for the other processes.

On the other hand, if there exists a finite prefix r of run of S(n), it
must be a sequence of transitions in the order given above, because initially,
there are only transitions from the first set enabled, afterwards only one of
the other, and if such a transition is taken, it is disabled afterwards. After
phli] is set back to 0, this cycle starts anew. So, such a transition sequence
is a simulation of a unique instruction of M. Consequently, there exists a
corresponding computation prefix of M.

In case M would reach a value of [ in one register, then for each instance
S(n) with n < [, this value cannot be represented. Hence, such an instance is
in a deadlock state, unless also other prolongations of the trace are possible
with lower register values (note that we do not require M to be deterministic
here).

Now assume that the verification problem is decidable for the given class.
Then, given a 2CM M, construct S as given above. This is an effective
construction. We can then use the decision procedure for S to decide whether

Vn 2 L: 8(”) |: D(q 75 qstop) .

If this property is fulfilled, this implies for the 2CM M that M never reaches
the halting state. Otherwise, M can reach the halting state. Therefore, we
have a decision procedure for the 2CM halting problem, which is known to
be undecidable. Contradiction! [

Corollary 4.56
The verification problem for weak ¥y U systems with asynchronous control
is not decidable.

Proof: All transitions in the proof of Theorem 4.55 correspond to transitions
of the weak system class. [

We now prove that systems with controller can be simulated by controller-
less systems in the sense of safety properties: every trace of the system with
controller has a counterpart in the other one, although there may be some
traces of the controller-less system that are only prefixes of traces of the other
system, followed by infinitely many “internal steps”.
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Theorem 4.57
For each (weak) ¥y U X, system S with asynchronous control, there exists a

(weak) Xy U X, system S without control such that

SC([S(n)]) = SC(f([S(n)]))

for all n > 1, where f is (the extension to sequences of) a function mapping
states of an instance S(n) to S(n) states. Moreover, given S, the system S
is effectively computable.

Proof: Let us assume we have a parameterized system S = (N, V), p, ) in the
class Yo UY; with asynchronous control, and assume that Vy # ) is the set of
normal variables in V' (otherwise there is nothing to do). Each such variable
we will be replaced by a new array variable. Intuitively, every process has
its own copy of the normal variables. Moreover, we introduce a new array
variable ph of type {0,1,2,3,4}. This variable will be the state of the local
copy, with the following intended meaning:

ph = 0: local copy is not valid,
ph = 1: local copy is valid,

ph = 2: local copy is valid; signal that this process wants to simulate a tran-
sition of S,

ph = 3: this process has simulated a transition, hence, the other processes
might have invalid copies now and should invalidate them,

ph = 4: this process has simulated a transition, and every other process has
invalidated its local copy.

Now we will define the new system S. The variables of S are VU {ph}, where
the normal variables in V are now interpreted as array variables.
For each controller transition given as a predicate

=Qnj:9() 2 y:=¢,

with @ € {V, 3}, § a vector of normal variables, define the user transition

p-(1) = QnJ:phli] =2 A g(DWlil/y | y € Vy]
— phli] := 3;9[i] :=¢ .

For each user transition given as a predicate

p’r(i) = QN7 : g(iaj) - j[l] =c,
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with @ € {V, 3}, T a vector of array variables of S, define the transition

p-(i) £ Qg phlil =2 A g(i, Dlylil/y |y € W)
— phli] :=3;z[i] :=¢ .

Both constructions for user and controller transitions define (weak) ¥, tran-
sitions, if p, is (weak) Yo, and (weak) Xy otherwise.

Moreover, we need some transitions which take care of copying the correct
local copy of the normal variables to another index. For each value of ph, we
have at least one transition. The subscripts give the source and destination
value of the phl[i] variable.

The first transition is just for signaling: A process which takes it gains
exclusive access on transitions simulating S transitions.

p1o2(i) = Vg :phlj] =1 — phli] =2 .

Next, the same process has to take a simulating instruction. After that one,
potentially the local copy of the global state has changed, so it must to copied
to all other indices (in fact, it would be enough to do this only for controller
transitions of §). This is done using the following transitions.

First, the other processes invalidate their local copy by taking

p150(i) = ng : phli] = 1 Aph[j] = 3 — ph[i] =0 .

If all local copies are invalidated, the first process which simulated a transition
becomes active and signalizes that its local copy of the global state can be
copied.

ps-a(i) = Vg« (phlj] = 0V phlj] = 3) A phli] = 3 — phli] :== 4 .

Now the valid value for the Vy variables, denoted as 7, is copied to the local
copy of index 7. For each vector of possible values © for the variable vector ¥
we define a transition

poo-n(i) = 3vj : phli] = 0 Aphlj] = 4 Aglj] =0
— phli] := 1;9[i] :=7 .
Once the valid values have reached every index, the simulating process changes

state:

def

pas1(i) = Vg @ (phlj] = 1V ph[j] = 4) A ph[i] = 4 — ph[i] := 1

The transition relation is then given by the predicate:

~ def - e
p = EINl fp1s2 V valltransitionsr Pr

V P10V P34

vfor all possible value vectors 7 P7,0—1

\ P11
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The initial state predicate 6 is defined as follows:

é d:“ E|N7;1.VN’1: : Q[y[zl]/y | Yy € Vy]
Aphli] = 1A N, ey, yli] = yli]

We now give some observations about the construction and invariance
properties which are fulfilled by each instance of S:

There are no normal variables in the constructed transitions, thus, there
is no control.

There is always one process j with ph[j] > 0. Initially, all processes
have that value. Transitions changing the value to 0 ensure that there
remains at least one process having a value greater 0.

There is never more than one process j with ph[j] > 2. This is implied
by definition of transition p;_,o, which is the only transition setting
ph[j] from a value < 2 to a value > 2.

If ph[j] = 4, then g[j] = y[k] holds for all & with ph[k] = 1. This holds,
since the only way to set ph[j] to 4 is transition p3_,4, and this transition
can only be taken if every other index k has ph[k] = 0. Transition py_,1
ensures [j| = y[k| for each index k reaching phlk] = 1.

If ph[j] = 1 for all indices j, then g[k] = g[j] for all £, ;.

If S is a weak system, also S is weak.

For each run of S(n), there is a simulating run of S(n). For a transition 7
taken in the run of S(n) by the controller or some process j, one simply has
to simulate this transition by one index and copies the global state afterwards
to all other indices.

On the other hand, if there is a run of S(n) reaching a particular global
state &, there exists a corresponding (prefix of a) run of S(n). Take simply
the occurrences of p, steps in that run, ignoring all other steps. Then, the
sequence of the corresponding p, steps is a (prefix of a) run of §(n), reaching
a state 0 which corresponds to ¢ in such a way that all “valid” local copies
of the global variables in ¢ have the same values as the global variables in o.

For each n > 1 define f, : &, — %, by

a(v) if ve Vx
a(v)(j) if v € Vy, for some j such that
&(ph)(j) is maximal
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Note that this is only a partial function on 3, but it covers the whole set of
reachable states as argued before. Define f = U, >1 fn- If one evaluates f on

a trace of S(n), this results in a stuttering (of a prefix) of a S(n) run, since the
“internal” steps copying the global state copies become stutter steps when
applying f, only the transitions derived from S transitions are observable.
The theorem is then a consequence of the correspondence of & runs and
S runs as explained above. [ |

Note that in the previous construction, there are infinite runs of S that
do not have an infinite counterpart of S, e.g., runs where one process keeps
on copying the Vy variables and invalidating its copy afterwards. The corre-
sponding run of S is only consisting of the initial state.

This is the reason why we have to restrict to safety properties only, for
which only the set of reachable states is important. If one would add a fairness
constraint to 8 ruling out these infinite traces, the resulting system would
be bisimilar to S, hence allowing also to reason about liveness properties.

Corollary 4.58

There is no decision procedure that decides for arbitrary parameterized sys-
tems in the class of weak YUY, systems without control, whether the system
fulfills a given property.

Proof: Assume that there exists a decision procedure for weak ¥y U ¥; sys-
tems without control. Then, by the construction given in Theorem 4.57, an
arbitrary weak >y U ¥; system & with asynchronous control can efficiently
be translated to a weak Yy U Y system S without control such that

SC(Is(m)]) = SC(f([ISR)) -

Assume now that ¢ is a safety property (involving controller variables only,
this suffices due to the proof of Theorem 4.55). By the equivalence of the
stutter closures of both systems, S(n) fulfills a safety property if and only if
every a € f([S(n)]) do.

The latter is equivalent to f(8) = ¢, for every 8 € [S(n)].

With the observations made in the proof of Theorem 4.55 and the defi-
nition of f, this can be equivalently transformed into 5 = & for

¢ = Vi.phli] > 0= ¢[yli]/i |y € Vy] ,

for every 8 € [S(n)], since there is always such a process i, and all processes
i with phli] > 0 agree on their § values.

So, by checking S(> ng) = ¢, we can solve the verification problem
for weak Yy U ¥; systems with asynchronous control and controller safety
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properties, which we know by Corollary 4.56 is undecidable. Contradiction!
|

Since YUY, without controller is the weakest 3U>; class, obviously, the
verification problems for all 3y U X1 classes are not decidable. This includes,
of course, also systems with synchronous control!

Corollary 4.59
The verification problem for (weak) ¥y U ¥; with synchronous control is
undecidable.

Proof: Every Yo U Y system without control is a 3¢ U 3; with synchronous
control. -
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4.4 Decidability for II; Systems

In this section we show that the verification problem for Il systems with
both synchronous and asynchronous control is decidable. The proof follows
the idea presented in Section 4.2.1.

In this system class, only universal quantification over other processes
is used, thus, removing one process does not invalidate transition guards.
In contrast to the Y; systems, both the asynchronous and the synchronous
control is unproblematic.

So let S be a parameterized system in the class 11y with initial state pred-
icate § = Iniy, ... ,4.YNi: Gg(i,01,---,14), and transition relation predicate
p built up by transitions T and Ty .

Lemma 4.60

Let ¢(i1,...4) be an LTL formula, and let [ be the number of existential
quantifications in 6. For all n > k + 1 and ny,... ,ni < n+ 1, with n; # n;
for ¢ # 7, if

e « is a prefix of a trace in [S(n + 1)], and

® (v )2(25(77»1, ank)’

then there exist a prefix o/ of a trace in [S(n)], and n},...,n}, < n, with
n; # n for ¢ # j, such that

o Ed(nl, ..., n;) .

Proof: The idea is to pick out the processes needed to satisfy 6, jq, ... J;, and
to choose an index j ¢ {ji,...,Ji,M1,.-. ,ng}. Such an index always exists
for our choice of n.

Then, projecting « on all the other processes # j, one has a trace of
system S(n) (if j < n, one has to swap the role of j and index n before,
otherwise there would be a “hole” in the index set).

For every transition taken, the set of local states is a subset of that in «,
so the transition remains enabled. The argumentation is similar to that of
Lemma 4.43. This construction is the same for systems with synchronous as
well as with asynchronous control.

Note that one can not be sure that the result is a mazimal trace, since if
« is finite, the set of local states in the final state could be smaller than in
the final state of «, so there may be more transitions enabled. [ |

This lemma shows how to verify safety properties for Il; systems: by
checking system instances up to the bound & + [.
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Theorem 4.61
The verification problem for II; systems with both synchronous and asyn-
chronous control is decidable for safety properties.

Proof: Follows from Lemma 4.60 following the same lines as in the proof of
Theorem 4.46. [ |

The decidability result holds also for general properties if we only investi-
gate non-blocking systems. In contrast to ¥; systems, the bound is the same
as for verification of safety properties.

Corollary 4.62
The verification problem for non-blocking 11, systems with both synchronous
or asynchronous control is decidable.

Proof: Note that Lemma 4.60 shows the existence of an infinite trace of «
is infinite. Hence, if the system is non-blocking, the resulting trace by the
Lemma is always maximal. [

Similarly as for 3; systems, the bound is higher for general properties.

Theorem 4.63
The verification problem for II; systems with both synchronous and asyn-
chronous control is decidable.

Proof: The same idea as for ; systems can be applied. The observation is
that each deadlock trace can be reduced to a trace of S(2 x |Xr| + &k + 1),
where k£ and [ are chosen as before.

Assume we are interested in proving

8(2 TL()) ):Vdd)(’tl, ,ik) .

Each infinite counterexample can already be found for one of the systems
S(k) up to S(k + 1), similar as in Corollary 4.62.

Now assume « is a deadlocked trace of some instance S(n) and « is a
counterexample for the property. As usual, we can restrict the indices used
for ¢ to 0,... ,k — 1. Choose indices ji, ... 7 used to fulfill 6.

Then, n > 2 x |X.| + k + | must hold, so there exists j ¢ {0,...,k —
1,71,--., 41} such that the local state of index j appears at least 3 times in
the final state of a.

Projecting away this index j (and swapping it first if j # n) leads to a
trace of S(n — 1) that also deadlocks and that is also a counterexample of ¢.
Repeating this construction leads to a counterexample of S(2 x |X|+k+1),
contradiction. n
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Remark 4.64

The main difference to asynchronous ¥; systems is that here, one can simply
remove one index (resp. user process), and the result is also a real trace. For
Y1 systems with asynchronous control, one has to remove stuttering to leave
out the steps of the removed process.

For ¥; systems with synchronous control, removing a process is not pos-
sible in that way, since the controller always makes steps synchronously with
one user process, so if such a process is projected away, some other process
would have to fill that place. Our results show that this is in general not pos-
sible, since the verification problem for ¥; systems with synchronous control

is undecidable. &
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4.5 Decidability for II; Systems

We show that the verification problem for IT; systems with both asynchronous
and synchronous control is decidable for safety properties. This is done by
showing that this problem can be reduced to the verification problem for
weak I systems, a class that is known to be decidable.

Assume that S is a system in the class II; with asynchronous or syn-
chronous control. Let &’ be the “weak counterpart” of S, where each i # j
is substituted by tt.

We first observe that weak systems have at least the same behavior than
their counterparts. This is only true for infinite traces, finite traces of S may
be prolonged in some cases, such that some finite S traces are no &’ traces.

Lemma 4.65
For each n > 1 and « € [S(n)], « is a prefix of a §'(n) trace.

Proof: Let us first assume that & has asynchronous control. For each non-
controller step, there exists a transition 7 € Ty for each process ¢ < n such
that 7 is taken by index 7 in that step. Hence, the guard of 7 evaluates to
true, and the assignment transforms the local pre-state of the step into the
right local post-state.

Transition 7 has a guard of the form g(7) = ¢(i) AInT: T # i AY(i,]).
Then, the guard of the corresponding &' transition has the form ¢'(i) =
é(i) ANIn7: (i, 7). Hence, in the same pre-state, the guard of this transition
also evaluates to true, and leads to the same local post-state (for all indices).

For each controller step, one can use a similar argumentation to show that
the corresponding weak transition can be taken if S takes a control transition
T in that step.

If S has synchronous control, for each step there exists a control transition
and user transitions for each ¢ < n that are taken in this step. Again, all the
weak counterparts are also enabled then.

Consequently, &’'(n) can always take the same transitions in each step.
For deadlocked traces, the trace is not necessarily a maximal trace for §'(n).

|

The next Lemma shows that at least for safety properties, the weak sys-
tems are equivalent to the “strong” versions, since each counterexample of a
weak system may be transformed into one of the strong system.

Lemma 4.66
Let o be a finite prefix of a trace in [S§'(n')] such that o/ = ¢(nq,...,ng).
Then, there exist n > n’ and a prefix a of trace in [S(n)] such that o

d(nay ... ,ng).
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Proof: Let o be finite. We observe that we can always add a new process that
behaves as some existing process to the sequence, getting a “good” sequence.

The idea is to duplicate every process, so we introduce a new process for
each of the n’ processes in o that behaves exactly as the original one. This
guarantees that in each position of o/, each local state appears at least twice.
Then, a &' transition is enabled for some index ¢ in some state of o' iff the
corresponding S transition is enabled in the corresponding « state.

So choose « such that

° 7TG,0,...,n'—1(04) = WG,O,...,n'—l(CY'), and

L4 7Tn’,...,2n’fl(a) = 7To,...,n'71(0é')-

This is a valid prefix of a trace of &'(2n'), since adding a local state to
the global state cannot disable transitions that are previously enabled (since
we only have existential transition guards), and the duplicated process can
always take the same transition as the original.

Moreover, for each | < |«/|, each local state of Localstates(a(l)) appears at
least twice. Therefore, o is also a valid prefix of a trace of §(2n'). Intuitively,
the “environment” of each index ¢ (all the local state of other indices) is the
full set of local states Localstates(c’(1)). Thus, each transition that may be
taken by a process ¢ in o/ may also be taken by processi and n’+iina. =

Using the previous results, we can reduce the verification problem for full
IT; systems to that of the weak class.

Theorem 4.67
The verification problem for IT; systems (with synchronous or asynchronous
control) is decidable for safety properties.

Proof: Assume that we want to prove

8(2 n()) ):\V/d¢(7,1, ,Zk) .

for some safety property ¢.

First construct the weak counterpart &' of S, and then decide whether
S’ fulfills this property, using the procedure for weak synchronous systems
given in Section 4.7 and return the same result.

Assume that the answer is “valid”, but there exists some counterexample
for ¢ for system instance S(n). Using Lemma 3.47, we conclude there exist
a counterexample o = ¢(0,... ,k —1).

Lemma 4.65 shows that « is also counterexample for §'(n), since ¢ is a
safety property and therefore it is not important whether a is maximal or
not, see Corollary 3.17. Contradiction!
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Now let us assume that the answer is “false”. Then there exists some trace
o/ € [8'(n)] such that o is a counterexample for ¢, so o = ¢(0,... ,k—1).
Since ¢ is a safety property, there exists some finite “bad” prefix & of o/, see
Lemma 3.16.

Lemma 4.66 shows that there exists a corresponding prefix « of a trace
of §(2n) such that « f= ¢(0, ...,k —1). Consequently, S does not fulfill the
property, so the answer is correct. [ |

Remark 4.68

In these constructions, the choice of synchronous or asynchronous control
has not much influence. One can observe that for adding a new process to
a computation, all others may remain untouched, since the user processes
make steps synchronously. So one is not required to interleave some steps.
Moreover, by adding a new process, controller steps remain always enabled
if they were before, so one can simply ignore these steps in the construction.

[ )



126 Chapter 4. Decidability Results

4.6 Undecidability for II; U II; Systems

In this section we show that the verification problem for the “full” syn-
chronous system class [l U II; is undecidable, even for the restricted class
without control. For the simpler weak system class without quantification
over “other” processes (we forbid comparisons like “j # i”), the verification
problem is decidable. This result was shown in [EN96] for similar systems;
this is explained in detail in Section 4.7.

The main idea is that the j # ¢ comparison can be used to decouple one
single process from the others, and letting this one simulate a two counter
instruction in an asynchronous way as in Section 4.2 and 4.3.

We use ¢y (k, D), ¢o(bg, b1,v), and 1(k, D) defined as in the proof of The-
orem 4.51. ¢;(k, D) expresses that the process fulfilling this predicate is able
to increment/decrement counter k as given by D, ¢o(by, b1, v) can be used to
express that the corresponding counters are zero, and v (k, D) is the mod-
ification of the zy and x; variables according to command D and counter
Ry.

Theorem 4.69
The verification problem for [Ty U II; systems with asynchronous control is
undecidable.

Proof: Let M = (Q, qo, Ro, R1,T) be a 2CM, and V = {q, qc, [, try} with
type(g) = @, qc is an array over ), [ is an array over {0,1,...,5} (we
call {[4] also the location of process 7), xg, z1, and ¢ry are arrays over {0,1}.
Intuitively, the number of entries 1 in z; corresponds to the value of counter
k, as in the previous constructions.

Let in = (p, by, b1, k, D, p') be an instruction of M.

The following user transitions are the “normal behavior”, these processes
run endlessly in a loop with [[;] =0,1,2, 3.

Postiry = U[i] =0 = I[i] := 1; try[i] == 1

def

P01ty = Ui =0 = 1[i] :=1;try[i] :=0

def

proe LUl =1 — 1[i] =2

def

poss il =2 — 1[i] =3

def

P30 [l =3 = 1[i] =0

If one process realizes it is the only one who is trying (¢ry[i] = 1), it may
veer out and simulate an instruction if this is possible. Otherwise, the com-
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putation deadlocks.

def

prsa = Vng Uil = 1A try[i] = 1A (5 # i = try[j] = 0)
— I[i] :==4
Piossin = Vi 1 q=p ALl =3 A Gi(k, D) A s(bo, by, i)
A (J # 1= ¢2(bo, b1,7))
— P(k, D); U[i] == 5; qcli] == p'
psso = 1] =5 A g = qcli] = 1[i] := 0

If the 2CM state is changed by the simulated instruction, the controller has
to make the corresponding adjustment between the user process step pi_,s in
and ps_,0, by one of the following controller transitions for p’ € Q:

b & Anj i a £V AT =5 Aacli] = ¢ = g =¥

As initial state condition we choose

def

6 = Villi] =0Atry[il] =0Aqg=qo -

The transition relation p is built up by the transitions as usual.
For this parameterized system S = (N, V, p,6), the 2CM M is not halting
if and only if

8(2 1) ): D(q 7é QStop) -

Assume there is a halting run of M. Let n be larger than the maximal
register value occurring in the run. Then, the corresponding run of S(n) is
reaching a state ¢ = gy,,: for each M computation step, choose one process
that is able to increase/decrease the corresponding counter (there is always
one since n is larger than all register values) and let this process set try := 1,
and all the other try := 0.

Then, this process ¢ may go to location 4 when all other go to 2. In the
next step, 7 simulates the instruction, setting gc[i] to the next 2CM state,
all other processes reach location 3. If ¢ has not yet the right value, the
user processes are blocked, since process ¢ cannot proceed. So, the controller
adjusts now ¢. Afterwards, all user processes go to location 0, which finishes
the simulation of the step.

In this state, where all processes are in 0, the number of entries z;[j] = 1
equals the value of counter R; and ¢ has the state corresponding to the one
in the M computation. Consequently, there is a corresponding run of §(n).



128 Chapter 4. Decidability Results

Assume now there is a run of some S(n) that reaches ¢ = ¢s,,- Then,
each occurrence of a state with [[i] = 5 for some ¢ corresponds to an M in-
struction. The construction ensures that this location can only be reached by
one process, because this process must have taken transition p;_,4 previously.

The computation step of process ¢ from location 4 to 5 together with a
possible controller step has the same effect as the corresponding instruction
of M. Consequently, there exists a corresponding computation of M that
also reaches gy,p, hence, M is halting.

Consequently, the undecidable halting problem for 2CM is reduced to the
verification problem for Iy U II; systems with synchronous control, showing
that this problem must be undecidable as well. [ |

The following theorem implies that the undecidability result holds also
for controller-less systems.

Theorem 4.70
For each Ily U II; system S with asynchronous control there exists a system
S’ without control such that

SC([81) = sc(fUsD)

for some function f mapping sequences of states of an instance §'(n) to
sequences of S(n) states. Moreover, given S, the system &’ is effectively
computable.

Proof: Let S = (N, V, p, 6) be a system in the class ITIoUIT; with asynchronous
control, and assume Vy # ). For each y € Vy we introduce an array variable
with the same name, which is intuitively a “local copy” of the global variables.
Moreover, we introduce a “flag” array variable f over {c,u} that signalizes
whether a process has taken a user transition in the last step, or simulated a
controller transition. Furthermore, there is one array variable ph over {0, 1}.

The basic idea is that all processes cycle through ph[i] = 0 and ph[i] = 1,
in one step taking a user transition or simulating a controller transition, and
checking in the other step whether all processes have made the same “choice”.

We define for each controller transition 7 € T given by Qn7: g(7) —
y := ¢ we define the transition

def

pr = QnJ:ph[i] =0Ag[i/j |7 € lylil/y |y € Vy]
Na#ig( )\ gli/ilie Mylil/y|ye W)

Ly gli] = ph[i] = 1 fli] 1=
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with ¢ = A if Q = 3, and ¢ = = otherwise. The controller transition is now
taken by a user process i. Therefore, one has to modify the guard, since the
controller refers to 7 as one or more of the 7 variables.
Each user transition 7 € Ty given by Qn7 : g(i,7) — Z[i] := ¢ is only
slightly modified to:
pr = Qn7:phli] = 0 A g(i, Dlylil/y | y € Vy]
— I[i] == ¢;phli] :=1; fli] = u

In the second phase it is checked whether all processes simulated the same
controller transition, or whether they all took a user transition. If this is not
the case, the system deadlocks.

def

Pcheck = VN] ph[Z] =1A
(G #i= (flil = fIIA N\ vl = yli])
— phli] :==0 ’

Let 0" be defined by

0" < 3niv: Oylin)/y |y € WIAYNi s N ylia] = yld]

yEVy

(this formula can be transformed in one fulfilling Restriction 3). Let &' be
the resulting system.

The construction ensures that all processes have always the same ph value.
Moreover, if ph[i] = 0, all y-copies have the same values.

If eventually y[i] # y[j] holds for some processes i,j and some variable
y € Vy, the system deadlocks. The system deadlocks also immediately if
there are processes taking a controller derived transition and others taking a
transition derived from a user transition.

For a trace of &'(n), the idea is simply to project on all states with
phli] = 0 for all processes, this leads to a trace prefix of S(n).

Hence, we define for a sequence r of S§’'(n) states such that all y[i] are
equal in 7(0),

0 = { 70l Uy OO [y € i il =0

This function picks out the last “valid” state of the sequence, and transforms
that state in a S(n) state (there is always one for each position in any trace
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def

of §'(n)). Then, f'(r) is the sequence of S(n) states defined by f'(r)(i) =
f'(r,i), and f(r) = bf'(r). The latter is the proper sequence of S(n) states
corresponding to all valid states of r.

For each run r of some system instance §(n), there is a corresponding run
of §'(n): if S(n) makes a controller step 7, let all processes choose to simulate
exactly that transition. Afterwards, the 7. transition can be taken. This
leads to a run 7’ of §'(n) such that every second state has phl[i] = 0 for all 4,
and all y[i] and f[i] agree in that state. Hence, f(r') = r.

Now let 7' be a run of §'(n). By construction, §’'(n) alternates between
“normal” transitions and T.peck- If Teneer 1S €nabled, either all processes took
a user transition in the last step, or they all took the same controller step.
In both cases, §(n) can make the corresponding transition. If T.pe is not
enabled, &'(n) deadlocks, and up to the previous states, every second state
was valid.

Consequently, every run r' of §'(n) corresponds to a prefix of a S(n) run,
and for each run of §(n) there is a corresponding run of §’'(n). Hence, the
set, of all stutterings derived by their traces is equal modulo f. [

Corollary 4.71
The verification problem is undecidable for II; UII; systems without control.

Proof: Follows immediately from Theorem 4.69 and Theorem 4.70, since for
safety properties, the stuttering closure equivalence is sufficient. [ |

Since every controller-less 11y U II; system is also one with synchronous
control, we immediately get undecidability for synchronous control systems.

Corollary 4.72
The verification problem is undecidable for IIoUII; systems with synchronous
control.



4.7. Decidability for Weak 11y U 1l; Systems 131

4.7 Decidability for Weak II; U II; Systems

In this section we recall that the “weak” synchronous Iy U II; systems with
synchronous control is decidable. This result was shown in [EN96] for a
similar full synchronous system class where both existential and universal
quantifications may be used on one transition guard. We follow closely this
approach. We will extend the Ily U II; systems to cover also this type of
transition guards, and discuss an extension for systems with asynchronous
control.

Definition 4.73
The class of weak H{;l is the class of systems with transitions 7 € Ty of the
form

pr(i) = ¢(1) AVNTu 2 (i, Ju)
A Elee . w(i’je)
— Z[i] =&,

and similar controller transitions 7 € T with assignment part y := ¢,, such
that 7 is not free in ¢ or .

The transition relation predicate is built up by these transition sets as
follows

p = (\/ ,@) q (VNZ': \Vi ﬁT(i)> :

TETC T7€Ty

with ¢ € {A, V}, where p, is the translation of the guarded command style
transition to a predicate, as in Definition 3.26. If ¢ = A, we say the system
has synchronous control, otherwise asynchronous control. O

Remark 4.74

This class subsumes weak 11y UII; systems, with both synchronous and asyn-
chronous control. One only needs to restrict quantification to one type in
each transition, and use at most one existential quantifier. &

The idea is to construct an abstract system for a given parameterized
system, such that each path of an instance has a corresponding path in the
abstraction.

We assume that a weak IIj, system S = (N, V), p,6) is given with transi-
tion sets T and Ty.

Consider a user transition 7 € Ty of S, some process index ¢ and some
state o. A transition guard is able to express that all the other processes are
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in some local states, depending on the control state and process i’th local
state, using universal quantification. Moreover, using existential quantifica-
tion, a guard can express that there exist some processes in some local states,
also depending on the control state and 7’th local state.

Thus, given process 7’th local state and the control state, all one needs to
know is the set of all local states of the current state to evaluate the transition
guard.

Technical Note 4.75

Compared to [EN96], one of our transitions 7 covers a whole set of their
transitions, namely one for each possible local pre-state. Hence, for each
local state s € X1, one can define

prs = /\ z[i] = s(x) A pr -

TEVx

These transitions correspond to the [EN96] transitions, in that they can be
viewed as a transition leaving state s and reaching one particular local post-
state (namely s modified by the assignment part of 7), with guards that are
boolean combinations of predicates 35.£(j), where £(j) is a boolean expres-
sion containing both control variables and user process variables (perhaps
one has to split the transition further to reach exactly this form). Having
determined process i’th pre-state (namely s), the expressions in p, s referring
to x[i] variables may be substituted by constants.

A second difference is that we also investigate systems with asynchronous
control. &

Inspired by the observation that one only needs to know the set of local
states, an abstract system that exactly resembles this information can be
defined.

Definition 4.76 (Abstract states)

An abstract state is a pair (¢, S) such that ¢ € g, and S C ¥. For each
state 0 € Xgs, we define a(o) = (Globalstates(o), Localstates(c)). We say
an abstract state (c, S) represents o if a(o) = (¢, S). O

Now we define when an abstract state satisfies a given transition guard
to be able to formally define the abstract transition relation.

Definition 4.77

Given a transition 7 € T, an abstract state (¢, S), and ¢’ € 3 we define
(¢, S),c &= p;, if (0,0") = p;, for some o and o' such that a(o) = (¢, S) and
a(o’) =¢.



4.7. Decidability for Weak 11y U 1l; Systems 133

Similarly, we define (¢, S), s, s’ | p, for some 7 € Ty and s,s" € Xy, if
there exists j and 0,0’ € ¥ such that (0,0") = p.[j/i], mj(0) = s, mj(o') = ¢,
and a(o) = (¢, SU{s}). O

Note that the actual choice of ¢ and ¢’ in this definition is not relevant,
since if one such pair (o, 0’) satisfies p;, then this holds for all these pairs.
Moreover, one can effectively decide for all (¢, S), ¢ whether (c,S),c E p:
and the analogous user transition formula holds.

The following set of abstract transitions is chosen.

Definition 4.78 (Abstract system)
(c,8) 3 (¢,8") € R, iff

e there exists a transition 7 € T¢ such that (¢, S),c = pr,
e XCSxY,
e X is total on S, and X! is total on S’, and

e for each (s,s') € X, there exists a user transition 7 € Ty such that

(¢,S),s,8 = pr-

The abstract system A is given by the set of abstract states and R.
A path through the abstract system A is a sequence of states such that
adjacent states are in R. O

The label X shows what happens to the user processes in each local state.
If some user process is leaving s in that computation step and entering state
s', the pair (s, s') is added to X. These information may be used to determine
“good” paths that have a concrete counterpart in S, and remove “bad” paths
that don’t.

Proposition 4.79
Let r be a finite path in A. Then, there exists n > 1 such that there exists
a corresponding prefix of a computation of S(n).

The concrete sequence corresponds to the abstract path if for all posi-
tions 7 the abstract state in this position represents the concrete state in the
position.

This proposition can be used for safety property verification, since it
shows that whenever there exists a finite counterexample for the abstract
system, it can be concretized for some instance, so it suffices to check all
finite paths in the finite abstract system.
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Proposition 4.80
For weak H(J{,l systems, the verification problem for safety properties is de-
cidable.

To verify liveness properties as well, one can use the construction given in
[EN96]: after building the synchronous product M of the automaton for —¢
and the automaton for A, cycles are resolved into a “threaded graph”. This
graph makes explicit the abstract successor state of each local user state, as
given by the abstract transition labels.

The following example shows the need for such a construction, since not
all abstract cycles can be concretized, a problem that is also encountered in
our verification method based on abstraction when liveness properties should
be established, see Chapter 6.

Example 4.81
We consider the system where each user process can be described as illus-
trated in Figure 4.3.

Figure 4.3: Challenging system for liveness verification

The initial state condition is given by
0 = Vi : Fiy, iy : inglin] A inglig) A —ing[i] |

so all processes start at location 2 or 3.

We can observe the following: whenever there is a process going from
location 2 to location 4, the process moves from the set of processes that
started at location 3 and enters the set of processes that started at location
2. Since there are only finitely many processes involved, this can happen
only finitely often.

So either the system chooses at some point not to enter location 4 forever,
although the transition from 2 to 4 is infinitely often enabled, or the system
finally reaches a state where all processes are at the same location, so the
transition leading from 2 to 4 can no longer be taken.
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Therefore, this system S satisfies the property

Now to the abstract system constructed for S. In the abstraction, one
can only observe that there are some processes at each location, so this step
from location 2 to location 4 can be taken infinitely often. Consequently, the
abstract system does not satisfy the same property. &

Theorem 4.82
The verification problem for HBL,l systems is decidable.

For the formal construction we refer to [EN96]. The basic result is that
the partial graph induced by a path of the synchronous product automaton
M as described above has a concrete counterpart, if and only if all its strongly
connected components are isolated.

The proof given there can easily be generalized to the property class we
use, referring to k£ processes instead of 0,1, or 2 which is investigated in
[EN96].

Remark 4.83

The verification problem for all IT classes with asynchronous control and
general verification properties can be reduced to the verification problem of
the full synchronous versions. This construction works only for non-reactive
or full observability.

The reduction can be done as follows: introduce a new boolean control
variable b which is initialized arbitrary. Intuitively, if b is t{, it is the con-
troller’s turn, otherwise the user processes have to proceed.

In each control transition, add the predicate b to the transition guard,
and add —b to the guard of each user transitions. Furthermore, introduce
an idle transition for users guarded with b, and two idle transitions for the
controller guarded with —b, which set b non-deterministically to ¢t or ff.

Let S be a parameterized system with asynchronous control, and assume
we have to show some property ¢. Let S’ be derived by the construction
given above. If &' satisfies (OOH A OO—b) = ¢, we can conclude S satisfies

¢ L
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4.8 Numeric Variables

In this section we shortly discuss extensions of parameterized systems with
numeric variables.

We first observe that it is obvious that systems with two counter variables
20, z1 are undecidable, if one allows to compare the counters with 0 (or at
least one constant to which the variable can be set), and one can increment
and decrement them. In this case, it is straightforward to simulate a 2CM
with the parameterized system.

Consequently, if one aims at decidability, one has to investigate very
restrictive systems. The following section presents such a class.

4.8.1 > Systems

The construction used to decide properties of ¥y systems with synchronous
control given in Section 4.1.2 is based on a translation to vector addition
systems with states (VASS). So in some sense, this translation substitutes
array variables by numeric variables.

If one would allow numeric variables in the parameterized system with
the same meaning as the VASS counters, so all one can do is to increment
them, or decrement them if they are greater zero, it is straightforward to
extend this transformation, yielding a VASS as well.

Definition 4.84 (Weak counter)

We say that z is a weak counter variable in a parameterized system S, if z
is a numeric variable, and the only operations used on z are incrementation
by one, checking for x > 0, and decrementation for positive x. O

Theorem 4.85
The verification problem for ] systems with weak counters is decidable.

Proof: Basically the same construction as in Section 4.1.2 can be used, for
each local state and for each weak counter variable one VASS counter is
introduced. Checking for x > 0 in one S transition corresponds to decrement
the corresponding counter first, and increment it in the second simulation
step. [ |
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4.9 Overview and Conclusions

We summarize the decidability results presented in this chapter. Table 4.2
shows the results of systems with asynchronous processes, Table 4.3 presents
results for the different classes of systems consisting of synchronous pro-
cesses. In both versions, there may be a controller connected to them either
synchronously or asynchronously.

Table 4.2: Decidability Results for ¥ Classes

Control

mode o ¥ Yo U,

asynchronous . . undecidable

control decidable decidable (weak+no control)

synchronous decidable undecidable undecidable

control (even XJ) | (even non-react.) | (weak+no control)
Table 4.3: Decidability Results for IT Classes

Control

mode HO H1 HO U Hl weak H() U H1

asynchronous decidable decidable | undecidable decidable

control (safety) | (no control) | (even IIj)

synchronous . decidable . decidable

control decidable (safety) undecidable (even HSL,1)

The weak class variants are the variants given in Definition 3.27, where
we do not distinguish the other processes from the one taking the transition.
Hence, we forbid comparisons j # 7 in transition guards, where 7 corresponds
to the process making the step and j is universally or existentially quantified
over processes. Consequently, all conditions specified refer to all processes
including the process taking the transition itself. Interestingly, the ability to
compare in this way strengthens the synchronous model such that it becomes
undecidable, whereas otherwise the model is decidable even if one mixes both
quantification types in one transition guard (this is the class Har,l).

The ¥y classes may both be extended with weak counters as explained in
Section 4.8 without losing decidability.
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Related work. The asynchronous classes ¥y and ¥; can be seen as a
generalization of the classes presented in [EK00]. We apply a similar idea to
prove decidability by showing that it is sufficient to verify system instances
up to a computable bound. This idea was in fact already given in [GS92].

For X systems, our results are weaker than those presented in [EKO00],
since in the paper some problems were overlooked. We were able to apply the
idea of verification up to a bound for a couple of subproblems of the general
verification problem. The general decidability of the verification problem
for this class follows from the construction given for ¥, with synchronous
control. This construction uses a translation from parameterized systems
to vector addition systems with states, a construction also used in [GS92].
The systems in [GS92] are asynchronous systems with synchronization steps,
which can also be seen as a form of existential (or disjunctive) guard.

The weak TI3, class with synchronous control can be seen as a general-
ization of the class considered in [EN96]. A decision procedure very similar
to the one given in the paper can be used for weak H(J{, 1. Therefore, we only
present a rough idea of the procedure, pointing out how they relate and which
problems occur if liveness properties are to be proven.

Conclusions. We gave a uniform modeling framework for parameterized
systems from which a number of system classes can be derived. Among them
are many classical parameterized system classes. We explore the boundary
of decidability by removing and adding constraints.

There are many more system classes and ways of parameterization one can
think of. All the classes we investigated have shared memory concurrency. It
would be interesting to look at systems with other forms of communication,
for instance systems using broadcast or systems with message passing. There
already is some work on parameterized broadcast protocols [EN98, EFM99].

Furthermore, one could consider other forms of observability as the ones
presented, e.g., memory-less control with transitions z,y — z’ and x — ¥/.

On the other hand, known results indicate that for instance loosing the
constraints on index terms to also allow indices of the form 7+ k for constants
k will most often lead to undecidable system classes.

A possible extension of our system class are asynchronous systems where
more than one process proceeds in a step. This type of system corresponds
to a X class with more than one existential quantifier referring to indices
making a step.



Chapter 5

Verification of Parameterized
Systems by Abstraction

The decidability results in Chapter 4 have shown that for several system
classes, the verification problem for certain properties is decidable. Therefore,
for such systems, decision procedures provide a way to obtain verification
results.

Nevertheless, we also found several interesting undecidable classes, and
also many existing parameterized systems are not in a decidable class, and
thus, the decision procedures cannot be used. Even worse, all the methods
have in common that they do not give reliable positive results applied on
systems not belonging to the corresponding system class. If such a procedure
applied on a system not in the class finds no counterexample, one cannot
conclude correctness of the system.

Moreover, some decision procedures have a very high complexity, such
that the decidability result is more a theoretic one, and the procedures are
not applicable in many cases. Thus in practice, even for some decidable
system classes there is no effective verification method so far.

Due to the undecidability of the general verification problem it is not
possible to have a complete and sound verification method. Therefore, one
can only try to use a less “perfect” methodology.

We propose to use the the popular approach of verification by abstrac-
tion. The idea is to verify a (finite) abstract system that has “more” behav-
ior instead of the original one. This approach is applicable for universally
path-quantified properties which express that for all computations should
satisfy some property, our LTL properties are of that type. Intuitively, if
one over-approximates the system behavior, and all the traces of the over-
approximation satisfy a given property, one can conclude that also the orig-
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inal (concrete) system satisfies the property.

In case verification of the abstract system fails, this semi-automatic method
requires user interaction. If the user is able to find a concrete counterpart for
a counterexample found for the abstract system, the concrete system does
not satisfy the property. Otherwise, the counterexample may not correspond
to any concrete behavior, and the user has to refine the abstract system and
redo the verification of the abstraction.

Instead of giving the abstract system and establishing the abstraction
relation manually, we propose to give an abstraction relation that relates
concrete with abstract states and compute the abstraction automatically.

The user interaction then reduces to refine the abstraction relation if a
counterexample for the abstract system is found.

It is not obvious how to use the verification-by-abstraction approach for
parameterized systems, since a parameterized system corresponds to a set
of systems, and each member of the set should be verified. The notion of
abstraction refers only to one system. Our idea is to model a parameterized
system as one system and compute finite abstractions of this system to be
able to use existing model-checking techniques to verify properties of the
abstractions. Our verification method is based on the following:

¢ We model parameterized systems as higher-order transition systems in
the decidable logic WS1S. These are systems with variables ranging
over finite sets of natural numbers.

e Given an abstraction relation, the decidability of WS1S allows to auto-
matically compute a finite abstraction of the whole system. This finite
abstraction is an abstraction for every instance of the system.

e Model-checking techniques can then be used to establish properties
valid for all system instances.

Following this approach one can observe that it is hardly applicable for
liveness properties, since a lot of cycles are introduced by abstraction, and
these cycles invalidate most liveness properties. Therefore, we will extend
the method in Chapter 6 to be able to prove liveness properties as well.

Before we explain the verification approach in detail, we first define the
necessary foundations. We start by explaining abstraction, show how the
general abstraction idea is reduced to the notion of simulation, and verifi-
cation by abstraction. Especially, we focus on the conditions under which
the approach is applicable. In short, our approach is usable for deadlock-free
parameterized systems and predicate abstractions.
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We then explain the idea of incremental verification, which means that
some properties already established can be used to “improve” the system
without changing the system behavior. This improvement usually allows to
verify properties that were not as easy verified before.

After explaining shortly the idea of model-checking, which is the tech-
nique we use to establish properties for the computed finite abstractions, we
present the decidable logic WS1S. We call transitions systems described in
this logic WS18S systems and explain how to transform parameterized systems
into WS1S systems.

We end this chapter by discussing how to abstract WS1S systems and
giving ideas on how to choose abstraction relations from which the abstract
systems are computed.

5.1 Verification by Abstraction

We first give the definition of abstraction and the idea of proving properties
of systems by abstraction. Intuitively, in this setting a system abstracts
another one if it has more behavior, i.e., more traces than the other. Since
two systems may have different state spaces, one needs to relate their state
spaces to identify corresponding traces.

Definition 5.1 (Abstraction)

Let Sc, Sa be two systems with state spaces Y¢, ¥4 and semantics [S¢],
[S4] that are sets of maximal state traces. Let & C ¥o X ¥4. Then we say
that Sy is an abstraction of S¢ with respect to «, denoted by S¢ C, Sy, if

Vre € [Sc]-3ra € [Sa] « |re| = |ral A (5.1)
Vi < |rc|: (re(i),ra(i) € a . '
If « is a total function, this condition reduces to a([Sc]) C [Sa]. O

For a given LTL formula ¢ and a system with state space X, let [¢] C ¢
denote the set of models of ¢.
Before we proceed we give some basic definitions for relations.

Definition 5.2
Let RC Ax Band S C B x C be some relations.

e For aset M, idy = {(a,a) | a € M} is the identity relation on M.

e R;S = {(a,c) € AxC |3b€B: (a,b) € RA (byc) € S} is the
sequential composition of R and S.
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def

e For M C A, we define M ; R = idys; R, and correspondingly R; M for
M C B.

e R ¥ {(b,a) | (a,b) € R} is the inverse of R.

e For a € A, the relational image of a is defined by R(a) £ {b | (a,b) €
R}. This is extended to subsets of A as usual.

e For a sequence v € A%, we define R(y) = {v € B | |y| = |/|AVi <
7] = (v(4),7'(9)) € R}

e For a set of sequences I' C A% we define R(I') & U, er B(7) -

Remark 5.3
Using the relational image on sequences, (5.1) can be equivalently expressed
by

Vre € [Se] : alre) N[Sa] # 0 . (5.1)

[ )

The following preservation result [CGL94, LGS*95] is the key property
for the verification-by-abstraction approach. It states that it is sufficient to
establish a property for the abstract system to conclude that the property
holds also for the concrete system.

Theorem 5.4 (Preservation)
Let S¢ and §4 be two systems, and ¢¢, ¢4 be LTL formulae. Then, from

L SC Lo SA,
e a™([¢4]) € [¢cl, and
o SA ): ¢Aa

we can conclude S¢ | ¢c.

In case the abstract system S, is finite, one can automatically check
whether Sy = ¢4 holds, using existing model-checking techniques (see Sec-
tion 5.4).

Intuitively, these conditions express the following. If an abstract system
has “more” traces than the concrete one, and we are interested in showing
that all traces satisfy some property, then whenever the abstract system
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fulfills the property or an even sharper one, it must also be valid for the
concrete one.

Similar preservation results hold for any temporal logic without existential
quantification over paths, e.g., VCTL* or pun [CGL94, DGG94, LGS195].

A question that remains is how to establish the abstraction relation be-
tween two systems. This can be solved using simulation as explained next.

5.2 Simulation

Simulation establishes abstraction by reducing the global criterion of ab-
straction (every concrete trace has an abstract counterpart) to verification
conditions for each computation step.

Intuitively, the existence of a simulation relation between a concrete and
an abstract system expresses that every step the concrete system makes can
be simulated by the abstract one by taking a corresponding step. Formally,
the simulation relation relates abstract and concrete states.

In this section we extend the system model such that the transition rela-
tion p is replaced by a set of transitions T, where formally, each transition is
a transition relation as before. The systems transition relation corresponds to
the union of all transitions. We use this model for the rest of the thesis. The
reason is, that we are now also interested in the information which transition
was taken in a computation step, essential information for the verification of
liveness properties presented in Chapter 6.

Let Sa4 = (Va,Ta,04) and S¢ = Ve, Te,0c) be two systems with state
spaces 34 and X, where each state in ¥4 (resp. ¥¢) assigns values to the
variables V4 (resp. V). Each transition 74 € Ty is given by 74 C 34 X X4.
The set of initial states is given by 04 C ¥ 4. S¢ is built correspondingly.
For each 7¢ € T we assume there exists a corresponding transition 74 € Ty.

We formally define the notion of simulation [Mil71].

Definition 5.5 (Simulation)
Given two systems S¢c and Sy, we say that a relation o C Y X X4 is an
L-simulation (of S¢ by S4) if

0c CO4; 0" (5.2)

5
a0 Cras et 5:3)

for corresponding transitions 7¢ € T and 74 € T4. We denote L-simulation
by SC Eé’ SA.
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Similarly, we say that « is a U-simulation (of Sc by Sa), if

fc COasat (5.4)
alime;aCra (5.5
U-simulation is denoted by S¢ CU Sy. O

Figure 5.1 illustrates L-simulation and U-simulation.

pa PA
oA aly o4 —— o)y
A A A A
a | < e a | Ul ]: a
oc o o —— o
Pc ¢ Pc ¢

Figure 5.1: L-simulation and U-simulation

There are four different types of simulation, one for each way that the
diagram commutes. We refer to [dRE98] for details. We only need L- and
U-simulation: U-simulation is the only one of these four simulation notions
that can be used to construct an abstract system from a concrete one and
an abstraction relation. On the other hand, L-simulation corresponds better
to the notion of abstraction, as the next theorem shows.

Theorem 5.6
Let a C ¥ x ¥4 be a simulation of S¢ by S4. If S¢ is deadlock-free and
S4 is finitely branching, then S, is an abstraction of S¢ with respect to a.

Proof: (Sketch) For each trace r of S¢, the initial state of r is an element of
fc. Consequently, there exists a corresponding state of ¥4 in ¢z and which
is related to 7(0) by .

For each step of the concrete system, we conclude by L-simulation there
exists some corresponding step of the abstract system. By induction one can
show that the set of prefixes of traces of S¢ is a subset of the set of prefixes
of §4 traces (modulo «).

Since S¢ is deadlock-free, each trace of S is infinite. Since Sy is finitely
branching (which mean in our context that each state has only a finite number
of successors), there must exist a corresponding infinite trace of Sa.

Note that if S¢ is not deadlock-free, for a deadlocked trace, a correspond-
ing sequence of states of Sy is not necessarily maximal, and thus &4 is not
required to be an abstraction of S¢. [
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Hence, if we restrict ourselves to non-blocking systems only (and use
finitely branching abstractions which is a harmless restriction from the prac-
tical point of view), this theorem shows how to reduce the notion of abstrac-
tion to simulation.

We aim at computing the abstract system from a given concrete one and
an abstraction relation. Obviously, L-simulation is not really suited for that.
But U-simulation shows a way to do it: if & and 7¢ are given, and o~ ';7¢; v is
computable, then the result is obviously a candidate of an abstract transition
corresponding to 7¢. In fact, it is the least abstract transition abstracting
T¢ (adding more pairs to the transition would also lead to an abstraction of
T C)-

Therefore, we have to investigate under which conditions U-simulation
implies abstraction. This can be done by considering the relationship of U-
simulation and L-simulation. In fact, U-simulation implies L-simulation, if
a is a total relation, as the next theorem states.

Theorem 5.7
Let o C ¢ x X4 be total, i.e., there is a pair (o¢,04) € a for all o¢ € X¢.
If S¢ CY 84, then S¢ L-simulates Sj.

Proof: Since « is total, ids, C a;a '. Obviously, o !;7¢; a C 74 implies
alsro;a;a™t C a7t Consequently, al; 7 = a7t 10 ids, C
o lViroia;at Ty at. |
Note that Theorem 5.7 does not hold if « is not total.
From Theorem 5.6 and 5.7 we deduce that a verification method for gen-

eral LTL properties based on computing abstractions works if
1. the concrete system is deadlock-free, and
2. « is total.

Since we are interested in computing finite abstractions, all abstract sys-
tems we use are finitely branching. Nevertheless, for safety properties these
restrictions can be weakened.

Safety properties. For safety properties, one can weaken the definition
of abstraction such that for each concrete trace, we only require an abstract
counterpart that has equal length or is longer.

If there does not exist a counterexample of the abstract system for the
safety property, this implies that there is also no counterexample of the con-
crete system.
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L-simulation suffices to establish this type of abstraction, as well. The
preservation result for safety properties also holds correspondingly. There-
fore, for verification of safety properties, the first restriction can be removed
and the verification method works under the condition that « is total.

5.3 Incremental Verification

If we have already proven some invariance property ¢ of S, i.e., S = O, we
can strengthen Condition (5.5) to

ati(ten{(o,0) o EvATd =Y} ;al T . (5.5")

This allows to establish simulation for smaller abstract systems Sy, for which
usually more properties can be verified. Intuitively, a smaller abstraction is
a better over-approximation of the concrete one. We denote this type of
U-simulation by S CY% S4. Note that S CY S4 holds iff S TV S,.

If we compute the abstract transitions as proposed in Section 5.2 by
computing the result of

a i (ren{lo,0) o=y Ad Ey})a,

the result will always be a subset of that computed with the original for-
mula. Intuitively, the abstract transitions are then more precise, thus the
abstraction is better and often satisfies more properties, since we only inves-
tigate properties that should be valid for all system traces. Having a better
abstraction corresponds to having less abstract traces. This can formally be
stated as follows.

Lemma 5.8
SCY S, and SCYY &) implies 8 CL S,4.

Proof: Follows immediately by observing that 7y C 74 holds for each concrete
transition 7¢. ]

Note that since the abstract systems might deadlock, in general Sy C;; Sa
does not hold.

Counterexamples. One way to obtain invariance properties that can be
used to strengthen the abstract system is by analyzing counterexamples ob-
tained by verification attempts. Usually, the analysis gives an idea of a
property that is violated by the example and which one expects to hold for
the concrete system. Often, such properties can be established first using a
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simpler abstraction. If one has found an invariance property, the incremen-
tal verification approach can be applied, and the system can be strengthened
with the invariant.

Abstraction relation refinement. Another way to deal with properties
found by analyzing counterexamples is to “refine” the abstraction relation
by introducing a new abstract variable to the abstraction relation that “ob-
serves” the new property. Following this approach, counterexamples are used

to obtain better and better abstractions. Counterexample guided verification
is an active field of research [CGJT00, LBBO01, CGKS02, CCK*02].

Both, strengthening the system and refining the abstraction relation are
examples of incremental verification, where information gained so far is used
to make further progress. In our experience, this approach is very useful in
practice.

We will apply these methods in Chapter 8 where we present a case study
of a cache-coherence protocol.

5.4 Model-checking

If we succeed to reduce the verification problem for parameterized systems
to the verification of a single finite state system, we then have to care about
verifying properties for such systems. Model-checking [QS81, CE81, CGP99|
techniques can be used for this. It is a popular algorithmic approach for
checking whether a given (usually) finite state system fulfills a temporal logic
formula. In contrast to other methods of ensuring quality of programs like
testing and simulation, model-checking is able to cover all possible system
behaviors.

There are model-checking algorithms for a lot of temporal logic for-
malisms, we mention here only CTL, the computational tree logic, and LTL
that we use in this thesis, but there are many more. Where LTL argues
over one trace of the system, the underlying time model of CTL is based on
a branching structure: at every moment, there is a set of distinct possible
futures possible. A formula can quantify over this set, expressing that for all
possible futures some property is valid, or for some future this is the case.

One difference of these formalisms is that properties are usually more
intuitively expressible in LTL than in the branching-time logic CTL. Both
logics are incomparable, i.e., there exist properties expressible in one of each
logic but not expressible in the other. Nevertheless, “standard” properties
are expressible in both of them. Another well-known logic is CTL*, a logic
that subsumes both LTL and CTL.
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From the complexity point of view, model-checking CTL is advantageous.
CTL model-checking is PTIME-complete and, given a property ¢ and a
Kripke structure S, can be done in time O(|¢|- |S|) and space O(|¢|-log? |S|)
[CES86, KV95].

LTL model-checking has a higher complexity, it is PSPACE-complete
[SC82, SC85], and can be done in time O(2¢ - |S|) and space O((|¢| +
log(|S1))?) [VW94].

Since we use LTL, we shortly explain the automata-theoretic model-
checking approach for LTL [VW86]. The basic idea is to reduce the veri-
fication problem to the emptiness problem for automata on infinite words,
called Biichi automata, a problem which is known to be decidable. Assume
a Kripke structure § and an LTL formula ¢. By £(A) we denote the set of
words recognized by an automaton A.

e Construct the automaton Ag for S.

e Build the automaton for the negation of ¢, A-,. This can be done effec-
tively for every LTL formula. One could also build A, and complement
this Biichi automaton.

e By observing L(As) C L(Ay) iff L(As)NL(A-y) = 0 iff L(As X A_y) =
(), the verification problem can be reduced to the emptiness problem
for Biichi automata, which is a decidable problem. Here, As x A is
the synchronous product of both automata.

Using this procedure, one can decide properties of finite abstract systems.

5.5 WSI1S Logic

The monadic second-order logic (interpreted over finite words) of one suc-
cessor, short WS1S, goes back to work of Biichi [Biic60] and Elgot [Elg61],
who showed that finite automata and monadic second-order logic interpreted
over finite words have the same expressive power. Moreover, these results
show that transformations from formulae to automata are effective, as well
as transformations from automata to formulae.

We now define the WS1S logic.

Definition 5.9 (WS1S)

Terms of weak second-order logic of one successor (WS1S for short) [Biic60,
Elg61, Tho90] are built up from the constant 0 and lst-order variables by
applying the successor function succ(t) (“¢ +17).
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Atomic formulae are of the form
f:2=b|t1:t2|t1<t2|t€X

where b is a boolean variable, %, ¢, and ¢, are terms, and X is a set variable,

i.e., a 2nd-order variable.
WS1S formulae are built up from atomic formulae by applying the boolean
connectives and quantification over both 1st-order and 2nd-order variables.
O

WSI1S formulae are interpreted in models that assign finite sub-sets of N
to 2nd-order variables and elements of N to 1st-order variables. The inter-
pretation is defined in the usual way.

Given a WSI1S formula f, we denote by [f] the set of models of f. The
set of free variables in f is denoted by free(f).

Finally, we recall the following decidability result by Biichi [Biic60] and
Elgot [Elg61].

Theorem 5.10

A language of finite words is recognizable by a finite automaton iff it is
definable in WS1S, and both conversions, from automata to formulae and
vice versa, are effective.

This is a central result for our approach, since it shows that the set
of all models of a WS1S formula is representable by a finite automaton.
Hence, if we model the concrete system and the abstraction relation in WS1S,
computing the set of all models computes the corresponding abstract system.

5.6 WSI1S Systems

Now we are able to define WS1S transition systems, which are transition
systems with variables ranging over finite subsets of N, and show how they
can be used to represent parameterized systems.

Definition 5.11 (WS1S Transition Systems)
A WS1S transition system S = (V,T,H0) is given by the following compo-
nents:

eV ={X;,...,Xk}: A finite set of second-order variables where each
variable is interpreted as a finite set of natural numbers.

e 7: A finite set of transitions where each 7 € 7T is represented as a
WS1S formula p,(V, V'), where primed variables refer to the transition
post-state.



150 Chapter 5. Verification of Parameterized Systems by Abstraction

e #: A WSIS formula with free(#) C V describing the initial states.

The computations of & are defined as usual. Let [S] denote the set of
computations of S. O

WS1S systems can be used to model parameterized systems as defined
in Definition 3.1. Assume that a system & = (N, V, p,0) is given with only
boolean types. If one wants to use more general finite types, this can be done
by encoding variables of such a type using a number of boolean variables.
The main idea is to

e substitute the parameter N by a set P of process indices,
e replace sub-terms ¢ < N by 7 € P in all system formulae,
e add the constraint P’ = P to the transition relation,
e introduce a set variable X for each array variable x in V),
e replace sub-terms z[i] by z € X in all formulae, and

e add some formula to the initial state condition expressing that P is
initialized with some interval [0. . . k|, for some &, and add some formula
expressing that all set variables are subsets of P.

Intuitively, X is the set of all processes that have an x entry ¢{. The initial-
ization of P chooses one possible set of indices, this set corresponds to one
specific instance of the parameterized system. Each transition of the WS1S
system leaves the set P unchanged. Hence, in some sense the parameteriza-
tion becomes initialization.

The normal variables Vy and the numeric variables V; need special treat-
ment. They can be modeled by using set-variables with some additional
constraints. For a boolean variable y,

e one can use a set variable Y,

e add the formula Vi.i € Y = i =0,

e and replace each (atomic) sub-formula y by 0 € Y.
A numeric variable z can be modeled similarly by

e introducing a set variable Z,

e adding the formula Vi.Vji € ZAj € Z = i =j ATi.i € Z expressing
that Z is a singleton, and
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e adding an existential quantification dz.z € Z. in the beginning of the
WSI1S system description.

The result is a precise translation of the original parameterized system
S into a WS1S system. This WS1S system is in fact bisimilar to &, in the
sense that for each instance of S(n), there is a suitable initialization for P
such that the so-initialized WS1S system is bisimilar to S(n).

Theorem 5.12
Let S be a parameterized system, and let S’ be the WS1S system resulting
by the translation given above. Then, S is bisimilar to §'.

Proof: There is an obvious bijection f between state space of S(n) and the
state space of §'(n) (when one assumes that the state space of &' is not
the set of all values for &’ variables, which are all finite subsets of N, but
only states fulfilling the “additional” constraints for normal and numeric
variables). §'(n) is the “instance” of &’ where P is initialized to {0,... ,n—
1}. So, for o € ¥ define

fo)(X) = {i] o(x)() = tt,i < n}

for all array variables x, where set variable X corresponds to z. For normal
variables y define

floyy = {9 oy

tt
f

Similarly, define for each numeric variable z

One can check that whenever one of the systems can take a transition, the
other system can make a corresponding transition. We leave this prove out
here. [

In practice, the latter two translations for normal and numeric variables
need not be applied explicitly in our case, since we use the MoNA [HJJ196]
tool to decide formulae. Instead, we simply can use the predefined MONA
types. See Section 7.2 for a few words on MONA.

The following example illustrates the translation.
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Example 5.13

Recall the resource allocation algorithm given in Example 3.2. Variable s is
encoded by two booleans, s_a and s_b. Similarly, the array 1 is encoded by
two boolean arrays 1_a and 1_b. The encoding is given by:

1[i] 1.a[i] 1.b[i]
1 I I
2 t fF
3 fF t
4 it it

Variable s is encoded similarly.

We give the translations in MoNA [HJJ796, KMO01] syntax. Most of the
syntax is self-explaining. Universal quantification over booleans is denoted
by all0, alll is quantification over natural numbers, and all2 quantifies
over finite sets of natural numbers. Existential quantification is denoted cor-
respondingly by ex0, ex1, and ex2. Conjunction is denoted by &, disjunction
by |.

We start with the initial state predicate, given by

0L s=2AVi< NI =1A=ci] ,
which has the following shape after encoding 1:

s =2AVi < N.=l_ali] A=lb[E] A —cfi] -
Translated to WS1S it looks as follows:

s =2
& alll i: i in P =>
(i notin 1_a & i notin 1_b & i notin c)

This could also be written more concisely as:

s =2
& 1 _a = empty & 1_b = empty & ¢ = empty

We show the translation of the first transition leaving location 1 and
entering location 2:

(i]=1As>0Al'li]=2As=s—1
AN =cAVj < N.j#i=1]5]=1])

Omitting the encoding step, the translation to WS1S of this transition is
given below:
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# guard: 1[i]=1, s>0
(ex1 i: i in P & i notin 1_a & i notin 1_.b & s > 0
# effect
& i in 1_a’ & i notin 1_b’ & s’ = s-1
& c’ =c
& (alll j: (j in P & j "= i) =>
((j in 1_a’ <=> j in 1_a) & (j in 1_b’ <=> j in 1_b))))

5.7 Abstracting WS1S Systems

We now want to verify WSI1S systems by abstraction, based on the ideas
presented in Section 5.1 and 5.2.

Let S = (V, T,0) be a WS1S system and let « be a total boolean abstrac-
tion relation given by a WS1S formula &(V, V), where V4 are all the abstract
boolean variables. Based on U-simulation, as described in Section 5.2, ab-
stract initial states and abstract transitions can be given as WS1S predicates.

The initial states of the abstract system can be characterized by the
formula

00 Z IV a0V, Vy) . (5.6)

Note that this is a WS1S formula. For each concrete transition 7, there is one
abstract transition 74 in the set of abstract transitions 74 and it is described
by the formula

pra = IV AV, V) A p,(V, V) NGV, V) (5.7)

with free variables V4 and V4.

To compute the abstract system, one has to find all abstract states sat-
isfying these formulae. Since both @(V,V,4) and the transitions in 7 are
expressed in WS1S, the characterizing predicates (5.6) and (5.7) are WS1S
predicates. By the decidability result for WS1S given in Theorem 5.10, the
set of all models for each formula can be computed effectively, which gives
us an effective construction of the abstract system.

Let S4 = (Va, Ta, 04) be the result of this computation. This system Sy
is an abstraction of S by construction:

Proposition 5.14
S CU 84, thus 8, is an abstraction of S with respect to a.

Since the abstract variables are booleans, the constructed abstract system
is finite state and can be model-checked.
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Abstraction relations. We know by Theorem 5.7 that abstraction rela-
tions are required to be total in order to make the method applicable. There-
fore we restrict ourselves to relations of a generic shape which are guaranteed
to be total.

Definition 5.15
An abstraction predicate is a predicate ¢()) over V. a

The generic abstraction relation shape is based on abstraction predicates.
So assume that a family of abstraction predicates ¢;(V), for 1 < i < k, is
given. Each such predicate identifies some concrete state property. We define
the abstraction relation based on these predicates by

a= /n\ (a; & ¢:(V)) . (5.8)

This abstraction relation is both total and functional. The abstract system
constructed from this abstraction relation has variables V4 = {ay,... ,a,}.
We restrict ourselves to this type of relation. This ensures that results of our
verification method are correct, i.e., the concrete system satisfies a property
if the computed abstract system does.

Nevertheless, it is not clear how to choose abstraction predicates; see
Section 5.8 for heuristics on this topic.

Incremental verification. Following the incremental verification approach
presented in Section 5.3, if we have already proven that the WSI1S system S
satisfies some invariance property ¥ given as a WS1S predicate, we can com-
pute more precise abstract transitions based on the following characterizing
predicate:

Pra d:ef Elva VI : a(va V.A) N w(V) A IOT(VJ VI) (5 9)

NGV, VYY) Ap(V) '
We say that we strengthen S with invariant . This predicate corresponds
to computing the abstract transition with respect to the strengthened con-
dition (5.5") for U-simulation. The abstract initial states are characterized
correspondingly.

Relationship to the original parameterized system. Recall that the
method we propose consists in translating a parameterized system S to a
WSIS system &' and computing its abstraction S§’;. Assume a set of ab-
straction predicates ¢; on the parameterized system, which are translated
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to WS1S abstraction predicates ¢. in the same way as the system. Let the
abstraction relation o/ be constructed from the ¢.

Then &) is clearly an abstraction of every system instance S(n). In-
tuitively, if there is some trace of S(n), by Theorem 5.12, there is some
initialization such that there is a corresponding trace of &', and hence, a
corresponding trace of §';.

One could also think of building an abstraction relation « directly based
on the ¢; and construct an abstraction of a system instance S(n). This
can effectively be done by adding a corresponding formula to &’ expressing
P = {0,...,n — 1} and computing the abstraction as before, yielding an
abstract system S%. Obviously, the state space of S% is the same as that of
Sy, so the question is how they relate to each other.

Since in &’ variable P is existentially quantified, the answer to that ques-
tion is that each transitions of S% is a subset of the corresponding transition
of &), so each transition 74 of & fulfills 74 = |J,5; 74, where 7} is the
corresponding transition of S7%. -

Our tool set PAX can be used to automatically compute abstractions as
described here, and analyze the abstract systems. For a description on PAX
see Chapter 7.

5.8 Abstraction Heuristics

The main user interaction needed for verification by the method we propose
is to choose suitable abstraction predicates. This cannot be done automat-
ically, since the general verification problem for parameterized systems is
undecidable.

The choice of abstraction predicates depends on both the concrete system
and the property one needs to establish, therefore it is hard to give precise
and generally useful heuristics.

Assume that S = (V,T,0) is a WS1S system. We restrict ourselves
to abstraction relations based on abstraction predicates ¢; as presented in
Section 5.7.

5.8.1 Existential Abstraction

The first heuristic is inspired by the decidability results given in Section 4.1.1
and Section 4.7. There, asynchronous systems with existential quantification
over indices are investigated, and synchronous systems with both existential
and universal quantification. In the decidability constructions one can ob-
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serve that only the set of local states induced by a state enables a particular
transition.

Therefore, the idea of existential abstraction is to introduce for each set
variable an abstraction predicate that is true whenever the set is empty.
Intuitively, this abstract variable observes whether there is some process with
array entry ¢t. The corresponding abstraction predicate is ¢x = X = () for
a set variable X € V.

This alone is usually not sufficient, so the abstraction relation must be
strengthened by adding more abstraction predicates. These are derived both
from the property to verify and from the system description. Assume that
we have to verify an invariance property ¢ and that each transition is given
by a predicate

Ji: GALG)ACE) =V =eV,V)
where

e (G is a lst-order closed WS1S formula describing some global condition,
for example, whether there are any processes in a particular local state.

e [(i) is a quantifier-free formula expressing some conditions on process
7’th local state.

e ('(i) is a condition on both process i’th local state and other processes.
We call such conditions the context of process i.

Then, one can start with an abstraction based on predicates

ag =G
arp = ds : L(Z)
ac = Ji: C(7)

Additionally, in order to make the property ¢ that is to prove “observable”
in the abstraction, one has to introduce abstract variables for each state
predicate occurring in ¢.

If this does not work, practical experience show that one can on the one
hand try to split the predicates used before, such that partial information is
already observable. On the other hand, it is often useful to combine several
predicates, for example, some local conditions L(i) and context conditions
C' (i), which might be derived from different transitions, and using an abstract
predicate

arc=3i: LG) ACG) .
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5.8.2 Counting Abstractions

A second idea can be deduced by the construction for decidability for g
systems with synchronous control given in Section 4.1.2. There, a VASS
represents system instances, counting the number of processes in local states.
Obviously, this representation cannot be used as an abstraction, because it
is not finite state. But one can use a restricted counting abstraction instead
that “counts” the number of processes in a particular local state up to a
certain bound b. So, all states with j > b processes in a local state will be
identified.

This heuristic is a generalization of the existential abstraction. The ex-
istential abstraction can be seen as counting abstraction distinguishing only
value 0 and greater or equal zero.

This idea can be carried over to WS1S systems by using predicates observ-
ing the number of identifiers in a given set X € V. The following predicates
can be used to “count” up to a bound n (the translation of these predicates
to WS1S is straightforward):

axo=X=10
ax,<1 = Vi1, J2 : {J1, 2} € X = j1 = ja)
ax,<2 = (VJ1, 52,73 : {J1, J2, 3} € X = (J1 = j2 V j1 = J3 V j2 = J3))

ax,<n = Vi, dn {dn- it €X =\ de=4))
1<k<I<n

More generally, one can also count the number of identifiers that satisfy
a given predicate, e.g., some local conditions L(i) derived from a transition
description, as explained in Section 5.8.1. The abstraction predicates are
similar to the previous ones, only that j; € X is replaced by L(j;).

This kind of abstraction is especially useful to prove mutual exclusion or
similar properties, since it is essential for this type of property how many
processes reach certain states.

5.8.3 Focusing Abstractions

For the class of so-called universal progress or response properties, we use
a slightly different type of abstraction relation. Universal properties are
basically the verification properties presented in Section 3.3, where we use
universal quantification over process identifiers. The only difference is that we
reason there about parameterized systems, and here we investigate arbitrary
WSIS systems with set variables.
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For example, universal properties can express that each single process 7
eventually makes some progress, or that each request by ¢ to j eventually is
answered by 7. The abstractions presented so far are not sufficient for this
type of property, since one is not able to reason about specific processes.

Liveness properties like the response property described before are not
easily verified using abstraction, since abstraction introduces a lot of behavior
that has no concrete counterpart, but prevents us to verify liveness properties.
We address this problem in Chapter 6.

Throughout this section, let S be a WS1S transition system with variables
{XI; Ce ,Xk}

Definition 5.16 (Universal property)
Let ¢ be an LTL formula with {X;,..., X} as free set-variables and free
Ist-order variables {pi,...,p,}. Then, ¢ is called a universal property.

A computation 7 satisfies ¢ if and only if for every injective mapping Z'

from {p1,... ,pn} into N, v satisfies ¢[Z'(p1),-.. ,Z'(pn)/P1, - - - , Pn)- O

In other words, the computation vy satisfies ¢, if it satisfies all the temporal
formulae obtainable by instantiating the variables py,... , p,.

Abstraction relation. The abstraction relation is chosen by abstraction
predicates as before, but now the 1st-order variables p; ... ,p, may occur
freely in them. For example, one can use predicates like

apyprEX

expressing that the p is contained in X. Intuitively, from the point of view of
a parameterized system translated into a WS1S system, this can be used to
reason about one process p being in a particular state. Hence, the behavior
of one arbitrary but fixed process is observed. Let o be obtained by a set of
abstraction predicates in the usual way. Then, a has free variables pq, ... , pp.

The central question is how this abstraction relation can be used to com-
pute abstractions of S.

Construction of §§. We observe that instantiating the free p; variables
in the abstraction predicates results in a valid abstraction relation, sufficient
to compute a corresponding abstract system. For the sake of readability, we
restrict ourselves to only one free variable here, called p.

Let ¢ € N. If we instantiate p by ¢, then we are able to construct abstrac-
tions 89 as usual, by computing the set of all models of

E(e,a,m) =3IV, V' 2 @le/pl(V,Va) A pr(V, V') Adfe/p|(V', V)
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for each concrete transition 7, and by computing the initial states
f(c, O!) =3V &[c/p](V, V.A) :

With &(p, o, 7) and &(p, @) we denote the original predicates with free variable
p.
The following observation is easily established.

Proposition 5.17
S CY 84, where a, is the abstraction relation corresponding to the predicate

ale/p.

Since @[c/p] and p, are WS1S formulae, by Biichi and Elgot’s result, §§
can be constructed effectively.

We now show that the set {SG | ¢ € N} can be effectively constructed.
For ¢ € N, we define the following WS1S formula:

A(e) E(FVa:&(c,q) 4 E(p, )
V'V @Va Vi €leam) 4 € a,T))

TET

Thus, Ip.A(c) expresses that there exists a k& € N such that the abstract
system S is different from S¢. By Biichi and Elgot’s result, this is decidable,
and moreover, such a k is effectively computable. The set {S§ | ¢ € N} is
computed by the algorithm given in Table 5.1. This algorithm converges,

Table 5.1: Algorithm computing all focusing abstractions

T :=1;

repeat
R:=RU{S%};
I:=T1TU{z};

choose z € N that satisfies Ip. A\ ;c; A(j)
(if not satisfiable set z :=1)
until z =1;
return(R)

since there are only finitely many different abstract transition systems and
each execution of the body of the loop adds a new abstract transition system
to R.
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Intuitively, this set R describes all possible observables for some p, so if
all these system satisfy a certain property, then this property is valid for all
instantiations of p. To be able to verify a given property ¢, this property
is required to be observable by the abstraction, so one has to introduce
abstraction predicates for all state formulae of S, which may contain the free
1st-order variables, here only p.

Then, denote by ¢4 the translation of ¢ that replaces every state formula
¥ in ¢ by the corresponding abstract variable a,.

Corollary 5.18
If S¥ |= ¢4 for all S¥ € R, then S satisfies the universal property @.

Construction of S4. Although {S% | 7 € N} is theoretically computable,
it is computationally costly to do. Therefore, we show how one can con-
struct a system that abstracts each of the elements of this set, and hence, by
transitivity of C abstracts S.

A first solution could consist in defining the transitions of S4 by the
following WS1S formula:

WV Gpp: GV, V) A gV V) A Bpp GV, VY)

This can be used, but one can do better.
Instead, a more precise abstract system can be obtained by defining the
abstract transitions of S4 by the following WS1S formula:

Spp VYV AV, V) A pr (W, V) A GOV, VY) (5.10)

Thus, we make sure that the choice of p in the concretizations of the source
and target states of an abstract transition is the same. We can then show
the following:

Proposition 5.19
S CY S, with @' = Jp.a(p), hence, S4 is an abstraction of & with respect
to o'

Using the same transformation for ¢ as in Corollary 5.18, we have:

Proposition 5.20
If S4 | ¢4, then S satisfies the universal property ¢.
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5.8.4 Examples

We present a some abstractions usable for the resource allocation algorithm.
A more challenging verification example can be found in Chapter 8.

We apply these ideas to Example 3.2. We start with a counting abstrac-
tion that can be used to verify the correctness of the algorithm.

Example 5.21

For the resource allocation algorithm we choose a counting abstraction that
counts for location 2, 3, and 4, whether there are no processes in this loca-
tion, or whether there is less or equal one process there. The following two
abstraction predicates are used for location 2, the predicates for the other
locations are similarly.

# abstract variable: a_l2_empty
(alll j: j in P => (j notin 1_a | j in 1_b))

# abstract variable: a_l2_leql
(alll j, k: j in P’ & k in P’ =>
((j in 1_a’ & j notin 1_b’
& k in 1_a’ & k notin 1_b’)
=> j=k))

The idea is that there can be at most two processes in this area, so we
choose another variable observing whether this is the case. In some sense,
this replaces the counting abstraction predicates for each location and value
2. We also observe the value of s following the idea of counting abstraction.

# abstract variable: a_s_eq0

(s = 0)
# abstract variable: a_s_leql
(s <= 1)
# abstract variable: a_s_leq2
(s <= 2)

# abstract variable: a_1234_leqg2
(alll j, k, 1: jin P & k in P & 1 in P =>
((j in 1_a union 1_b & k in 1_a union 1_b & 1 in 1_a union 1_b)
=> (j=k | k=1 | j=1)))

Finally, we use two properties to relate the c[i] values with the 1[i]
values, c[i] has value ¢t if and only if 1[1i]=3. Moreover, we need a variable
to observe the property of interest.

# abstract variable: a_s_c_1
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(alll j: j in P => (j in ¢ <=> (j notin 1_a & j in 1_b)))

# abstract variable: a_prop

(alll j, k, 1: jin P& k in P & 1 in P =>
(jinc &k inc & 1 in c
=> (j=k | k=1 | j=1)))

[ )

As second simple example we present a focusing abstraction usable to
show how c[i] value and [[7] value are related.

Example 5.22

The focusing abstraction based on the following abstraction predicates can
be used to observe the behavior of one process:

# abstract variable: a_p_la
(p in 1_a)

# abstract variable: a_p_1b
(p in 1_b)

# abstract variable: a_p_c
(p in ©)

Observe that p is simply a free variable here. Technically, this variable is
existentially quantified in the system description, as shown in (5.10).

The corresponding abstract system can be constructed from this abstrac-
tion predicates, a state exploration of the abstraction yields the following set
of reachable states. Here, 1 denotes t¢, 0 denotes ff, and the first line gives
the order of the abstract variables.

% a_p_la a_p_lb a_p_c

s0: 000
sl: 100
s2: 011
s3: 110

This shows that the following property is valid for this system:
Opece(pglanpeld)),

a property that corresponds to the following property of the original param-
eterized system:

VaO(clp] & 1[i] = 3) -
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Since this is an ‘nvariance property, we can now strengthen the system with
this property, as described in Section 5.3. &

For a third example we modify the algorithm for the sake of brevity. Here,
we use s := 1 as initial value instead of s := 2. So, mutual exclusion should
be ensured for this algorithm.

Example 5.23

The abstraction relation used here focuses on two 1st-order variables p1 and
p2, that stand for arbitrary process identifiers. For each process we intro-
duce variables that observe the location of each of these two processes. The
following predicates are used for p1, the predicates for p2 are similar:

# abstract variable: a_pl_la
(pl in 1_a)

# abstract variable: a_pl_1b
(p1 in 1_b)

Moreover, we observe the value of s as in Example 5.21, and have ab-
straction predicates for observing also processes different from p1 and p2:

# abstract variable: a_other_12
(ex1 j: j in 1_a & j notin 1_b)

# abstract variable: a_1234
(alll j, k:
( (jinl_a | j in 1_b)
& (k in 1_a | k in 1_Db))
=> j=k)

Constructing the abstract system and translating it to the input for some
model-checker, one can easily prove

Vo O-(lp] = 3 A l[ps] = 3)

5.9 Blocking Systems

Since our verification method only works for non-blocking systems, it is of
interest how one can formally prove that a system is deadlock-free. We
assume that a WS1S system S = (W, T, ) is given.



164 Chapter 5. Verification of Parameterized Systems by Abstraction

A first approach is simply to ensure that every state has a 7-successor,
for some transition 7 € 7, which can be expressed by

W'\ e (V,V) (5.11)
TET

If this formula is valid, which can be checked automatically, the system is
deadlock-free.

Unfortunately, there may be non-blocking systems that do not fulfill
(5.11). If a system deadlocks only in non-reachable states, it is neverthe-
less non-blocking. In this case we propose to use the verification method for
invariance properties to strengthen the system, so that non-reachable states
are not reachable in the strengthened system. Then, by deciding validity
of Formula (5.11) one can check whether the strengthened system, and thus
also the original system, is non-blocking.

If this succeeds, one can verify liveness properties as well, using the orig-
inal system, or the strengthened one.



Chapter 6

Liveness Verification by
Abstraction

In this chapter we extend the verification method for parameterized systems
using abstraction presented in Chapter 5 to handle liveness properties as well.
The abstraction process introduces a lot of cycles into the abstract system,
cycles that do not have a concrete counterpart but prevent verification of
liveness properties.

We give an algorithm that can be used to derive fairness constraints
that are guaranteed to be satisfied for the concrete WS1S system. Since
each abstract transition corresponds to one concrete transition, these fairness
constraints can be lifted to the abstract system to rule out some behavior
without concrete counterpart.

We show how augmentation of the abstract system allows to express these
fairness constraints. Technically, augmentation is extending the abstraction
with a new boolean variable for each transition, a variable which is set to
true whenever the transition is taken.

Liveness properties are often only provable under the assumption of addi-
tional fairness conditions that the concrete system satisfies, e.g., a condition
expressing that the scheduler is fair such that every process which continu-
ously tries to execute some command will eventually succeed. These addi-
tional fairness assumptions are clearly also needed on the abstract level, so
we show how to lift them to the abstract system.

6.1 Abstractions and Liveness Verification

A well-known obstacle to the verification of liveness properties by abstrac-
tion is that often the abstract system has computations looping continuously

165
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through some cycle that do not correspond to computations of the concrete
system.
The following simple example illustrates this problem.

Example 6.1 (Simple mutual exclusion)
Consider the parameterized system consisting of processes described in Fig-
ure 6.1. Initially, all processes are at £y, and all turn variables are set to ff.

: Vng @ turn; V at_£y[j]

25 @D — turn; ;= tt ;

Vnj # @ turn; = ff

Figure 6.1: Simple mutual exclusion algorithm

Location ¢, represents the critical section. We use ¢,, to denote the transition
from location £, to £,,.

Modeling this system using array variables is straightforward, for example
one can choose three boolean arrays, one for each location, and one array
for turn. A WSIS system can be obtained using the translation given in
Chapter 5, with set variables at_fy, at_f1, at_f5, and turn.

We are interested in the property that each process p reaches its critical
section infinitely often, i.e., V,p : OCat ly[p], which is a universal liveness
property.

Obviously, one has to assume some fairness conditions to prove that,
namely that the self-loop ¢; is eventually taken if it is infinitely often enabled
(strong fairness), and moreover, one has to assume that all other transitions
are eventually taken if they are continuously enabled (weak fairness), since
otherwise only some other processes could make progress.

Since we are interested in a universal property, one can try for instance
a focusing abstraction relation as explained in Section 5.8.3 for verification.
Intuitively, such an abstraction observes one process, using the following
predicates:

# abstract variable: a_p_turn
(p in turn)
# abstract variable: a_pO
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(p in 10)
# abstract variable: a_pl
(p in 11)
# abstract variable: a_p2
(p in 12)

Computing the corresponding abstract system, there is a loop in the
abstract system as follows: there is a computation step, where the transition
from £y to ¢; is taken, and this step goes from abstract state 0010 to 0010;
this is the abstract state where it is not p’s turn and p is in location /;.

The next few lines show a fragment of the abstract transition relation as
computed by our tool PAX, see Chapter 7 for more details on pPAX. An “X”
denotes that both values 0 and 1 are possible in the successor state.

Variables: a_p_turn a_pO a_pl a_p2 -> a_p_turn’ a_p0’ a_pl’ a_p2’
Abstract transitions:

t01 : 0000 -> 00XO

t01 : 0001 -> 00X1

t01 : 0010 -> 0010

t01 : 0011 -> 0011

t01 : 0100 -> 0010

t01 : 0100 -> 0100

Of course, such a loop can be taken forever, such that process p does
not progress in the abstract system. On the other hand, in any concrete
system instance, such a loop can only be taken finitely often, since if finally
all process have left ¢y, there is no process left that can take this transition.

[ )

As this example shows, one has to distinguish between behavior prevent-
ing us from liveness verification that has its source in the concrete system,
and behavior that is introduced by the abstraction process. In case of be-
havior of the concrete system, one can sometimes assume additional fairness
assumptions that remove this type of behavior. Hence, although the system
does not satisfy the liveness property, it does under these assumptions. Be-
havior introduced by abstraction is more difficult to handle, since additional
assumptions of the abstraction need to be justified by the concrete system.

The standard approach to prove that some system can only make some
action finitely often is to choose a well-founded set and a function mapping
system states into this set, and to show that each system step decreases this
value. This approach cannot be used here, since the decreasing behavior is
simply not observable on the abstract level.

What can be proved is that some transitions of the concrete WS1S sys-
tem can only be taken infinitely often if some other transitions are also taken
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infinitely often, using the idea of well-founded ranking values. The result
is a fairness condition that the WSI1S system satisfies. Since every concrete
transition corresponds exactly to one abstract transition, one can use this
correspondence to lift these fairness conditions to the abstract system. In-
tuitively, if some trace of the abstraction violates such a fairness condition,
there cannot be any concrete counterpart of it.

General idea. Our approach for liveness property verification is to com-
pute first fairness conditions (guaranteed to be) valid for the concrete system,
or in case of a translated parameterized system, for every instance of the orig-
inal parameterized system &. Then, each trace of an abstraction of S not
satisfying such a fairness condition cannot have a concrete counterpart in
any instance. Therefore, it is safe to remove such a trace.

We present a marking algorithm that given a concrete system, marks
some transitions as decreasing and others as increasing transitions. From
these markings, strong fairness conditions are derived that can be lifted to
the abstract system. The enriched abstraction has the property that to
each concrete computation corresponds an abstract fair one. The enriched
abstract system is used to prove liveness properties of the WSI1S systems.
Since parameterized networks can be transformed into WS1S systems, this
shows how to prove liveness properties for parameterized networks.

These strong fairness conditions are based on the concrete system transi-
tions, requiring that some transitions cannot be taken infinitely often. This
is the reason why we have refined our general model to this type of transition
relation based on a set of transitions 7 instead of a single transition relation
predicate p.

We restrict ourselves to systems that contain some set variable P that is
not changed during computation steps, a property which is formally defined
as follows.

Definition 6.2 (P-invariance)
A system § = (V,T,0) with P € V is called P-invariant, if p, = (P' = P)
is valid for all transitions 7 € T. O

This condition is always satisfied for WS1S systems that are derived by trans-
lation of a parameterized system, namely for the variable P representing the
set of all processes.

Throughout this chapter, we fix a P-invariant WS1S system & = (V, T, 6)
and an abstraction relation « given by a predicate a. Then, let Sy =
(V4, T4, 04) be the finite abstract system obtained by the method introduced
in Chapter 5.
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See Example 6.13 for an example where the algorithm fails if one does
not require P-invariance.

We show how to compute fairness conditions for S4 that can safely be
added to the system. If this procedure yields a couple of LTL fairness con-
ditions ¢1, ..., ¢, verification of a property 1 reduces to prove that the
abstract system satisfies

1<i<k

which can sometimes be proven, although the abstract system does not fulfill
¥ directly.

We now explain the algorithm computing fairness conditions that can
safely be added to the abstract system. We call it marking algorithm, since
it is based on marking some concrete transitions as decreasing and others as
increasing transitions. Intuitively, a transition is decreasing if the ranking
value for some ranking function decreases, and it is increasing if taking the
transition increases the ranking value. The fairness constraints are derived
from the markings and can be lifted to the abstract system.

6.2 Marking Algorithm

We use WS1S formulae to express ranking functions. Intuitively, the func-
tion value of such a predicate is the size of the set of integers fulfilling the
predicate.

Definition 6.3 (Ranking predicate)
A ranking predicate x (i, P, X1, -+ , X) is a predicate with ¢ as free 1st-order
variable and P, X,--- , X}, € V as free 2nd-order variables.

The following set, which we call a y-set, is associated with a ranking
predicate x (i, P, X1, -+, Xx) and an evaluation s of the variables in V:

X(s) = {i € s(P) [ x(5, s(P), s(X1),..., (X))} -
O

Given a state s of S, the ranking value (, (s) associated to s by a ranking
predicate x is the cardinality of x(s). This set x(s) is always finite, since
it is a subset of the finite set s(P), and the value of P is not changed by
computation steps. Therefore, such a y-set cannot decrease infinitely often.

In fact, decreasing and increasing of the cardinality is not expressible in
WSI1S. Therefore, we use a stronger condition: given a pre-state s and a
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post-state s, we can observe that x(s") C x(s) implies (,(s") < (y(s). In
some sense, using the condition x(s') C x(s) makes the decrease of ¢, only
partially observable. Nevertheless, if a transition is decreasing due to the
stronger condition, it is also decreasing due to the original condition. Instead
of expressing that the ranking value increases we use the weaker condition:
G (8") > ¢ (s) implies x(s") Z x(s). Hence, if we use this weaker condition,
every transition marked as increasing by the original condition ¢, (s") < {,(s)
is also marked by our condition.

The marking algorithm we present labels some of the concrete transitions
with the symbols +, and —,. Intuitively, a transition 7 is labeled by —,, if
it is guaranteed that 7 decreases the ranking value, i.e., (s,s’) € 7 implies
¢(s) > ((s'). The label +, denotes that the 7 potentially increases the
ranking value. Otherwise, the transition is not marked.

The following definition defines predicates expressing that the ranking
value decreases resp. potentially increases.

Definition 6.4
Let x be a ranking predicate. We define the following WS1S predicates

A_(x,T) EVVV :p,(V, V) =

(Vi:GePAX)=x)ANEizie PAxA-Y)) (6.1)

and
AL(OGT) EIWVV o, (VV)ATii € PAX Ay . (6.2)

Here, X' is the predicate that results in substituting all V variables by their
primed counterparts in V. ]

Formula (6.1) expresses that whenever the concrete transition 7 is taken,
the set described by x decreases; more precisely: the x-set induced by the
post-state is a strict subset of the pre-state x-set. Thus, the ranking values
decreases. Hence, it describes the following property:

A7) =YW,V oWV = {i [ X () S {i [ x(@)} -

The second formula (6.2) expresses that there are cases in which the
concrete transition cannot ensure that the post-state y-set is a subset of the
pre-state x-set. Consequently, there is a chance that the cardinality of the
x-set increases. The formula 37 : 7 € P A X' A —x expresses that the x'-set is
not a subset of the y-set:

Av(xm) =3VV i, (VYY) AL [ X))} Z {i | x(d)} -
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Table 6.1: Marking algorithm

Input: P-invariant WS1S system S = (V, T, 6),
set of ranking predicates x(i, P, X1, --- , Xx) over V.

Output: Labeling of 7.

Description: For each x(i, P, X1,---, X}), for each transi-
tion 7 € T
Mark 7 with —,, if A_(x, 7) is valid.

Mark 7 with +,, if AL (x,7) is valid.

The marking algorithm we propose is given in Table 6.1.

Intuitively, since each x-set is finite, it is safe to add the fairness constraint
that a transition labeled with —, can only be taken infinitely often, if also
one of the transitions labeled with +, is taken infinitely often. To express
this we define the following transition sets.

Definition 6.5
Let S be a WS1S system labeled by the marking algorithm. We define for
each ranking predicate x:

D, € {r € T | 7 is marked with —}

def

I, = {r € T | 7 is marked with +,}

We use the same sets also for the abstract transitions, since it is always clear
which set of transitions is meant. O

Then, the idea is to add for each such x the fairness condition (D,,I,)
to the abstract system which states that a transition 74 € D, can only be
taken infinitely often if one of the transitions in I, is taken infinitely often.
This condition is certainly satisfied for the concrete system, hence, abstract
traces violating this condition have not concrete counterpart. To be able to
express the fairness condition the WSI1S systems have to be extended.

6.3 Augmented Systems

To express the fairness conditions, one must be able to reason about the
transition taken in the last computation step. Therefore, we modify the
systems such that the transition of the last step is observable. This is done by
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introducing a variable for each transition set to true whenever the transition
is taken.

Definition 6.6 (Augmented system) L
For a WSI1S system S, define the augmented system A(S) = (V, p,8) by

VEYU{tk, |T€T}

p=\/ (pT Nk AN ﬁtk;,)
TET T T
0= 0N N\ ~th,
TET

where we assume that all ¢k, are fresh boolean variables.
For an abstract system Sy = (Va, Ta,04) we define A(S4) with the same
variable set as before and

s €0, iff s|y, €04 A-s(th,) forall 7 € Ty
(s,8") € Tiff (s]y,,s'|v,) € TA (S (th) & T =71)
hold for all states s, s’ over V and transitions 7 € T. O
It is easy to see that augmentation does not change the system behavior.

Proposition 6.7
Let ¢ be a property over V. Then, S satisfies ¢ iff A(S) satisfies ¢.

Having the augmentation at hand, we are able to express formally the
fairness conditions derived by the marking algorithm.

Proposition 6.8
Let x be a ranking predicate such that D, # @, and 7 € D,. Then,

A(S) = (O0th,) = (@o( \/ thy)) .

T'ely

Definition 6.9 (Derived fairness constraint)

Let x be a ranking predicate such that D, # 0, and 7 € D,. The formula
(OCtk,) = (OOC(V gy, thr)) is called a fairness constraint derived by the
marking algorithm. O

We have to transfer this result to the abstract system to improve liveness
verification. In principle, there are two ways to do so: one can either augment
the abstract system, so construct A(S4), or one can compute the abstraction
of A(S). The result is equivalent, if one uses the straightforward abstraction
relation that observes each ¢k, variable using one abstract variable a_tk, =
tk,:
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Proposition 6.10

Let « be based on a set of abstraction predicates, and assume that for each
T € T there is an abstraction predicate a_tk, = tk,. Then, A(S,) is identical
to the system A(S) 4 that is constructed from o and A(S) (modulo renaming
of a_tk, in tk.).

We prefer to augment the abstract system, since otherwise the construction
of the abstract system is more complex, whereas the augmentation of the
abstraction can be made syntactically.

Theorem 6.11
Let ¢ be a fairness condition derived by the marking algorithm. A(S4) E

¢ = 1 implies § = 9.

Proof: Let ¢4 be the ¢ formula where all ¢k, variables are replaced by a_tk..
Then,

A(S4) Ed=9a

implies A(S)a = ¢4 = Y4 (by Proposition 6.10)
implies A(S) = ¢ = 9 (preservation result)
implies A(S) = ¢ (by Proposition 6.8)
implies § = (by Proposition 6.7)

Remark 6.12 (Strengthening)

One can again use the strengthening approach to improve the results obtained
by this algorithm. The idea is to first establish invariance properties of the
concrete system, and add them to the system description. Intuitively, if the
ranking conditions (6.1) and (6.2) are evaluated only for a subset of pre- and
post-states, it is more likely that the results are useful. &

Example 6.13

This example shows that without requiring P-invariance, the marking algo-

rithm could fail. Assume the system S = ({X},{r},6) such that § = X =0,

and 7 £ 3j.j ¢ XAX' = XU{j}. Choose the ranking predicate y = i ¢ X.
The marking algorithm would then mark 7 with —,, since A_(x, 1) is

valid (where the P related clauses are removed), the conditions looks as

follows:

VX, X':3jj¢ XAX =XU{j}=
(Vitig X'=i¢ X)A@ii¢g X Aie X))
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Consequently, the derived fairness condition would forbid to take 7 infinitely
often, but there is in fact no reason why this is not allowed.

Note that the x-set is not finite in this case, hence, it is no WSIS set,
although the implications in A are valid. The quantification in A ranges
over all finite sets. &

Finding ranking predicates. First we note that for any ranking predi-
cate, the fairness constraints obtained by the marking algorithm are valid,
i.e., it is guaranteed that the concrete system satisfies them. Therefore, the
choice of these predicates is absolutely free; in the worst case, the fairness
constraints obtained are trivial or does not help in verifying the goal.

On the other hand, it is often not really complicated to find useful pred-
icates, since one only has to look at the very local behavior of a transition,
not on the global behavior of the whole system. For each transition, one only
needs a set that decreases (or increases) whenever the transition is taken.

Especially for WS1S systems that were constructed by translation of some
parameterized system, this is often very obvious. If a transition is a user
process transition such that some process 7 alters its local state, this local
state is given by the membership of ¢ to the different set variables. Hence,
there is always a set such that ¢ is added to it or removed from it, so either
i€ X ori¢ X can be used as ranking predicate for such a set variable X.

6.4 Abstractions and Fairness Constraints

We have already seen that one can augment a concrete or an abstract system
to express fairness constraints derived by the marking algorithm. Exam-
ple 6.1 shows that for liveness verification, usually also additional fairness
assumptions of the concrete system are necessary.

To be able to use these assumptions also on the abstract level, one needs
to “lift” these assumptions to the abstract system. Let us first define the
notion of fairness conditions for a parameterized system. For a thorough
discussion of fairness we refer to [Fra86].

Definition 6.14 (Fairness conditions)
A transition 7 is called strongly fair, if for each process i, it is eventually
taken in case it is infinitely often enabled.

A transition 7 is called weakly fair, if for each process i, it is eventually
taken in case it is continuously enabled at some time. ]

Intuitively, if a transition is marked as fair, one rules out all traces of
the system that do not satisfy the corresponding fairness requirement. So a
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system S satisfies a property ¢, if all fair traces satisfy ¢.

To be able to express fairness also on the abstract level, one has first to
express these conditions in WS1S systems, and secondly, one has to make it
visible on the abstract level when a transition is enabled for some process 1,
and when a transition is taken by some process.

The notion of fairness for WS1S systems can defined by pairs of set vari-
ables (E,T). The intended meaning is that only behavior is allowed such
that if 7 € E infinitely often (resp. continuously), then 7 € T infinitely often.

We introduce sets E, and T, for each transition 7 of the system. These
sets contain all 2 € P such that 7 is enabled for 7, resp. such that 7 has taken
7 in the last step. Using these sets, fairness conditions of the parameterized
system can be translated to WSI1S systems.

Next, these assumptions have to be lifted to the abstract level. For
strongly fair transitions, this can be done by introducing the abstraction
predicate

er= B, 410

which observe whether the transition is enabled for some 7. Then, for each
strongly fair transition 7, it is safe to add the constraint

(OCe,) = (OO, ) (6.3)
to the abstract system, where t&, is introduced by augmenting as before.

Proposition 6.15
Let ¢ be the fairness constraint (6.3) for some strongly fair transition 7.

Sa E ¢ = 1 implies S = 9.

Proof: If e, is infinitely often true, then there must be some 7 that is infinitely
often in E,, hence, in the concrete system, ¢ € T, holds infinitely often.
Consequently, also tk, is true infinitely often, so ¢ is satisfied by S. [

If one uses focusing abstractions, then for both weakly and strongly fair
transitions one can use abstraction predicates to observe whether a process
1 is contained in E, and 7,. Hence, for this kind of abstraction fairness
conditions can be lifted directly.

Example 6.16
We present briefly the results for Example 6.1. The following ranking predi-
cates are used:

Xo =1 € at_ty

X1 =1 € att,

X2 =1 € at_ly
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The results of the marking algorithm for these predicates are the following
fairness sets

Dy, = {to1} L, = {t20}
Dy, = {t12} I, = {to}
Dy, = {tx} Ly, = {ti2}

Additionally, we can lift for the process p the weak fairness conditions that t;
is eventually taken if continuously enabled, and the strong fairness condition
that ¢1; is eventually taken if infinitely often enabled.

Using all these fairness conditions enables us to prove that p eventually
reaches location /5. &



Chapter 7

The PAX System

PAX (“parameterized systems abstracted and explored”) is a tool set for the
verification of WS1S systems. This class of WS1S systems can be used to
model parameterized systems as explained in Section 5.6. The system to
verify must be given to the tool by the set of transition predicates and the
initial state condition, together with abstraction predicates that define the
abstraction relation. The PAX tool uses the MONA tool [HJJ796, KMO01] to
compute the models of several predicates, therefore we use the usual MONA
syntax. The MONA tool can be used to decide WSI1S predicates and to
compute a finite automaton that represents the set of all models of a given
formula. Our tool PAX can be used to

e automatically compute a finite abstract systems, given a WS1S system
and an abstraction relation,

e analyze this finite abstract system by computing the set of reachable
states,

e transform the computed abstract system into the input languages of
existing model-checkers.

The PAX analysis allows to establish invariance properties, and is also useful
if the construction of the abstract system fails for some of the transitions.
Even in this case, the state exploration can be used to compute the set
of reachable states, and the exploration also computes the missing abstract
transitions. This is explained in detail in Section 7.8.

Figure 7.1 shows the main functionalities of PAX. Each node is basically
a file that is given to PAX or computed by one of the PAX tools. The edges
between them stand for PAX tools or external tools in case of the model-
checkers. The dashed line from the model-checker result to the abstraction

177
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predicates indicates user interaction. This line refers to the incremental veri-
fication approach, where information gained by analyzing counterexamples is
used to define additional abstraction predicates as explained in Section 5.3.

system
description

construct
abstraction

abstraction
predicates

ranking
predicates

marking

augment

abstract abstract algorithm
system
system
state
exploration

abstract
states

result /
counter-
example

state graph

Figure 7.1: PAX Overview

7.1 System Inputs
The user has to provide the following input for the PAX system:

e The concrete system description given by an initial state predicate 6())
and some transition predicates p,(V,V’) for a number of transitions 7 €
T . These transitions define the transition relation p & Vier prWV, V).
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e A number of abstraction predicates ¢,()), for v € V4, that induces the
abstraction relation predicate @ & Noev, (V& ¢0).

The transition relation defined in this way corresponds more to an asyn-
chronous execution model. But also synchronous execution can be modeled
by giving only one transition predicate describing the steps of all processes.

When using the marking algorithm, one has to give additionally some
ranking predicates as input.

7.2 Construct Abstractions using MONA

Recall from Section 5.7 that
04(Va) = IV AV, V) . (7.1)

is a predicate describing the abstract initial state, with free variables 1V 4; the
abstract counterpart for each concrete transition 7 is characterized by

pr, (Vi Vy) = 3V V 6V, V) A p(V, V) Aa(V', VYY) (7.2)
with free variables V4 and V4.

Exactly these predicates can be constructed by PAX from its inputs, and
given to MONA to compute the set of their models.

Mona [H]JJ196, KMO01] is an implementation of decision procedures for
WS1S and WS2S, the weak monadic second-order theories of one and two
successors. It has been developed at BRICS since 1994, and has matured into
an efficient and popular tool. Through the years, many different approaches
to improve the efficiency have been tried out and a number of implementation
“secrets” [KMS02] have been discovered and integrated in MONA.

Especially, MONA has provided the foundation of or has been integrated
into a range of tools as is the case for our PAX tool. For a list of examples
we refer to [KMS02].

The connection to PAX is the possibility of MONA to return the automaton
that represents the set of all models. We are only interested in the abstract
boolean variables, since we want to compute the abstract system. From the
automaton description, one can easily extract these values.

The abstract system can be represented by two lists, one list of initial
states of the following form:

Variables: a_pl_la a_pl_1b a_p2_la a_p2_1b a_p3_la ...
Initial states:

000000001

000000101

X00000101
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The first line shows the order of the abstract variables, and an abstract
state is given by the list of values of these variables, where X means that
both 0 and 1 are possible (so such a state is again an abbreviation for a set
of abstract states). The transitions are given by the list:

Variables: a_pl_la a_pl_1b ... a_pil_la’ a_pil_1b’
Abstract transitions:

t12 : 000000000 -> 0000X000X

t12 : 000000000 -> 00100000X

t12 : 000000000 -> 10000000X

t23 : 000000000 -> 000000000
t23 : 000000001 -> 000000001
t23 : 000000011 -> 000000011

Each line describing a transition begins with the transition name, that is
the concrete transition from which the abstract one is derived, followed by
abstract pre- and post-states.

7.3 Augmenting the Abstract System

Augmenting the abstract system simply means to extend the set of abstract
variables and states by variables ¢k, for each transition, variables that are set
to tt whenever the last step was a 7 step. As explained in Section 6.3, this
is needed to express fairness constraints derived by the marking algorithm.

Given the list of initial states and abstract transitions, this can easily
be done syntactically by appending these variables V' to the variable lists,
extending each initial state with value “0” for each variable v € |V, and
changing each line in the transition list

trans: <pre> -> <post>
into
trans: <pre>X...X -> <post>0..010..0

where |V| is the number of X’s, and the 1 in the post-state corresponds to
the position of tk, in the V list.
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7.4 Marking Algorithm

The marking algorithm presented in Section 6.2 can be used to derive fair-
ness constraints which are guaranteed to be satisfied by the concrete system.
Intuitively, the constraints rule out some abstract behavior that has no con-
crete counterpart. These conditions can be used as additional premises for
verification of liveness properties on the abstract level. Section 6.2 explains
the algorithm and the derived constraints.

The algorithm is based on additional input: some ranking predicates must
be provided by the user. Intuitively, each predicates describes a set, e.g., a
set of processes if a parameterized system is modeled as a WS1S system.
For each ranking predicate and transition, the algorithm proves whether the
transitions always reduce the set described by the ranking predicate, or if
the set may increase for some states. If the transition decreases the set, the
transition can only be taken infinitely often, if also some increasing transition
is taken infinitely often, since all sets of a WS1S systems are finite.

This analysis is done for the concrete system. Since the abstract system
corresponds closely to the concrete one, i.e., each abstract transition corre-
sponds to one concrete transition, the computed fairness constraints can be
lifted to the abstract system.

To be able to express them as premises, one needs to augment the abstract
system with tk, variables that as explained before. These variables exhibit
which transition was taken in the last system step.

7.5 Model-checking

The PAX tool can translate the constructed abstract systems to two well-
known model-checkers.

One of them is SMV (Symbolic Model Verifier) [McM92, BCM*92], the
first symbolic model-checker using a BDD representation [Bry85, Bry86,
Bry92] of the state space and the systems transition relation. This model-
checker does not support LTL, which we choose as our specification language.
Instead it uses the branching time logic CTL. But two re-implementations of
this model-checker, called NuSMV [CCGR99, CCG*02] resp. CadenceSMV
[McM99a, McM99b] allow also LTL specifications.

A program in the SMV language is a set of modules, but we need to use
the main module only. A module consists of variable declarations, variable
initializations, and a description of the transition relation. The transition
relation can be described using predicates over the current and the next state
of the module’s variables, the expression next(v) refers to the transition’s
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post-state for each module variable v.
There are two ways to define the transition relation, either by using an
imperative style

ASSIGN
next(v) := expr

for each variable v, or in an implicit style using a predicate over pre- and
post-state variables:

TRANS
<pred>

All valuations of the free variables that satisfy the given predicate define the
transition relation. One can also define several TRANS predicates; in this case
the transition relation corresponds to the conjunction of all these predicates.
Hence, the resulting model has a synchronous semantics, fitting to hardware
verification for which SMV was originally designed.

For our translation we only use the main module and the implicit style
for describing a transition relation. An asynchronous execution model can
be defined by giving one single TRANS predicate that is the disjunction of all
transition predicates derived from abstract transitions.

The as2mc translator creates input for these model-checkers by translat-
ing the abstract system. We illustrate this translation for the SMV language.
Suppose the system is given by lists of states and transitions as follows:

Initial states:
000000001

Abstract transitions:
t12 : 000000000 -> 0000X000X
t12 : 000000000 -> 00100000X

Then, the translation to the SMV language is straightforward:

MODULE main

VAR
a_pl_la : boolean;
a_pl_1b : boolean;
a_p2_la : boolean;

INIT
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&

('apllag ! apl lb & ! ap2_la & ! a_p2_1b &
'a_p3_la & ! a_p3_1b & ! a_s_eq0 & ! a_s_leql & a_s_leq2 )

next(a_pl_la) & ! next(a_pl_1b) & next(a_p2_la) &
next(a_p2_1b) & ! next(a_p3_la) & ! next(a_p3_1lb) &
next(a_s_eq0) & ! next(a_s_leql) )

TRANS
('aplla& ! apl lb & ! a_p2_la & ! a_p2_1b &
! a_p3_1la & ! a_p3_1b & ! a_s_eq0 & ! a_s_leql &
I a_s_leq2 & ! next(a_pl_la) &
! next(a_pl_1b) & ! next(a_p2_la) & ! next(a_p2_1b) &
! next(a_p3_1b) & ! next(a_s_eq0) & ! next(a_s_leql) )
| (' a_pi_la & ! a_pl_1b & ! a_p2_la & ! a_p2_1b &
' a_p3_1a & ! a_p3_1b & ! a_s_eq0 & ! a_s_leql & ! a_s_leq2 &
I
!
!

In the verification of parameterized systems, the bottleneck is usually the
computation of the abstract system. The model-checking of the result is in
most cases quite fast and unproblematic.

The second model-checker we use is the Spin [Hol91] model-checker, an
enumerative model-checker which is very well suited for protocol verification.
The translation to Promela, the C-like input language of Spin, is similar.
Instead of a predicate describing the transition relation as in the SMV case,
in Promela one can use a non-deterministic choice command to execute one
of the abstract transitions, and the state change is modeled by assignments
to the abstract variables.

The bottleneck of the verification using the PAX tool is in nearly all
cases the construction of the abstract system. Therefore, in practice, model-
checking always succeeds, i.e., the model-checker does not run “out of time”
or “out of space”. Only if a lot of additional fairness constraints are computed
using the marking algorithm, it takes sometimes substantial time, since these
constraints are then additional premises to the property one likes to prove.

If model-checking shows that the property is not valid, the model-checker
returns a counterexample. Analyzing this counterexample there is either a
concrete counterpart of this trace, showing that the property is indeed not
valid for the concrete system, or there is no such concrete counterpart. In
the latter case, the analysis can help to improve the abstract system. In
practice this means that the user has to modify or to add some abstraction
predicates. Computing the abstract system corresponding to this refined
abstraction relation results in a more precise abstraction. This is indicated
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in Figure 7.1 by the dashed line from result/counterexample to abstraction
predicates.

7.6 State Exploration

There is also a built-in simple forward state exploration in PAX. This program
can be used to compute the set of reachable states. Thus, it can be used to
establish invariance properties by checking whether there are “bad” states
reachable.

This is something every model-checker can do. Nevertheless, this explo-
ration is useful if PAX cannot construct some of the abstract transitions since
memory is exceeded. In this case, the PAX state explorer has some features
that allow to proceed. We discuss this feature in detail in Section 7.8.

As a side effect, this program produces a state graph of the reachable
states, which can be visualized if the abstract state space is reasonably small.

7.7 Visualizing the State Graph

The program g2ps produces a state graph of the abstract system. The pro-
gram basically translates the state graph produced by the state explorer
into the input format of the dot program, which is part of the Graphviz
tool set. This tool set is a package of graph drawing programs from AT&T
and Lucent Bell Labs. It can be obtained together with documentation at
http://www.research.att.com/ north/graphviz/ .

7.8 Pushing the Limits

In this section we discuss some solutions if the computing power does not
suffice to construct the abstract system.

The decision procedures for WS1S logic have a non-elementary worst
case complexity. Therefore, in practice one occasionally hits the limits of the
machine, i.e., memory is exceeded or the computing power does not suffice
to calculate the abstract system.

To make progress in this case, one can try to reduce the system to simplify
the computation, improve the computation algorithms, or one can try to
simplify the task the computer has to do.

System model. First, from the theoretical point of view, one can try to
reduce the system size by finding redundant variables, for instance:
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e If one has to model variables over a particular finite domain, one can
carefully examine the set of variables that is used. Often, redundancy
can be removed. Moreover, the domain of the variables should be as
small as possible, such that the minimal set of boolean variables or
arrays is used to encode the variable’s values.

e If one does not succeed in showing the property, try to use the incre-
mental verification approach, see Section 5.3, showing a simpler prop-
erty first that can hopefully be established using a simpler abstraction
relation.

Tool side. One can also try to make improvements on the the practical
side. The underlying decision procedures are MONA internal, which is an
efficient, robust, and, in our experience, reliable tool which has been contin-
uously improved for a long time. Therefore, there is no sense in trying to
redo all the development and to build own algorithms.

So any “improvement” made here must change the things to compute.
These “things” are in our case the WSI1S theories, which the PAX tool gives
MonNA, and for which MONA computes the automaton representing all its
models. How this can help to push the limits is explained next.

7.8.1 Partial Transition Relations

This section discusses an approach that allows to make verification progress
although the PAX system is not able to construct some of the abstract tran-
sitions.

We first observe the difference in quality of computing a full abstract
transition as given in Formula (7.2) and the abstract post-state for a given
pre-state s € Xy, :

def

prs S Bq(Va =) ATV, VG0V, VA) A p (W V) AGOV, YY), (7.3)

where Eq(V4 = s) & Avey, v = s(v). Though this formula looks even
more complex than Formula (7.2) at first sight, it has only half the free
variables, since the V4 variables are all substituted by constants, so only the
V', variables are left. Consequently, it is much easier to compute the set of
all models for this formula.

So when PAX encounters problems during the computation of some tran-
sitions, it leaves out these transitions, computing only the remaining abstract
transitions. Then, there are two possibilities to proceed.
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First, one can compute now the unsuccessful transitions in the way For-
mula (7.3) proposes: compute for each pre-state the set of corresponding
post-states and add the results to the set of system transitions. Note that
although it is likely that each such computation is successful and faster than
the computation of the full abstract transition, the number of computations
makes this approach impractical. If one uses n abstract boolean variables,
there are 2™ pre-states and computations.

A second possibility is to compute the missing transitions on-the-fly dur-
ing a state space exploration. This often reduces the number of necessary
computations significantly. Exactly this can be done by the PAX state space
exploration. In this way, only partial abstract transitions are computed.
This is sufficient, since the partial abstract transition contains all transition
successors for all reachable abstract states, so the part that is omitted has
no relevance.

The algorithm given in Table 7.1 can be used for this on-the-fly compu-
tation. We assume the following input given: a WS1S system S = (V, T, 0),
a (partial) abstraction & = (V4,7Ta,04) (some abstract transitions may be
missing), and abstraction relation predicates ¢,.

Table 7.1: State exploration algorithm

P:=0

U:= HA

while U # () do
choose s € U

U:=U\{s};P:=PU{s}
for each 7 € T do
if 74 € T4 compute M := 74(s)
U=UUM\P)
if 74 ¢ T4 compute M := 74(s) by (7.3)
U=UU(M\P)
add all (s,s') to 74 for s € M
od
od
return(P)

The result returned by this algorithm is the set of all reachable states. As
a side effect, for each missing abstract transition 74, the “reachable part” 74
of 74 is computed. Hence, this algorithm “completes” the abstract system.
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Proposition 7.1

Let S’y be the abstract system with full abstract and also partial abstract
transitions 74 derived by the algorithm. Then, Sy = ¢ iff % = ¢ for all
properties .

7.8.2 Transition Over-Approximation

Another way to deal with the problem of insufficient computing power is to
compute less precisely. Instead of computing the correct abstract transitions,
one can also compute an over-approximation of it.

We recall that there is an abstraction predicate ¢, given for each v €
V4. The idea is to compute a number of partial post-states of a transition
for subsets V' C Vg4, instead of computing the “full’ post-state. In other
words, the post-state is computed independently for subsets of V4. Such
a computation for a subset of V4 might be successful, although the “full”
abstract transition is not computable, since the computation involves fewer
variables. A similar idea is proposed in [BLO9S].

If one does so for several subsets, such that each abstract variable v € V4
occurs at least in one of the subsets, one can combine the partial abstract
post-states into a set of abstract post-states. This set will be an over-
approximation of the precise abstract post-states.

Assume that M C 2Y4 \ () is given with |JM = V4. The members of M
are all the subsets of V4 for which partial abstract post-states are computed.

For each V € M compute the set of all models of the formula

pr, (Va, V) = VYV AV, V) A p-(V, V) Aay(V, V'), (7.4)

where V' contains the primed version for each variable in V' and

ay = N\ (ve )

veEV

The result for each V' € M of this computation is a partial abstract transition
TX C XYy X EA,V, where EA,V = [V — V]
The following property is easy to show.

Proposition 7.2
(s,s") € 7Y holds iff there exists an abstract post-state s’ € X4 with (s,s') €
74 and 54 and s’ agree on V.

Combining these partial abstract transitions leads to an over-approximation
of the precise abstract transition.
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Define
T4 Z {(s,8) |V e M:3s,.(s,s,) ety Asly =5'|v} . (7.5)

This approximation can be computed effectively: for each state one has to
combine all its post-states of the different partial transitions such that they
agree on common variables.

A similar construction can also be done for 64. In practice, this is usually
not necessary since 4 is much easier to compute than an abstract transition.
The complexity of 64 is significantly lower since no post-state variables occur
in the predicate characterizing 6 4.

The resulting system is an abstraction of the abstract system.

Proposition 7.3
Let 8" = (V4,T4,04), with T = {74 | 7 € T}. Then, &, is an abstraction
of SA, i.e., SA Cid 81’4

Proof: Follows from Proposition 7.2 and Formula (7.5). |



Chapter 8

Case Study: Cache-Coherence
Protocol

In this chapter we present a case study proving both safety and liveness prop-
erties of a cache-coherence protocol by Steve German which firstly appeared
in an SPL notation in [PRZ01]. We use our proof method based on abstrac-
tion, and show how PAX can be applied to verify certain properties of the
protocol.

8.1 Protocol Description

We give the protocol description in a slightly different notation than that
in [PRZ01] using a guarded command language. Moreover, compared to
[PRZ01], we consider some of the client transitions as home (controller) tran-
sitions, since these transitions modify only home variables.

The protocol consists of a central controlling component, called home,
and a parameterized number of client processes. Messages are sent via three
channels from home to a client c and vice versa:

e chanlc]: The client sends requests for shared or exclusive access to the
cache line to home via this channel.

e chan2[c]: Used by the home process to send grants to client ¢ or the
invalidate command enforcing the client to invalidate its cache status.

e chan3c|]: The client c uses this channel to send acknowledgments about
invalidating its cache status to home.

189
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8.1.1 Clients

The data structure of client processes is rather simple, each client is equipped
with a variable cache that holds the actual state of its cache line. Possible
values for this variable are invalid, shared, and exclusive. Hence, there
is one cache array over these values.

8.1.2 Controlling Component

The home process, i.e., the controller, uses far more data structures. These
are:

e command and current_client that hold the current job and client it
has to process. If home receives a request from a client process ¢, then
this request will be stored in command and ¢ in current_client until
the request is processed. So, current_client is a numeric variable,
and command ranges over the empty value and the both requests for
exclusive and shared access.

e A boolean variable excl_granted which is set to ¢t whenever an exclu-
sive grant was given to a client.

e A boolean array sharer list that stores all processes to which some
grant has been given.

e A boolean array invalidate_list that is used during the invalida-
tion process. If the home process has to invalidate some clients, e.g.,
because they have shared access and some other process requests for
exclusive access, then all processes which must be invalidated are stored
in invalidate_list.

8.1.3 Protocol Transitions

The transitions of the home process and one client ¢ are given in Table 8.1
and Table 8.2 in a guarded command style language.

The next example illustrates the way how transitions given in the guarded
command like style are translated to transitions of a WS1S system.

Example 8.1

We give transition c¢; as example. Since there are three different values for
cache[c|, and we can only translate boolean arrays, we have to do some
encoding. Formally, we encode the array using two boolean arrays; these
arrays are then translated to sets of a WS1S system.
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Table 8.1: Transitions of the home process

ho: (command = req-shared A —excl_granted
A chan2[current client| = empty)
— sharer list[current client] := #{; command := empty ;
chan2[current _client]| := grant_shared
hi: (command = req_exclusive A chan2[current_client]| = empty
AVi:[l...N].-sharer_list[i])
— sharer_list[current_client] := t{ ; command := empty ;
chan2[current_client] := grant_exclusive;
excl _granted := it
hy : (command = empty A chanl[c] # empty)
— command := chanl|c] ; chanl[c| := empty ;
invalidate_list := sharer_list ; current_client :=c¢
hs: (((command = req_shared A excl_granted)
V command = req_exclusive)
A invalidate_list[c] A chan2[c] = empty)
— chan2[c| := invalidate ; invalidate_list|c] := ff
hy: (command # empty A chan3[c] = invalidate_ack)
— sharer_list|c| := ff ; excl_granted := ff ;
chan3[c|] := empty

Table 8.2: Transitions of a client ¢

cop: skip
¢1: (cache[c] = invalid A chanl|c] = empty)
— chanl|c| := req_shared
¢y : ((cache[c] = invalid V cache|c] = shared) A chanl|c|] = empty)
— chanl|c| := req_exclusive
c3: (chan2[c] = invalidate A chan3[c] = empty)
— chan2|c| := empty ; chan3|c| := invalidate_ack;
cache[c| := invalid
¢y : chan2[c] = grant_shared
— cache[c| := shared ; chan2[c| := empty
¢s @ chan2|c] = grant_exclusive
— cache[c| := exclusive ; chan2[c| := empty
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So instead of the cache array we have two sets cache_a and cache_b. For
example, ¢ ¢ cache_a U cache_b corresponds to cache[c] = invalid. The
other values for the channels are encoded similarly, as well as the other array
variables.

## transition guard: cache[c] = invalid, chani[c] = empty
¢ notin cache_a union cache_b & c¢ notin chanl_a union chanl_b

## transition assignment: chanl[c] := req_shared
& chanl_a’ = chanl_a union {c} & chanl_b’ = chanl_b \ {c}

## the other variables are not modified
(excl_granted’ <=> excl_granted)
(curr_cmd_a’ <=> curr_cmd_a)
(curr_cmd_b’ <=> curr_cmd_b)
curr_client’ = curr_client
chan2_a’ = chan2_a & chan2_b’
chan3’ = chan3

cache_a’ = cache_a & cache_b’
sharer_list’ = sharer_list
invalidate_list’ = invalidate_list

chan2_b

cache_b

R

8.1.4 Properties of Interest

The protocol should ensure coherence between the clients, that is, whenever
there is a client in exclusive state, then all the other clients are in state
invalid.

The second kind of properties we are interested in are liveness (response)
properties, namely, that requests of a process will be eventually granted.
These liveness properties are only valid under further fairness assumptions,
e.g., that the home process will eventually read the channel content of each
process.

We start with verifying the coherence property, which is a safety property,
more precisely, an invariance property.

8.2 Coherence Property

We apply an incremental verification process to verify the coherence property
that whenever there is a process in exclusive mode, then there is no other
process having any access. Successively, we prove invariants of the system,
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which are then used to strengthen the system to establish further invariants,
as explained in Section 5.3.

8.2.1 Step 1

In a first step, we want to show that the property

excl_granted =
(Vi : —sharer list[i] (8.1)
V (37 : sharer_list[i] AVj : j # i = —sharer_list[j]))

which states that whenever variable excl_granted is set, then there is at
most one process in sharer_list, is an invariant for the protocol.

It turned out that this property is an inductive invariant of the system.
Hence, it is true for initial states and preserved by every system step.

To prove such inductive invariants, one can use the simplest abstraction
relation, with only one abstraction predicate, let us say ¢, that is given by
Formula (8.1). So, the abstraction relation used is

a_invl & ¢y

expressing that the (only) abstract variable a_invl is true whenever (8.1)
holds on the concrete level.

Example 8.2

Translated to the PAX/MONA input language, the abstraction relation looks
as follows:

## abstract variable a_invl:
(a_invl <=>
(exclusive_granted =>
(sharer_list = empty | exl i: {i} = sharer_list)))

[ )

Computing the abstract system then proves the invariance of this prop-
erty nearly directly. The abstract system has only two possible states, one
for each boolean value of the abstract variable for ¢, a_invl. Moreover, the
only initial state is the one with a_invl = ¢{, and every abstract transition
starting in the state a_invl = #{ leads to same post-state.
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8.2.2 Step 2

Invariant (8.1) can now be used to strengthen the concrete system. This is
done by simply adding the invariant to the system description, ruling out
any concrete states not fulfilling the invariant. This enables us to establish
simultaneously seven new invariants.

Together, these properties further determine the behavior of the system.
We first give some intuitions about them.

Formula (8.2) and (8.3) state that during the invalidation process, pro-
cesses are not in invalidate_list.

Formula (8.4) describes that the home process does not give grants to
a client which it wants to invalidate.

Formula (8.5) states that the sharer_list contains at least all pro-
cesses which have shared or exclusive access, or have such a grant in
their input channel, together with all processes which are not fully
invalidated.

Formula (8.6) specifies that no process is invalidated without a request
that enforces invalidation.

Formula (8.7) is similar to (8.1), and specifies the same property for
invalidate_list instead of sharer_list.

The last formula states that every invalidate_ack received by the
home process is correct because the corresponding cache is indeed in-
valid.

Now these properties are formalized.

Vi : —(invalidate_list[i] A chan2[i] = invalidate) (8.2)
Vi : —(invalidate_list[i] A chan3[i| = invalidate_ack) (8.3)
Vi : =(chan2[i] # empty A chan3[i] = invalidate_ack) (8.4)

Vi : (invalidate_list[i] V chan2[i] # empty
V chan3[i] = invalidate_ack V cache[i] # invalid) (8.5)
= sharer_list[i|
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(Ji : chan2[i] = invalidate V chan3[i] = invalidate_ack) =
(Fi : sharer_1list[i] A

((command = req shared A excl granted)

V command = req exclusive))

(8.6)

excl_granted =

(Vi : —invalidate list]i]

V 3i : invalidate_list[i]

A (Vg :j #i= —invalidate_list[j]))

Vi : —(chan3[i] = invalidate_ack A cache[i] # invalid) (8.8)

In order to verify the property using our approach, we have to define an
abstraction relation to be able to compute an abstract system. We use an
abstraction relation, which is built up by a set of abstraction predicates ¢;
as described in Section 5.7. Each of the following items corresponds to one
(or more, also depending on the encoding of the protocol into WS1S logic)
of these abstraction predicates ¢;:

e One abstract boolean variable for the truth value of each of Formu-
lae (8.2)-(8.8). This gives seven abstract variables a_2,...,a8.

e Two abstract boolean variables a_command_a and a_command_b that en-
code the values of the home process variable command.

e One abstract variable a_excl_granted for the value of the controller
variable excl_granted.

PAX is able to automatically compute the abstraction, given these abstraction
predicates and the concrete system description.

The resulting finite abstract system can then be translated by the PAX
tool to the input language of some model-checker. The model-checker can
easily establish the invariants, since the abstract system is quite small, having
only a couple of boolean variables.

Counterexamples. Most of these invariants were found during the verifi-
cation process by examining counterexamples. Whenever the abstraction was
too weak to show the properties so far, the analysis of the counterexample
led to a new property which was violated by the example, but seemed to be
an invariant of the system. Therefore, we added a new formula ¢; to the ab-
straction relation and recomputed the abstraction. Since the construction of
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the abstract system is fully automatically, there is very little user interaction
necessary for the reconstruction.

Nevertheless, human ingenuity is needed to analyze the counterexample
and find the new “missing” property. See also Section 5.3.

8.2.3 Step 3

In a third step we strengthen the system with all properties verified so far.
We are now able to prove simultaneously two more invariance properties, the
second being the coherence property.

We want to show invariance of the following properties for each arbitrary
process p. The first one specifies that the home process is always aware of
processes having exclusive access, the second one is the coherence property.

cache[p| = exclusive = excl_granted (8.9)

cache[p] = exclusive = (Vj : j # i = cache # shared) (8.10)

Since these properties are universal properties as explained in Section 5.8.3,
we now use an abstraction relation which focuses on one arbitrary but fixed
process p. This allows us to generalize the property to an invariant for all
processes. The abstraction is based on abstraction predicates ¢; describing

e the truth value of the Formula (8.9) and (8.10),

e the value of the home variable excl_granted,

the content of p’s input channel chan2[p],

whether p is in the sharer list (sharer_list[p]), and

e p’s cache status.

Computing the abstract system corresponding to this abstraction relation, it
can easily be used to establish the Properties (8.9) and (8.10).

8.3 Liveness: Exclusive Access Response

Our goal is to verify that for each process p, whenever p requests for an exclu-
sive access, then this access will eventually be granted by the home process.
This is again a universal property, so we use again an abstraction relation
which focuses on one arbitrary but fixed process p, built on abstraction pred-
icates observing all information relevant for that process. So we introduce
abstract variables for



8.3. Liveness: Exclusive Access Response 197

e cache|p],

e chanl[p]-chan3|p],

e whether sharer_list|p| = it,

e whether p = current _client,

e the values of the home process variables command and excl_granted.

Moreover, we add to the abstract system boolean variables taken, encoding
which transition was taken in the last step, as described in Section 6.3.
As presented in Section 6.2 we use the following ranking predicates:

]

=

1(i) = invalidate list[d]

i) £ sharer_listli]

=

2

Do

i) = chan2[i] # empty

=

4

(¢)
(¢)
3(i) = chanl[i] = empty
(2)
(2)

= chan3[i] = empty

=

5

Our tool computes for each transition 7 and predicate x;, whether 7 will
definitely decrease the set of processes ¢ for which x;(7) holds, or potentially
increase this set, as explained in Chapter 6. Thus, for each predicate x; we
build two sets of transitions D; and I;. Since all the sets appearing in the
formulae describing the system are finite for each instance of the parameter-
ized network, no such instance can have a computation containing infinitely
many decreasing transitions from D; and only finitely many transitions from
Ij.

These fairness constraints can be added as a new premises to the liveness
property that is to prove.

Choosing ranking predicates. These predicates were easily found, since
it is sufficient to examine each transition locally, searching for predicates
that decrease for this transition without knowing the behavior of the overall
system! This can easily be done, because all the behavior of the system
is encoded in the manipulation of sets, and usually it is fairly easy to find

one of these sets M that decreases (so one can choose the ranking predicate
f

x(i) £ i € M) or which increases (one can use x(;) & i € PAi ¢ M, where
P is a set containing all process indices) when the transition is taken.

In principle, since the computed fairness constraints are always guaran-
teed to hold for the concrete system, one could also try to choose arbitrary
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sub-formulae appearing in the system description, and calculate their ranking
behavior.

If the result of such a formula is a useful fairness constraint, one can add it
to the system. It is guaranteed, that the computed fairness constraint will be
satisfied by every instance of the parameterized network, so it is safe to add
the constraint to the abstraction. In the worst case, the fairness constraint
does not rule out any behavior, but it can never be harmful.

In our case we get the following results:

Dy = {h3} Iy = {hy}

Dy = {h4} Iy = {ho, b1}

D3 = {c1,c0} Iy = {hy} (8.11)
Dy = {63,04,05} I, = {h07 hl,h3}

Ds = {03} Is = {h4}

For each predicate x; the following fairness constraint can be added as
premise to the liveness property

v (Oo( \/ taken,)) = (D<>(\/ taken,)) .

T€ED; Tel;

For example, from D, and I, we can derive the following fairness constraint:

Yy = (OO(taken,, V taken,, V taken,,))
= (OO(takenp, V takeny, V takeny,))

Obviously, we also have to rule out taking transition ¢y forever, this can
be done with another simple fairness constraint.

It turns out that the computed fairness constraints are too weak to show
the liveness property, since it is possible that the home process just never
reads the request of a single client, only processing requests of the other
clients. Therefore, we have to assume chanl[p] to be fair, such that if home
has infinitely often the possibility to read the request of process p, then
eventually this will be done.

Assuming these fairness constraints, we can easily prove the exclusive
response property.

8.4 Liveness: Shared Access Response

We now prove that also requests for shared access will eventually be granted.
The same abstraction relation as in Section 8.3 can be used. It turns out, that
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even with all fairness constraints given in Section 8.3, the property cannot be
proven. Examining a counterexample, we found a further ranking predicate
missing, namely

x6() = chan2[i] = empty .
The fairness constraint derived from this predicate allows to rule out some
traces where hg, hq, or hs are taken infinitely often and neither c3, ¢4, nor cs
are.

Even this is not sufficient: assuming this fairness constraint enables us to
show that eventually a shared grant will be sent from home, but it is possible
that this grant will never be read from process p. But if we additionally
assume chan2[p| to be fair (or we assume that each process will eventually
make a step), then shared access response can be established.
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Conclusions and Future Work

In this thesis we have addressed the problem of verification of parameterized
systems. This problem is known to be undecidable in general.

We have introduced a uniform framework for modeling parameterized
systems. By imposing a number of constraints on this model, a number of
parameterized system classes was derived. Among them are classical system
classes consisting of a parameterized number of identical user processes which
run in parallel synchronously or asynchronously.

The verification problem for these classes has been investigated, exploring
the boundary of decidability by weakening undecidable classes by adding
more constraints to these system classes.

Furthermore, we have presented a verification method for parameterized
networks based on abstraction. Our approach is based on modeling the infi-
nite family of finite state systems as one single higher-order WS1S transition
system. This system is then automatically finitely abstracted and model-
checked. The user has to provide abstraction predicates from which the
abstraction relation is built, hence, our method is not fully automatic.

To verify liveness properties, we have presented an algorithm which com-
putes fairness conditions which are guaranteed to be valid in the concrete
system. Since the abstract systems so constructed correspond closely to the
concrete system, these fairness constraints can be lifted to the abstract level,
removing abstract behavior without concrete counterpart. These fairness
constraints are derived from ranking predicates which must be supplied by
the user.

This verification method has been implemented in the PAX tool. This
PAX tool uses MONA to compute automata which represent the set of all
models for WS1S formulae.

We have demonstrated applicability of this verification method by apply-
ing the method to a non-trivial example of a cache-coherence protocol. Both
safety and liveness properties of this protocol were proven.
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Future Work

The classification of parameterized systems given in Chapter 3 can be inves-
tigated further. There are combinations of constraints not yet considered, for
example, other forms of observability than the ones presented. On the other
hand, known results indicate that, for instance, by loosening the constraints
on index terms by also allowing indices of the form ¢ + & for constants £ will
most often lead to undecidable system classes.

Moreover, all the system classes which we have investigated correspond to
systems displaying shared variable concurrency. Hence, another interesting
class of parameterized systems to study are systems with other forms of
communication. There already is some work on parameterized broadcast
protocols [EN98, EFM99].

Other interesting system classes may be derived by changing the network
topology. For instance, systems organized in a tree structure can be modeled
by changing the parameter domain.

Future work with respect to the verification method consists of searching
for new system classes which fit in our framework of WS1S systems. For
example, systems which are parameterized in two dimensions fall in this
category. For instance, systems where every user process has an array of size
of the number of user processes, cannot be translated to WS1S systems in a
direct way. In this case we already have successfully applied an abstraction
to reduce the verification problem to a system with only finitely many arrays.
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