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Abstract
We present an NP decision procedure for the formal analysis of protocols in presence of
modular exponentiation with products allowed in exponents. The number of factors that
may appear in the products is unlimited. We illustrate that our model is powerful enough to
uncover known attacks on the A-GDH.2 protocol suite.

1 Introduction

Most automatic analysis techniques for security protocols take as a simplifying hypothesis that the
cryptographic algorithms are perfect: One needs the decryption key to extract the plaintext from
the ciphertext, and also, a ciphertext can be generated only with the appropriate key and message
(no collision). Under these assumptions and given a bound on the number of protocol sessions, the
insecurity problem is decidable [13]. However, it is an open question whether this result remains
valid when the intruder model is extended to take into account even simple properties of product
or exponentiation operators, such as those of RSA and Diffie-Hellman (DH) exponentiation. This
question is important since many security flaws are the consequence of these properties and many
protocols are based on these operators (see, e.g., [12]).

Only recently the perfect encryption assumption for protocol analysis has been slightly re-
laxed. In [9, 8], unification algorithms are designed for handling properties of Diffie-Hellman
cryptographic systems. Although these results are useful, they do not solve the more general
insecurity problem. In [4, 6], decidability of security has been proved for protocols that employ
exclusive or. When the XOR operator is replaced by an abelian group operator, decidability is
mentioned as an open problem by [6] and [10]. In [10], there is a reduction from the insecurity
problem to solving quadratic equation systems. However, the satisfiability of these systems is in
general undecidable. Hence, this approach fails to solve the initial insecurity problem.

In this paper, using non-trivial extensions of our technique in [4], we show that the insecurity
problem for protocols that use DH exponentiation with products in exponents is NP-complete. Our
model is powerful enough to uncover for instance attacks on the A-GDH.2 protocol suite discovered
in [12].

*This work was partially supported by PROCOPE and IST AVISPA. The second author was also supported by
the DFG.



A similar problem has been addressed by Boreale and Buscemi [3]. They propose a decision
procedure that is sound and complete with respect to an operational semantics for which it is
however not clear whether all relevant algebraic properties of DH exponentiation are taken into
account. Also, Boreale and Buscemi put an a priori bound on the number of factors that may
occur in products, while in the present paper we allow an unlimited number of factors. Finally,
in their paper no complexity result is provided. DH exponentiation is also studied by Millen and
Shmatikov [10]. However, they do not provide a decision procedure. Also, they assume the base
in exponentiations to be a fixed constant while we allow arbitrary messages.

Structure of the paper. In Section 2, we introduce our protocol and intruder model. The intruder
is the standard Dolev-Yao intruder extended with what we call oracle rules which provide the
intruder with additional capabilities for deriving messages. For this general framework, we state a
theorem which says that under certain conditions deciding the insecurity of a protocol with respect
to the extended intruder is NP-complete (Section 3). This section also contains an NP decision
procedure for deciding insecurity and an overview of the proof of the theorem. Finally, in this
section we point out the main differences to our proof presented in [4] for XOR. In Section 4 and
5, the theorem is proved. In Section 6, we consider a certain instance of our general framework.
More specifically, we instantiate oracle rules by DH exponentiation which yields what we call the
DH intruder. We show that DH exponentiation indeed falls into our general framework and that
the conditions of the theorem presented in Section 3 are met. As a consequence, we can derive the
main result of this paper, namely that deciding the insecurity of a protocol with respect to the DH
intruder is an NP-complete problem. To illustrate our model, in Section 7 we formally specify the
A-GDH.2 protocol and present an attack on it discovered by Pereira and Quisquater.

2 The Protocol and Intruder Model

The protocol and intruder model we describe here extends standard models for (automatic) analysis
of security protocols [1, 13, 11] in two respects. First, messages can be build using the operator
Ezp(-,-), which stands for exponentiation, and a product operator “”. Second, in addition to
the standard Dolev-Yao rewrite rules, the intruder is equipped with the mentioned oracle rules,
which are later instantiated with rules to exponentiate terms. In what follows, we provide a formal
definition of our model by defining terms, messages, protocols, the intruder, and attacks.

2.1 Terms and Messages

The set of terms term is defined by the following grammar:

term == A|V| (term, term) | {term}$ .
| {term}%. | Exp(term, product)
product = termZ |termZ - product

where A is a finite set of constants (atomic messages), containing principal names, nonces, keys,
and the constants 1 and secret; K is a subset of A denoting the set of public and private keys; V is a
finite set of variables; and Z is the set of integers, the product exponents. We assume that there is
a bijection -~! on K which maps every public (private) key k to its corresponding private (public)
key k—!. The binary symbol (-,-) is called pairing, the binary symbol {-}* is called symmetric
encryption, the binary symbol {-}? is public key encryption. Note that a symmetric key can be
any term and that for public key encryption only atomic keys (namely, public and private keys
from K) can be used. The product operator “-” models multiplication in an abelian group. For
instance, the product a? - b3 - ¢~ 2 stands for an element of this group where a®> =a-a, > =b-b-b,
and ¢2 = ¢! - ¢! with ¢! the inverse of ¢. In the A-GDH.2 protocol the abelian group is a



subgroup G of of order ¢ of the multiplicative group Z7 where p and ¢ are prime numbers. Terms
and products are read modulo commutativity and associativity of the product operator as well as
the identity t' = ¢ . For instance, d* - ¢=2 - (b% - a?) and a? - b® - ¢=2 - d are considered the same
products. Also, when we write ;' ---¢Z~, then we always assume that the head symbol of ¢; is
not a product opertor. This can always be achieved by resolving parentheses. We write ¢} - -- ¢},
to denote a product of the form ¢i* - - -¢2» where the z; are some non-zero integers. The operator
Ezp(-,-) stands for exponentiation. For instance, Ezp(a,b? - ¢~ 1) is a®”<"".

If t,t1,...,t, are terms with n > 2, then we call a product of the form ¢* for some z # 1 or
a product of the form #;* ---tZ» a non-standard term. We often refer to a term or a product as a
“term”. We say standard term to distinguish a term from a non-standard term.

Variables are denoted by z,y, . . ., terms are denoted by s, t,u, v, finite sets of terms are written
E, F, ..., and decorations thereof, respectively. We abbreviate EU F by E, F, the union EU {t¢} by
E,t,and E\ {t} by E \ t.

For a term ¢ and a set of terms E, V(t) and V(E) denote the set of variables occurring in ¢ and
E, respectively.

A ground term (also called message) is a term without variables. We use the expressions
standard and non-standard messages in the same way we use standard and non-standard terms. A
(ground) substitution is a mapping from V into the set of standard (ground) terms. The application
of a substitution o to a term ¢ (a set of terms E) is written to (Ec), and is defined as usual.

We say that two terms ¢t and ¢’ coincide modulo product exponents (t ~ t', for short) if ¢ and #'
are equal except for the product exponents. For instance, (a?,b72 - ¢) & (a®,b? - ) # (b',a® - ¢°).
This equivalence relation extends to substitutions in the obvious way: o & ¢’ iff o(z) =~ o'(z) for
every variable z.

Given a standard term u and a term v, the replacement § = [u + v] of u by v maps every term
t to the term t[u + v] which is obtained by replacing all occurrences of u in ¢ by v. We summarize
simple properties:

Lemma 1 Let § = [u + v] be a replacement, t; be standard terms, and z; integers. Then,
o (51 ---tp7)d = (t10)7 - (t,0)%,
o Exp(to,ti' ---15°)d = Exp(tod, (t16)*1 - -« (t,0)%?) in case u # Exp(to,ti' ---t;"), and
o the result of a replacement is uniquely determined.

We can compose a substitution ¢ with a replacement §: the substitution ¢ maps every x € V to
o(x)d.
The set of subterms of a term ¢, denoted by S(t), is defined as follows:

e Iftc AorteV,then S(t) = {t}.

o If t = (u,v), {u}s, or {u}®, then S(t) = {t} US(u) US(v).

o If t = Exp(u,ti' ---t;7), then S(t) = {t} US(uv) U, S(t:).

o If t = t*--- 1,7, then S(t) = {t} U, S(t;). Recall that the t; are standard terms.

We define S(E) = |J{S(t)|t € E}. Note that Ezp(a,b®-c') and b% - ¢! - d' are not subterms of
Exp(a,b? - ct - db).

We define the set Seyt(t) of extended subterms of t to be Sept(t) = S(t) U {M | Ezp(u, M) €
S(t)}. Thus, the only difference to the definition of subterms is that for subterms Exp(u, M) of ¢
the product M also belongs to the set of (extended) subterms of ¢.

The set of factors of a term ¢, denoted by F(¢), is recursively defined:

e If ¢ is standard and not Exp(-,-), then F(t) = {t}.



o If t = Exp(u,ti---ty), then F(t) = {u,t1,..,p}.
o It = t]--- 13, then F(t) = {t1, .., t,}-

Note that F(t) only contains standard terms. For example, with a,b,c € A, F(a?-b' -c71) =
{a,b,c}.

We consider to different ways of measuring the size of a term, one includes the product exponents
and the other one does not. In any case, the size is defined according to the DAG size of a term.
We define [t| := Card(S(¢)) (|(|eztt) := Card(Sezt(t))) to be the number of (extended) subterms of
t.

Remark 1 We note that |t|es: < 2- |t].

Note that the definition of |- | and | - |¢z¢+ do not measure the size of product exponents. We set
[[t|leap := Etjl---t;" es(t)|zl| + ...+ |2l

where |z;| is the number of bits needed to represent the integer z; in binary, to measure the space
needed to represent the product exponents occurring in ¢. Finally,

[el] == [t] + [[#l|eap-

For a set of terms E the size is defined in the same way (replace t by E in the above definitions).
For a substitution o, we define

o] = Zoevlo()]
and analogously, we define ||o||ezp and [|o]|.
One easily shows by structural induction:

Lemma 2 Let s be a standard term, t be a term, and x be a variable or an atomic message. Let
0 be the replacement [s < z]. Then, |t6] < |t|.

We now formulate the algebraic properties of terms. Recall that terms are read modulo commu-
tativity and associativity of the product operator as well as the identiy ¢! = ¢t. In addition, we
consider the following properties:

t-1 = ¢ (1)

0 =1 (2)

¥ =1 (3)

o = gt (4)

Bep(t,1) = ®)
Exp(Eap(t,t'),t") = FEzp(t,t' -t") (6)

A normal form of a term is obtained by iteratively applying these identities from left to write. Note
that the identities can be applied to subterms of terms and that the normal forms are uniquely
determined up to commutativity and associativity of the product operator. Since we consider terms
modulo commutativity and associativity, normal forms are uniquely determined. The normal form
of a term t is denoted by "t'. We illustrate the notion of a normal form by some examples: If
a,b,c,d € A, then

° "(a2 ) bl) l b72_| — a2 . bfl
o "Exp(Exp(a,b' -c'),c!-d')' = Exp(a,b-d)
e "Exp(a,b* -c' - (¢t -d")')' = Exp(a,b- d)



o "Exp(Exp(a, (b -c72)3,673),c8)" = a
e (a,b)-{(at,c)' #(0,b-c).

The normal forms of sets of terms and substitutions are defined in the obvious way. A term ¢ is
normalized if "t' = t. In the same way normalized sets and substitutions are defined. Two terms ¢
and t' are equivalent (modulo Ezp and -) if ' = "¢/,

One easily shows:

Lemma 3 For every term t,t' and substitution o:
18 <[,
2.1 leap < [Itl]eap,

3" < [[ll, and

[yl Mo 1 Lrm maar m
4. to = to =to =t o .

2.2 Protocols

The following definition is explained below.

Definition 1 A protocol rule is of the form R = S where R and S are standard terms.

A protocol P is a tuple ({R; = Si,i € 1},<z,E) where E is a finite normalized set of
standard messages with 1 € E, the initial intruder knowledge, Z is a finite (index) set, <1 is a
partial ordering on T, and R; = S;, for every i € I, is a protocol rule such that

1. the (standard) terms R; and S; are normalized;
2. for all x € V(S;), there exists j <7 i such that x € V(R;);

3. for every subterm FExp(ti,t3>---t3) of R;, there exists k € {1,..,n} such that V(t;) C
Uj<ziV(B;) for every L€ {1,.,n}\ {k}.

A bijective mapping m : T' — {1,..,p} is called execution ordering for P if I' C Z, p is the
cardinality of T', and for all i,j we have that if i <7 j and w(j) is defined, then w(i) is defined and
(i) < w(j). We define the size of © to be p.

Given a protocol P, in the following we will assume that 4 is the set of constants occurring in P.
We define S(P) := E U J;c7(Ri US;)) to be the set of subterms of P,V := V(P) to be the set
of variables occurring in P, and |P| := |S(P)| and ||P|| := ||S(P)|| to be the different sizes of P.
Analogously, |P|ez¢ and || P||ey: are defined.

Intuitively, when executing a rule R; = S; and on receiving a (normalized) message m in
a protocol run, it is first checked whether m and R; match, i.e., whether there exists a ground
substitution ¢ such that "m' = "R;o'. If so, "Sjo' is returned as output. We always assume
that the messages exchanged between principals (and the intruder) are normalized — therefore,
m is assumed to be normalized and the output of the above rule is not S;o but "Sjo'. This is
because principals and the intruder cannot distinguish between equivalent terms, and therefore,
they may only work on normalized terms (representing the corresponding equivalence class of
terms). Finally, we note that since the different protocol rules may share variables, some of the
variables in R; and S; may be bounded already by substitutions obtained from applications of
previous protocol rules. We are not actually interested in a normal execution of a protocol but
rather in attacks on a protocol. This is the reason why the definition of a protocol contains the
initial intruder knowledge. Attacks are formally defined in Section 2.3.



Decomposition rules Composition rules
Pair | Lpi((m,m")): (m,m’) - m L:({m,m")): m,m — (m,m')
Lya((m,m')):  (m,m') = m’
Asymmetric | Log({m}y): {m}%, K '—m L.{m}%): m,K — {m}%
Symmetric | Lgg({m}2,): {m},,,m - m Lo({m}s,): m,m — {m}s,
Guess Log(m): E—m Loc(m): E—m
with m subterm of E and E normalized. | with E,m normalized and such that every
proper subterm of mis a subterm of E.

Table 1: Intruder Rules w.r.t a normalization function.

Condition 1. in the above definition is not a real restriction since due to Lemma 3, the transfor-
mation performed by a protocol rule and its normalized variant coincide. Condition 2. guarantees
that when with S; an output is produced, all variables in S; are “bounded” already, i.e., the
substitution of these variables is determined. Otherwise, the output of a protocol rule would be
arbitrary, since unbounded variables could be mapped to any message. Condition 3. guarantees
that the bounding of variables is deterministic. For instance, we disallow a protocol rule of the
form Ezp(a,z -y) = Ezp(a,z -y -b) in case neither z nor y is bounded, i.e., the substitution of
neither z nor y is determined by a previous application of a rule. Otherwise, when say the principal
receives Ezp(a,a - b), there exist different ways of matching this term with Fzp(a,z - y). We note
that Condition 3. is a sufficient (not necessarily necessary) condition to guarantee that a rule can
be carried out deterministically.

2.3 The Intruder Model and Attacks

Our intruder model follows the Dolev-Yao intruder [7]. That is, the intruder has complete control
over the network and he can derive new messages from his initial knowledge and the messages
received from honest principals during protocol runs. To derive a new message, the intruder
can compose and decompose, encrypt and decrypt messages, in case he knows the key. What
distinguishes the intruder we consider here from the standard Dolev-Yao intruder is that we equip
the intruder with guess rules which provide him with additional capabilities of deriving messages.
In Section 2.4, we consider guess rules that satisfies certain conditions. We will call these rules
oracle rules.

The intruder derives new messages from a given (finite) set of message by applying intruder
rules. An intruder rule (or t-rule) L is of the form S — ¢, where S is a finite set of standard
messages and t is a standard message. Given a finite set E of standard messages, the rule L can
be applied to E if S C E. We define the step relation — induced by L as a binary relation on
(finite) sets of standard messages. For every finite set of standard messages E we have E — E|t
(recall that E, ¢ stands for EU{t}) if L is a ¢-rule and L can be applied to E. If £ denotes a (finite
or infinite) set of intruder rules, then —, denotes the union |J; ., — 1 of the step relations —,
with L € £. With =7 we denote the reflexive and transitive closure of —.

The set of intruder rules we consider in this paper is depicted in Table 1. In this table, m,m’
denote arbitrary standard messages, K is an element of K, and E is a finite set of standard
messages.

We emphasize that the notion of intruder rule will always refer to the rules listed in Table 1.
For now, there may be any set of guess rules of the kind shown in Table 1, later we will consider
certain classes of guess rules, namely oracle rules.

The intruder rules are denoted as shown in Table 1. With L,q4(m) and L,.(m) we denote (finite
or infinite) sets of guess rules. For uniformity, we therefore consider L1 ((m,m')),. .., Lsa({m}2,,)
and L.((m,m')),...,L.({m}?,) as singletons. Note that, even if there are no guess rules, the



number of decomposition and composition rules is always infinite since there are infinitely many
messages m,m’.

We further group the intruder rules as follows. In the following, ¢ ranges over all standard
messages.

o L(t) := Lp1(t) U Lypa(t) U Laa(t) U Lsq(t). In case, for instance, Ly (t) is not defined, i.e., the
head symbol of ¢ is not a pair, then L, (t) = @; analogously for the other rule sets,

® Lq:=; La(t), Le := U, Le(2),
o Lyg:= Ut Lod(t)7 Ly = Ut Loc(t)a
hd Lo(t) = LOC(t) U Lod(t)7 Lo = Loc U Lod7

e L4(t) is the set of all decomposition ¢-rules in Table 1, i.e., all ¢t-rule in the left column of the
table,

o Lg4:= Ut Ed(t),

e L.(t) is the set of all composition ¢-rules in Table 1.

o Loi=, Le(t).
o L:=L4UL..

Note that £ denotes the (infinite) set of all intruder rules we consider here. The set of messages
the intruder can derive from a (finite) set E of messages is:

forge(E) := U{E’ | E -} E'}.
From the definition of intruder rules in Table 1 it immediately follows:
Lemma 4 If E is a normalized set of messages, then forge(E) is normalized.

The lemma, says that if an intruder only sees normalized messages, then he only creates normal-
ized messages. Intruders should be modeled in such a way that they cannot distinguish between
equivalent messages. In what follows we always assume that the intruder’s knowledge consists of
a set of normalized messages, where every single normalized message in this set can be seen as a
representative of its equivalence class.

We are now prepared to define attacks. In an attack on a protocol P, the intruder (nonde-
terministically) chooses some execution order for P and then tries to produce input messages for
the protocol rules. These input messages are derived from the intruder’s initial knowledge and the
output messages produced by executing the protocol rules. The aim of the intruder is to derive
the message secret. If different sessions of a protocol running interleaved shall be analysed, then
these sessions must be encoded into the protocol P. This is the standard approach when protocols
are analysed w.r.t. a bounded number of sessions, see, for instance, [13].

Definition 2 Let P = ({R; = S} | j € Z},<z,S0) be a protocol. Then an attack on P is a tuple
(w,0) where w is an execution ordering on P and o is a normalized ground substitution of the
variables occurring in P such that

1. "Rio' € forge("So, S10,...,8;_10") for every i € {1,...,k} where k is the size of m, R; :=
R;_l(i), and S; := S;r_l(i), and

2. secret € forge("Sy, S10, ..., Sko ).



Due to Lemma, 3, it does not matter whether, in the above definition, ¢ is normalized or not. Also
note that Lemma 4 implies: "forge("So, S10, ..., Si—10")' = forge("Sp, S10, ..., Si_10").
The decision problem we are interested in is the following set of protocols:

INSECURE := {P | there exists an attack on P}.
Later we will consider minimal attacks.

Definition 3 Let P = ({R; = S;, i € I},<1,S0) be a protocol. An attack (w,o) is minimal if |o|
is minimal.

Clearly, if there is an attack, there is a minimal attack. Note, however, that minimal attacks are
not necessarily uniquely determined.

2.4 Oracle Rules

Oracle rules are guess rules which satisfy certain conditions. To define these rules, we first need
some new notions.

A derivation D of length n, n > 0, is a sequence of steps of the form £ —r, E.t; >, - - =1L,
E t,...,t, with a finite set of standard messages F, standard messages t1, ..., t,, intruder rules
Li S ,C, such that E,tl,. st —L; E,tl,. . ¥ and t; Q/ E U {tl,. .- ,tifl}, for every i €
{1,...,n}. The rule L; is called the ith rule of D and the step E,t1,...,t;-1 =1, E,t1,...,t; is
called the ith step of D. We write L € D to say that L € {Ly,...,L,}. If S is a set of intruder
rules, then we write S ¢ D to say SN{Ly,...,L,} = 0. The message t, is called the goal of D.

We also need well formed derivations which are derivations where every message generated by
an intermediate step either occurs in the goal or in the initial set of messages.

Definition 4 Let D = E —p, ... >, E' be a derivation with goal t. Then, D is well formed
if for every L € D and t' we have that L € L.(t') implies t' € S(E,t), and L € L4(t') implies
t' e S(E).

We can now define oracle rules. Condition 1. in the following definition will allow us to bound the
length of derivations. The remaining conditions are later used to bound the size of the substitution
o in an attack. They allow to replace a subterm u in ¢ by a smaller message.

Definition 5 Let L, = L,. U Logq be a (finite or infinite) set of guess rules, where L,. and L,q
denote disjoint sets of composition and decomposition guess rules, respectively. Then, L, is a set
of oracle rules (w.r.t. L. U Ly as defined above) iff:

1. For every message t and finite set E, if t € forge(E), then there exists a well formed derivation
from E with goal t.

2. If F = ) F,t and F,t =1, F,t,a, then there exists a derivation D from F with goal a
such that Lq(t) & D.

3. For every finite set F' of messages with 1 € F, if F \uw =, () F, i.e., u can be composed
from F\ u in one step, then F' —p, ) F,t implies tu + 1]' € forge("Flu + 1]) for every
message t.



Input: protocol P = ({R, = S,, 1 € I},<z,50)

1. Guess an execution ordering 7 for P. Let k, R;, and S; be defined as in Definition 2.

2. Guess a normalized ground substitution ¢ such that |{o(z) | z € V(P)}| < 4|Pleqt +1
and [|of[ezp < p(||P]])-

3. Test that "R;o0' € forge("{Sjo | j <i}U{So}") for every i € {1,...,k}.
4. Test secret € forge("{Sjo | j <k+1}U{So}").

5. If each test is successful, then answer “yes”, and otherwise, “no”.

Figure 1: NP Decision Procedure for Insecurity

3 Main Theorem and the NP Decision Algorithm

We now state one of the main theorems of this paper. In Section 6, this theorem will allow us to
show that INSECURE is in NP in presence of an intruder that can perform DH exponentiation.
The oracle rule problem is defined as follows:

ORACELRULE = {(E,m) | E —»1, E,m}

where we assume E and m to be given as DAG. We say that the set of oracle rules L, allows

polynomial product exponent attacks if for every minmal attack (7,0) on a protocol P there exists

o' such that ¢’ = o (recall that this means that ¢’ and o coincide modulo the product exponents),
iy

(mw, ¢'") is an attack on P, and ||0'||ezp is polynomially bounded in ||P||. Note that by Lemma 3
this implies that ||"0""||ezp is polynomially bounded in ||P||.

Theorem 1 Let L, be a set of oracle rules. If
e ORACELRULE € PTIME and
e L, allows polynomial product exponent attacks,

then INSECURE is in NP.

The NP decision procedure is given in Figure 1 where p denotes the polynomial bounding the size
of product exponents. This polynomial exists due to the assumption that L, allows polynomial
product exponent attacks.

Clearly, the procedure is sound. To show completeness, one has to prove that if there exists an
attack (m,0) on P, then there is one with the size of o bounded as in step 2. of the procedure. In
Theorem 3 we will show that |[{o'(z) | z € V(P)}| < 4|P|ext + 1 for every minimal attack (w,o') on
P. Using the assumption that polynomial product exponent attacks exist, we can conclude that
there exists an attack (7, o) where the size of o is bounded as in step 2. of the procedure.

In Section 4, we show that step 3. and 4. in the procedure can be carried out in polynomial
time. More precisely, provided that ORACELRULE can be decided in deterministic polynomial
time, we show that the following problem, henceforth called derivation problem, can be solved in
polynomial time in || E, t||:

DERIVE := {(E,t) | t € forge(E)}

where E is a finite set of standard messages and ¢ is a standard message, given as a DAG (see
Theorem 2). In the procedure, E is the set '{Sjo | j <i}U Sy for some i € {1,...k} and ¢ is



"R;o " or secret. From Corollary 1, it follows that |E,t| < 5-|P|ez+1. Since ||o]|ezp is polynomially
bounded in || P||, we obtain that [|{S;o | j < i}USoU{R;o}||ezp is polynomially bounded in || P||,
and with Lemma 3 this shows that ||E,t||ezp is polynomially bounded in ||P||. Consequently, the
procedure depicted in Figure 1 is in fact an NP decision procedure for INSECURE.

In Section 6, we will equip the intruder with intruder rules that allow him to perform DH
exonentiation. We show that i) these rules are oracle rules (Section 6.1), ii) ORACELRULE €
PTIME (Section 6.2), and iii) these rules allow polynomial product exponent attacks (Section 6.3).
Then, using Theorem 1 we conclude that INSECURE can be decided in non-deterministic polynomial
time. In a similar way, in [4] we have equipped the intruder with the ability to perform exclusive
or (XOR) and have shown that for this intruder INSECURE can be decided in non-deterministic
polynomial time. However, the proofs for XOR and DH exponentiation differ in two respects.
First, because of the richer algebraic properties of DH exponentiation compared to XOR, proving
i) and ii) from above is much more involved. Second, for XOR, property iii) does not need to be
shown since due to the nilpotence of the XOR operator, i.e., the identity a @& a = 0, the product
exponents (if XOR is considered a product operator) can be restricted to be 0 or 1. Clearly, for
the product operator considered here this is not the case, and one therefore needs to bound the
product exponents in o. This is the main new challenge compared to the proof for XOR.

4 Deciding the Derivation Problem

We show:
Theorem 2 DERIVE € PTIME provided ORACELRULE € PTIME.

To show this theorem, let d;(E) be the set consisting of the the messages t' € S(E,t) that can be
derived from E in one step. Using that the number of terms t' € S(E,t) is linear in ||E, t|| and
that E —,, E,t can be checked in polynomial time it is easy to see that d;(E) can be computed
in polynomial time in ||E,t||. Now, if t € forge(E), then Definition 5 guarantees that there exists
a well formed derivation D = E —1, E;t, — ... =1, E,t1,..,t,, with ¢, = ¢t. In particular,
t; € S(E,t) for every i € {1,...,k}. By definition of derivations, all ¢; are different. It follows
r < |t, E|. Moreover, with d*(E) := E and d\*}(E) := d,(d\(E)) we have that ¢ € d,""'/(E) iff
t € forge(E). Since d‘tE’tl(E) can be computed in polynomial time, Theorem 2 follows.

5 Bounding the Number of Subterms in Attacks

We show that |[{o(z) | z € V(P)}| < 4|P|ezt + 1 for minimal attacks (7, o).

In what follows, we assume that L, is a set of oracle rules. If ¢t € forge(E), we denote by D;(E)
a well formed derivation from E with goal ¢ (chosen arbitrarily among the possible ones). Note
that there always exists such a derivation due to the definition of oralce rules.

In Lemma 13 we prove, using Lemma 5 to 12, that minimal attacks can always be constructed
by linking subterms that are initially occurring in the problem specification. This will allow us to
bound o as desired (see Theorem 3).

Let P = ({R; = S;,j € I},<z,50) be a protocol and (m,0) be an attack on P. Let k, R;,
and S; be defined as in Definition 2. Recall that S(P) is the set of subterms of P, A C S(P), and
VY = V(P) is the set of variables occurring in the protocol.

Definition 6 Lett and t' be two terms and 0 a ground substitution. Then, t is o 8-match of t/,
denoted t Ty t', if t and t' are standard, t is not a variable, and t6' = t'.

Lemma 5 Let s be a standard term, t be a normalized term, and o be a normalized substitution
such that s € S("to") and s € S(xa) for every x € V(t). Then, there exists a standard subterm t'
of t with t' C, s.

10



Proor. If ¢ is a term, let ¢ be a minimal subterm of ¢ (w.r.t. subterm ordering) such that s €
S("t'¢"). Obviously, such a minimal subterm exists.

We claim that ¢ C, s, i.e., 't'0' = s. To show this, we distinguish several cases. First, we note
that by the assumption ¢' cannot be a variable:

e Assume that #' = (u,v). Thus, t'c' = ('uc','vo'). By definition of t', s ¢ S('uc') and
s ¢ S("vo'). Since s € S("t'0"), we obtain '#'¢' = s. Similarly, one argues for ¢ = {u}$ and
t' = {u}b.

o Assume that t' = Eap(u, M) with M = #{'..-t,>. Note that the t; are standard. By
definition of #' we know that s ¢ S("uc') and s ¢ S({"t;c'}). If "uc' is not of the form
Ezxp(-,-), then #'c' = Exp("uo',"Mo') or "t'o' = "uo'. Using that s is standard, in both cases
we can conclude #' C, s. Otherwise, if 'uo' = Ezp(v, M'), then #'¢' = Exp(v,"M' - Mc") or
"t'o' = v. We know that s ¢ S({"t;c'}) and s ¢ S(M'). But then, using that s is standard,
we have s ¢ S("M'- Mco'). With s ¢ S(v), in both cases we obtain ' C, s.

e Assume that ¢/ = i ---t;7, p > 0, with ¢; standard. If s € S("t'c") \ "o, then there exists
i with s € S("t;0"), in contradiction to the definition of . Thus, t' C, s.

O
We use this lemma to prove:

Lemma 6 Let (m,0) be an attack on P with o normalized, x € V(R;) for some i € {1,...,k},
and s € S(o(z)) standard. We assume that s # o(y) for every y in case s = Exp(-,-). Then, there
evists j < i such that s € S("R;o") or there exists t € S(P) with t C, s.

PRrROOF. First, assume that s = 1. By definition of protocols, 1 belongs to the initail intruder
knowledge of P, and thus, 1 € S(P) and 1 C, s.

Now, assume that s # 1 and that there exists ¢ € {1,...,k}, z € V(R;), and s € S(o(z))
standard. We also assume that for all j <i: s¢ S ('_Rja—' , since otherwise the lemma is proved.
Define

j=min{i' |y € V(Ry) and s € S(o(y)) standard}

and let y be a variable of R; such that s € S(o(y)) standard. Note that j < i, and thus,
s¢ S(Rjo)).

Let t be a maximal subterm (w.r.t. subterm ordering) of R; such that y € V(t) and s is a
subterm of "to'. (Since y is a possible candidate for ¢, such a maximal subterm exists.) We know
that t # R;. Let r € S(R;) be minimal such that ¢ is a strict subterm of r. Then, since s ¢ S('ro"),
r must be of the form v} - - - vp? or Ezp(u,vi* - --v,") where u and the v; are standard. We consider
both cases:

1. If r = v ---v,?, then there exists k with vy = ¢ and there exists k' # k with s € S('wp o).
(Here we use that s # 1). By Definition 1, (3) and minimality of j, we conclude that
V(i) C V(R1,...,Rj—1). Now, Lemma 5 implies that there exists ¢, € S(P) such that
ts Co 8.t

2. Assume that r = Exp(u, M) and ¢t = u. By Definition 1, (3) and minimality of j, V(M) C
V(Ry,...,Rj_1). Since s ¢ S("ra") we can conclude that "uc' = Ezp(v, M'). We distinguish
different cases:

IStrictly speaking, we do not need to consider this case, since r cannot be a non-standard term. When allowing
products outside of exponents, one has to consider this case however.
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First, assume that s = "uo'. In particular, s = Exp(-,-). Thus, by assumption, s # o(2) for
every variable z. Consequently, u is not a variable. But then we are done since u € S(P)
and u C, s.

Now, assume that s # "uo'. Then, s € S(v) or s € S(M'). The former case cannot occur since
this would imply s € S('r¢') because 'ro' = Exp(v," M’ - Mc") or 'ro' = v. Thus, s € S(M").
Since s ¢ S("ro'), we can conclude that s ¢ S("M' - Mo'). Together with s € S(M') it follows
that s € S("Mc'). (Here we use again that s # 1.) Now, given V(M) C V(Ry,...,R;j_1)
and by minimality of j, according to Lemma 5 there exists t; € S(P) such that t; C, s.

3. Assume that r = Ezp(u, M) with M = ¢* - M'. By Definition 1, (3) and minimality of j,
V(u) C V(Ri,...,Rj_1). If s € S('uc'), Lemma 5 implies that there exists ¢, € S(P) such
that ts C, s. Assume that s ¢ S("uc'). Then, since s ¢ S('ro'), s ¢ S("Mo'). We can
proceed as in 1.

O
The proof of the following lemma is trivial.

Lemma 7 For every normalized finite set E of messages, message t, and t-rule L, if E — E,t
then all proper subterms of t are subterms of E.

PRrROOF. For L € L,3 U L,. use the definition of decomposition and composition guess rules,
respectively. For L € Ly U L. this is obvious. O

The next lemma, states that if a term ¢’ is a subterm of a term ¢ and ¢ can be derived from a set
E but t' is not a subterm of E, then ¢ can be derived from E and the last step of the derivation
is a composition rule.

Lemma 8 Assume that t' € S(t) \ S(E) and t € forge(E), then t' € forge(E) and there exists a
(well formed) derivation from E with goal t' ending with a composition rule.

PrOOF. Let D = Eg =1, E1--- =1, E, be a derivation of ¢ from Eg = E. Then, there exists a
least ¢ # 0 such that t' € S(E;) since ' is a subterm of E,,. Assume that L; is an s-rule for some
s. Then, t' is a subterm of s. If #' is a proper subterm of s, Lemma 7 implies that ¢ is a subterm
of E; 1 in contradiction to the minimality of . Thus, t' = s and therefore, t' € forge(E). By
the definition of oracle rules, there exists a well formed derivation D’ of #'. If the last step in this
derivation is a decomposition rule, then this implies ¢’ € S(E) in contradiction to the assumption.
Thus, the last step of D’ is a composition rule. O

The following lemma is used in the proof of Lemma 10. First, we need some notation: If D; =
E, —»...— F and Dy = Es — ... = F5 are two derivations such that Es C Fj, then D = Dy.D»
is defined as the concatenation of the steps of D; and the ones in Dy. In addition, to obtain a
derivation, we remove in D the steps from D, that generate terms already present in F3.

Lemma 9 Lett € forge(E) andy € forge(E) be given with o derivation D, from E ending with an
application of a rule in L.. Then, there is a derivation D' from E with goal t satisfying Lqa(y) & D'.

PROOF. By definition of a derivation, Ly(y) ¢ D,. Let D be D, without its last rule, i.e., D, is D
followed by some L € L.. Define D" = D.Derivi(E) = D.D" — D" is obtained from Deriv,(E)
by removing redundant steps. Note that D" is a derivation with goal t. We distinguish two cases:

o Assume L = L.(vy). Then L4(7y) ¢ D" since the (two) direct subterms of -y are created in D,
and thus, Lq(y) ¢ D". In other words, D' = D" is the derivation we are looking for.
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o Assume L = L,.(7y). Then, if Lq(y) ¢ D", nothing is to show. Otherwise, let F; be the
final set of messages of D. Now, Definition 5, (2) implies that every step in D' of the form
Fi, Fy,y =14y F1,F»,7,8 can be replaced by a derivation from Fi, F> with goal 8 that
does not contain rules from Lg(7y). Replacing steps in this way and then removing redundant
steps yields the derivation D' we are looking for.

O

The subsequent lemma will allow us to replace certain subterms occurring in a substitution of an
attack by smaller terms. Note that from the assumption made in this lemma it follows that s can
be derived from E such that the last rule is a composition rule. This allows to replace s by a
smaller term since when deriving ¢, decomposing s will not be necessary.

Lemma 10 Let E and F be two sets of normalized messages such that 1 € EUF. Lett €
forge(E,F) and s € forge(E) such that s is non atomic and s ¢ S(E). Finally, let § be the
replacement [s < 1]. Then, 't0' € forge("ES, F'§").

ProOOF. By Lemma 8 there exists a well formed derivation D from E with goal s such that the
last step is a composition rule. By Lemma 9, there exists a derivation D; from E, F with goal ¢
such that L4(s) ¢ D;. Assume that D, = E,F -, E,F,t; =1, E,Fity--- >, E,F,t1...,ty.
We show "t;6' € forge("ES, F§") by induction on i < n where tq is some term in E, F. Induction
base: If to € EU F, then clearly "t,0' € "E5 U F'¢'. Induction step: We distinguish several cases.

e If L; = L.({a,b)), then either t; = s, and thus, t;0 = 1 € forge(Ed, F'§), or t;0 = (ad,bd) €
forge("ES, F'§") since by induction we have {ad, bd} C forge("ES, F'§'). Analogously, the terms
{a}; and {a}%; are treated.

o If L; = Lp1({t;,a)), then s # (t;,a) since L; ¢ Ly(s). Therefore, (t;,a)d = (t;0,ad). By
induction, (t;,a) § € forge(Ed, F§), and thus, t;0 € forge(E§, F'§). Analogously, the cases for
Lys, Lgq, and Lyq are shown.

e If L; € L,, then we use Definition 5, (3). Let E' be the set of messages obtained in D,
before the last step is applied. Then, E'\ s —. (5 E',s. Also, E,F,t1,...,t;1 —p,
E, F,tl, ceeytiz1, 4. In particular, EI,E,F, t1,.-.,ti—1 —L; EI,E,F,tl, ceeytiz1, e By Def-
inition 5, (3) we obtain 't;6' € forge("E'S, ES, F§,t10,...,t;_16'). We know that E'6 = E',
E§ = E, and all terms in E' can be derived from E. Also, E and E' are normalized.
By induction, 't,8',..., t;_18' € forge("ES, F§"). Thus, forge("E'S, ES, F5,t16,...,t;i_16') C
forge("ES, F§"), and therefore, 't;6" € forge("ES, F§")

For ¢ = n, this gives us td € forge(ES§, F9). O

The following lemma is used in the proof of Lemma 12.

Lemma 11 Let u be a normalized term, M, M' be two products such that for all t € F(M)
(t € F(M')), t is normalized. Let s be a standard normalized term and § the replacement [s < 1].
Then:

1. (M -M"N'="M-M"8, in particular, "M&' ="M"S'.

2. "Exp(u, M)§' = "Exp(u, M)'8" if s # "Exp(u, M)' and, in case s is of the form Exp(-,-), also
s # u.
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PRroOOF. Statement 1 is straightforward. We prove 2. given the restrictions on s.

First, assume that u is not of the form Exp(-,-). Then i) "Exp(u, M)' = u, and thus, "M =1,
or ii) "Exp(u, M)' = Ezp(u, M") and "M" # 1. We consider both cases.

In case i) we obtain that "M'6 = 1. By 1. we know that "M¢' = "M'6"(= 1). Thus,

"Exp(u, M)d' = "Exp(ud, M5)' (%)
= "Exp(ud, " Ms§")’
— ru(s—l
= "TExp(u, M)'9"

where in (*) we use that Exp(u, M) # s (otherwise "Ezp(u, M)' = s since s is normalized).
In case ii), we obtain

TEzp(u, M)'8' = "Exp(u,"M")§'
= "Exp(us, M'5)" (%)
= "Exp(us,"M'§")’
= "Exp(ud, M) (%)
= "Exp(us, M)’
= "Exp(u, M)§' ( * %)

where in (*) we use that Exp(u, M) # s (otherwise "Exp(u, M)' = "Exp(u, " M")' = 5), in (**) we
use 1., and in (***) that Ezp(u, M) # s. Note that both in i) and ii) the fact that u # s in case s
is of the form Fzp(-,-) is not needed.

Now, assume that u = Ezp(v, M') for some v and M’'. Then, we obtain

TExp(u, M)'§" = "Ezp(v, M' - M)'§"

="Ezp(v, M' - M)§' (%)
= "Exp(vd,(M'S - M§)' (%%)
= '_Exp(Exp(v(S M'§), M§)'

= "Ezp(ud, M4)' (% % %)
= "Exp(u, M)’ (% % %%)

where (*) is obtained just as in the first case. We use that v is not of the form Ezp(-,-) and that
Ezp(v,M' - M) # s (otherwise "Ezp(v, M'- M)' = "Exp(u, M)' = s). Recall that the first case
works even without the assumption that v # s. In (**), again we use that Exp(v, M'- M) # s. In
(***), we use that u # s (not that otherwise u = s and s is of the form Ezp(-,-)). Finally, (¥****)
uses that Ezp(u, M) # s. O

We note that 2. in the previous lemma does not hold without the restrictions on s. The following
example shows the problem in case s = "Exp(u, M)": Assume that s = Ezp(a,b), v = a and
M =b-c-c'. Then, s = "Exp(u, M)§' # "Exp(u, M)'8" = 1. The next example illustrates why
s # u is necessary: Define s = u = Ezp(a,b) and M = ¢. Then, Ezp(1,c) = "Ezp(u, M)§' #
TExp(u, M)'0" = Exp(a,b-c).

The next lemma will be used to remove one application of the normalization function.

Lemma 12 Let o be a normalized ground substitution, E a set of normalized terms, s a normalized
standard non atomic term, and § the replacement [s < 1]. We assume that if s is of the form
Exzp(-,-), then s # o(x) for all x € V. Let o' = od. If there is no standard subterm t of E such
that t C, s, then "Ec” = "Ec's".

PROOF. Since there is no standard subterm t' of E such that ' C, s, we have (Ec)d = E(cd)
and therefore "Eo”' = "(Ec)d'. Let us prove, by induction on the structure of terms, that for all
t € S(E), we have 'to’' = "to'0". This will conclude the proof of the lemma. In what follows,
assume that t € S(E).
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If t € A, then ¢ # s by assumption. Thus, "tc'0' =t = "to’".

Ift € V, then "to' = to, and therefore, 'to”" = "(to)d' = "ta'd".

Ift = (v,w), we have s # ('vo',"wo') = "to ' since otherwise t C, s, and "to” = ("wo’", "wo’").
By induction, this gives 'to”" = (Tva'0", Tws'd'), and therefore, to” = T(vo,wo) '8’ = Tta's"
since s # 'to'. The cases t = {u}? and t = {u}}, are similar.

z
o If t =vi'-.-vp”, we have:

to” = "(v10')* - - - (vpo' )"

_m, iz [ A 7

= "o’ upo

=06t - Ty,o 67 (%)

="("10'6)*1 -+ ("wpo ')’

= (v T, ?)4" (%)

="y o™t -rvpa—'Zp—'(S—' (* *x )
m, ¢

= tod

where (¥*) is by induction. For (**) we use that s is a normalized standard term. The step
(***) is an immediate consequence of Lemma 11.

o If t = Exp(u, M), we have:

to™ = "Exp

|

-
g
=

E uo’," Mo’
(H_UO'—I(S—I7 H_MO'—I(S-I)—I (*)
("uc's," Mo ')’
"Exp("uc',"Ma")d" (%)
TExp("uc',"Ma'")'s" (% * %)

I
1.

S

=S

where (*) is by induction. For (**) we use that Ezp(‘uc',"Mo') # s. Otherwise, we have
"Exp("uc',"Mc")' = "to' = s, in contradiction to the assumption that t Z, s. Finally, (***)
is by Lemma 11. Note that the preconditions for this lemma are satisfied: We have that
"Exp(uo',"Mc")' = "to' # s. Also, "uc' # s in case s is of the form Ezp(-,-): If u is not a
variable, then v € S(P) and u C, s, in contradiction to the assumptions. If u is a variable
and s is of the form Exp(-,-), then by assumption 'o(u)' = o(u) # s.

O

The main lemma, which shows that a substitution of a minimal attack can be build up from
subterms of terms occurring in P, is proved next.

Lemma 13 Let (m,0) be a minimal attack, x a variable, and v, a factor of o(x) such that if v,
is of the form Exp(-,-), then vy # o(y) for all y. Then, there exists t € S(P) such that t T, v,.

PRroOF. Let (m,0), x, and v, be as above. Assume (*): For every t, t C, v, implies t ¢ S(P). We
will lead this to a contradiction. Since A C S(P), we have v, ¢ A. Also, note that by definition
of factors, v, is standard. By Lemma 6 and (*), there exists j such that v, € S(Rjo'). Let N,
be minimal among the possible j. If v, € S("S;0") for some i, (*) together with Lemma 5 implies
that there exists y € V(S;) with v, € S(o(y)). Then, by Definition 1, (2) there exists Ry,i' < i
such that y € V(Ry). Thus, Lemma 6 and (*) imply that there exists j < i with v, € S('R;0").
Note also that v, ¢ S(Sp) since otherwise v, € S(P). Now, the minimality of N, yields i > N,.
Let Ej = rS()O’, cay ijl(f—l.
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Summarizing, we have: v, is not a subterm of Ey,, and v, is a subterm of "Ry, o '. Thus, by
Lemma 8, v, € forge(En,) and v, is non atomic.

Let us define the replacement § = [v, < 1]. Since (7, 0) is an attack, we haveforall 1 < j <k+1
and Rjy41 = secret:

'Rjo" € forge(E;)
We distinguish two cases:

e Assume j < N,. Then, by minimality of N, v, is neither a subterm of "R;o" nor a subterm
of E;. Hence, with 'R;o' € forge(E;) it follows "R;0'6' € forge("E;8").

e Assume j > N,. With t = 'Rjo', s = v,, E = Ey,, and F = E;, Lemma 10 implies
"Rjo'6' € forge("E;d").

Thus, "R;0'0" € forge("E;d") in both cases. Now, with E = {So,...,S;_1} and E = {R;},
respectively, (*) and Lemma 12 imply for all j:

eran S fOTge(rS()O'I, .. .,Sj_la”)

where ¢’ = ¢d. Hence, (7,0') is an attack. (Note that the conditions for applying Lemma 12 are
satisfied.) But since ¢’ is obtained from o by replacing v, by a strictly smaller message, namely
1, we obtain |o'| < |o|, a contradiction to the assumption that (,0) is a minimal attack. O

We now use Lemma 13 to bound the size of every o(z). We first need to introduce the notion of
an F-normal form.

Let F be a finite number of normalized standard messages. Let Vi = {z5 | s € F'} where z;
is a new variable for every s € F. Let o'(z;) = s. For a (not necessarily normalized) standard or
non-standard message u we recursively define its F'-normal form t,. Although t, depends on F,
we simply write t,,. We define ¢, = rra if 'w' € F and t,, = t,, otherwise. While constructing t,,
we show that

A) t,o' ="u' (and thus, t,o' = "u").

B) t, = tru‘l. Note that from this and A), it immediately follows that ¢, = {—u—., ty, ot = ty, and

!
!
t,o

C) tl,, =sforall s € Sepi(ty) with ¢, =ts0.

— 4!
=t

D) t, = Exp(-,-) if "u' = Exzp(-,-) and u is standard.

Note that B) implies C) for the case that s = t,. Also, if s € Vg, then obviously t., = s.
Consequently, to show C) is suffices to only consider s € Sez¢(ty) \ ({tu}UVF) in case B) has been
proved. We now define t,, inductively:

1. If "u' € F and "u' is an atom, a pair, or encryption, then ¢, = ra.
Obviously, A) to D) are satisfied.

2. If u € A, then t, = u.
Obviously, A) to D) are satisfied.

3. If u = (uy,u2), then t, = <t§“,t;2>.

Induction yields A) and B). Obviously, D) is satisfied. We now show C). Let s € Szt (ty) \
({tu} U VF) with t] , = ts;. Then, s € Seqt(t;,,) and since s ¢ Vr, we have that ¢, ¢ Vr,
and thus, t;, = t,,. By induction and s € Sez¢(tu;), we have t| , = s. Encryption is dealt
with analogously.
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4. f u =wuj ---uZr, where the u; are standard let Cy,...,Cr C {ul, ,Un} be the equivalence
classes over {u1,...,uy} such that "v' = "v"" for every i and v,v’ € C’ and "v' # """ for every
i #j,v € Cj, and v' € C;. W.Lo.g. assume that vo' = 1 for every v € C;. (This class
may be empty.) Note that "u;' are standard messages since products only occur inside of
exponents, which remains true when normalizing messages). Let s¢, € C;, i > 2, be some
representative of C; and let z¢, = Xy, cc; 2i- Let J = {i | z¢; = 0}. Define

Zc; 2

tu = g yuq1y (tlsci )

We show A): Using that the "u;" are standard, it is easy to see that "u' = ILig suq13 8¢, ¢ By
induction, "s¢,' =t/ e o'. Thus, t,o' = "u'. We now show B): We have 'u' = 1FP JU{I}rsCi_'ZC".
Since the factors of "u' are normalized, since they belong to different equivalence classes, and
since no factor is 1, we have by induction that

trn = Tiggupy (', )% = Tigsupy(Fse, )™ = tu.

Obviously, D) is satisfied since u is non-standard. We now show C). Let s € Sept(tn) \ ({tu}U
Vi) with ¢, _, = t,;. Then, s € Seqy (tchi). Since s ¢ Vp, we have that tchi ¢ Vr, and thus,
t! o, = tsc,- We know that sc¢; = u; for some j. Thus, s € Se4¢(ty;) and induction yields
t;a.l =S.

5. If u = Ezp(v, M), we distinguish different cases:

(a) If "v' # Ezp(-,-), then t,, = ¢, if "M' =1 and t,, = Exp(t,,t),) otherwise.

To show A) to D), first assume that "M "' = 1 We have by induction t,o' =t' o' ="v' =

. This shows A). To show B) note that v' is an atom, a pair, or encryptlon We have
that ty =t,. If ! € Vg, then "v' € F, and thus, t, =t € Vp. Otherwise, v' ¢ F, and
therefore, ), = t,,. Thus, in both cases by 1nduct10n we obtam ty, =t =t, = =tra=trn.
For D) nothing is to show. Now, we prove C). Let s € Sept(tu) \ ({tu} U VF) with
tl . =tsy. We have t,, = t!, and thus, s € Seg¢(t,). Since s ¢ Vg, we conclude ¢, = t,,.
Thus, s € Sezt(ty) and inductlon ylelds t,. =s.

Now, assume that "M # 1. By induction, t,o' = Ezp(t' o', t,0') = Exp("v',"M") =

"u'. This shows A). By induction we have tra = Exp(t,—-l,t,—M-.) = Exp(t),th,) = t,

which shows B). By definition of ¢,, we 1mmed1ate1y obtain D). Now, we prove C).
Let s € Segt(ty) \ ({tu} U V) with t. , = t,,. We have t, = Exp(t,t},), and thus,
s € Sept(tl) (or s € Seqe(thy)). Since s ¢ Vg, we conclude ¢, = t, (or th, = tpr). Thus,
5 € Seat(ty) (or s € Seat(tar)) and induction yields ¢!, = s. Note that M is a proper
extended subterm of u.

(b) If v' = Eap(v', M') for some v' and M', then by induction and D) we know that
t, = Exp(v", M") for some v" and M" with v"¢' = v' and M"¢' = M'. (Note that v is
a standard message, by definition of messages.) If "M’ - M"' = 1, then we define t,, = v".
Otherwise, t, = Ezp(v", thy.0r)-

To show A) to D), first assume that "M’ - M' = 1. We have 'u' = v’ = v"0" = t 0,
and thus, A) follows. We now show B). We have that ¢, = v" and by induction we
know Exp(v"',M") =t, = tro = Exp(t.,,thy). (Note that v 76 Exp(-,-), and thus, v’
is an atom, a pair, or encryption.) Thus, v" = t/,. We need to show that ¢, = t,r.

2The empty product has value 1.
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If ¢/, € VF, then v’ € F, and thus, t,, = t,, € Vg. Otherwise, v' ¢ F, and thus,
ty = tw. In both cases we obtain ¢, = v" = t;, = ty = trn. For D) nothing
is to show since 'u' = v’ # Exp(-,-). Property C) easily follows from the fact that
ERS Sewt (U”) g Sewt(tv)-

Now, let us assume that "M’ - M # 1. By induction we have "u' = Exp(v',"M'- M) =
Exp(v"o', thy . y0') = tyo'. This shows A). To see B), we first conclude as above that
t', = v'". We have 'u' = Ezp(v',"M'-M"), and thus, tro = E:vp(t;,,t{—M,.M-l) =
Exp(w",ths 2s) = tu. We obtain D) by definition of ¢,. Now, we prove C). Let s €
Sezt (tu) \({tu}UVF) with t) , = t,,. We havet, = Exp(v",thy 5) = Exp(0”, thyn oo ar)-
Thus, s € Sept(v") or s € Segt(thyn,0.pr)- The former case is dealt with as above. For the
latter case, first assume that s =t .5, By B) we have t| , = s. Now, assume that
8 # Uy g+ Since s ¢ Vi, we know that ¢, s, € Vi, and thus, 000 = tymrer-m-
Assume that M = t{*---tZ» and M" = t”fil ---t”f;,l,”. We know that taprgr.ar is of
the form IT;¢ yuq1y ('s;)*% where s; = t;’a’ or s; = t; for some j. Thus, s € Sezt(t's;).
First, consider the case where s; = ¢;. Then, s € Sezt(t;j) = Seut(ts;) since s ¢ V.
By induction and since t; is a proper subterm of u, we obtain ., = s. Now, assume
that s; = t;-’a’. Thus, s € Sewt(t:eya')- Since s ¢ Vp, we know that t;ya, ¢ Vp. In
particular, s € Smt(tt;/,/). Also, we know that t] € Sezt(ty). Since t{t}’a’ ¢ Vp, and
thus, t;ya, =tyrgr, induction yields that tyror = t;. Hence, s € Sezt(t]) C Sext(ty), and
thus, since v is a proper subterm of u, induction yields ¢, , = s.

We just proved the following lemma:

Lemma 14

rA

r-A
1. tyo' ="u

and t,o' ="u.
2 ty = tro, th, = thn, tr,o = ty, and ty, = t,.
“ u
3. th =5 for all s € Sepi(tu) witht! , =ty
4. If 'u' = Exp(-,-) and u is standard, then t, = Exp(-,-).
To prove Theorem 3, we also need the following lemma.

Lemma 15 Let u be a normalized term, o be a normalized substitution, and F = J,cy(,,) F(0(2))

be the set of factors of o, Vg = {xzs | s € F}, and o'(zs) = s for every s € F. For a standard or
non-standard message s, let ts denote its F-normal form. Then,

Sltus) C {tso | 5 € Sear(u)} UVF U {1},

and thus,
S(tiw) c {tsa' | ENS Sewt(’u)} UuVeu {1}

PrOOF. We proceed by induction on (the depth of) wu.

If "us' € F and "uc' is an atom, a pair, or encryption, then t,, € Vi, and the inclusions follow
immediately. Otherwise, if "uc' ¢ F, we distinguish different cases:

First assume that w is a variable. Then, uo € F in case uo is an atom, a pair, or encryption.
Thus, ty, € Vr. If uo = Exp(v,tj* ---tZ), then v,ty,...,t, € F. Since uo is normalized, the
definition of t,, yields that t,, = Ezp(z,,z;) ---2;"). In both cases we obtain that S(t.,) C
{tso | § € Sext(u)} UVEU{1}.

If uo € A, the statement is obvious.
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If u = (u1,us), then t4, = (tu,o,tu0)- Thus, by induction and since Sepi(u1),Sert(uz) C
Sezt(u) we have that S(tyy) C {tus} US(turo) US(tuso) C {tso | 8 € Sext(w)} U VEU{1}.

Now assume that u = uj* ---uZ* and 'uo' # 1. With the notation from above, we have that
tue = Hi%]u{l}(tl.gcio-)z()i- Note that sc; is some uj. Thus, by induction and since Seqz¢(u;) C
Seazt(u) we have S(tus) C {tuc} U, nS(t uio) C {tso | 8 € Sear(u)} UVE U {1}

Finally, assume that v = Exp(v, M). We distinguish two cases:

First, assume that ‘vo' # Ezp(-,-). Then, t,, = t, or ty, = Exp(t,,,t);,). Thus, S(tus)
{tus} US(t,,) US(th,,)- By induction and since Sezt(v), Sezt (M) C Sept(uw) this yields S(tye)
{tsg | ERS Sewt(u)} UvVreu {1}

Second, assume that ‘vo' = Exp(v', M'). We know by Lemma 14, 4. that t,, = Exp(v", M")
with v"¢' = v' and M"¢' = M'. If ¢, = v"”, then by induction and since Seyt(v) C Sext(u)
we have that S(tus) C {tse | § € Seat(u)} U Vr U {1}. Otherwise, t, = Ezp(v",thyy yp) =
Exp(v" g ne) I thpngr e € VF, then by induction and since Sepi(v) C Sepe(u) we have
S(tus) C {tse | s € Sear(u)} U Vr U {1}. Otherwise, th, .01 € VF, and thus, thy e =
tMmroMo- Assume M = t7'---tZ and M" = t”fll, ---t”f;,". We know that tarq.m4 is Of the
form ;g juq1y(#'s;)* where s; = tjo or s; = t7o’ for some j. (Recall that by convention if the
product is empty, then its value is 1.) Thus, S(tus) C {tus} US(tve) US({t;,, |7 =1,...,n}) U
S({tgg,g, | 5 = 1,...,n"}). By Lemma 14, 3. we know that t’t;/(,: = t] in case t’t}r(,: ¢ Vg,
and thus, t’t;_:J/ = tyor, since t! € S(ty,). Thus, S({t{t},a, |7 =1,...,n"}) C S(tys) U V.
Induction yields that S(tys) C {tss | $ € Sezt(u)} U Ve U {1} since v is a proper subterm of
Seat(u). Also, S(t;,,) C {tss | 5 € Seat(u)} UV U {1} since t; is a proper subterm of u. Thus,
S(tus) C {tso | 8 € Sext(w)}UVEU{1}. O

c
c

Theorem 3 For every protocol P, if (w,0) is a minimal attack on P, then |{o(z)|z € V}| <
4 - |Plext + 1, where |Plegt is the size of P as defined in Section 2.2.

PRrOOF. We first need some notation. For a set E of terms and a term ¢, let B, = {t' € E | t' <t}
be the set of all terms in E that are smaller than ¢ (w.r.t. the subterm ordering <). Recall that
Card(E) denote the cardinality of the set E.

Let F' be the set of all terms s of the form Ezp(-,-) such that there exists x € V with s € F(o(x))
and there exists y € V with s = o(y). We associate with each s € F' one variable y such that
s =o0(y). Let Vi» CV be the set of variables in V associated to some message.

Let F ={s|z€V,s € F(o(z))} \ F'. For every s € F we introduce a new variable z,. Let
Vr be the set of these variables.

By Lemma 13 we know that for every s € F there exists § € S(P) such that § C, s. This
immediately implies:

Claim I: Card(F) < |P|.

Let F = F U F’ be the set of factors occurring in o. For s € F define o'(z;) = s and for s € F’
define ¢’ (x) = s in case z is the variable associated with s. For a standard or non-standard message
m let t,,, denote its F-normal form.
Define
G = {tus |u € S(P)}.

By Lemma 14, we know that

tueo' = uo'. (7)

Claim II: |G| < 3|Pleat + 1.

Proof of Claim II: By Lemma 15 we obtain S(G) C {tss | § € Sezt(P)} U Ve U Vp U {1}. Thus,
G = Card(S(G)) < 3+ |Pleat + 1.
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Define S = {o(z) | zx € V} and S’ = {o'(z) | z € VFr U Ve }. To bound the number of subterms of
S we first consider the subterms of F. From Lemma 13 and (7) we can conclude that F' C {t,,0" |
ueSP)} C{td' |t e S(G)}.

Let s € F. Then,

S(s) {to' | t € S(G)}US(SL,)
{to' |t € S(G)}}US((FU F)<)

{to' |t € S(G)} US(F<s) US(FL,) (8)

N 1NN

From this we obain for z € V that

S(F<a(ac)) = U 8(8)

$E€EF s (a)
{to’ |t € S(G)} US(FLo(a))
{tal | te S(G)} U S(S<J(z)) (9)

N 1N

For S(o(x)) we obtain:

S(o(z)) = {o(z)} US(F(o(z)))
= {o(@)} US(F(o(z)) N F)US(F(o(z)) NF")
C {o(@)} US(Fep(a)) US(S<o(a))
C {o(@)}u{te’ |t eS(G)}US(S<o(r)) (10)

where in (10) we use (9). Using (10) we conclude

S5 = | S@)

zeY
C Sufitd|teS(@A)}. (11)
Thus, |S| = Card(S(S)) < Card(S) + |G| <V + 3|Plext + 1 < 4|Plege + 1. O

From the proof of this theorem we immediately obtain:

Corollary 1 For every protocol P and normal attack (m,0) on P we have |R;o, So0,...,S;—10| <
5 - |Plegt and |secret,Soo,...,Sko| < 5-|Plegt + 1, for every i € {1,...,k} with S; and R; as
defined above.

6 Extending the Dolev-Yao Intruder by Diffie-Hellman Ex-
ponentiation

We extend the Dolev-Yao intruder given by the intruder rules L. U Ly (see Section 2.3) by rules
L, that allow the intruder to perform exponentiation. This extended intruder is called the DH
intruder. We show that L, is a set of oracle rules and that the preconditions of Theorem 1 are
satisfied. From this we can conclude that the insecurity problem with respect to the DH intruder
is NP-complete.

Definition 7 We define L, = L,. U L,q to be the set of DH rules of the form

t,t1,...,th = rE{[;p(t,til ...tfbn)j = u
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withn > 1, z; € Z\ {0}, 1 <i < n, t,t1,...,t, normalized standard messages. If u is of the
form Exp(-,-), then the above rule belongs to L,.(u) (the set of composition DH rules), and to
Loq(u) (the set of decomposition DH rules) otherwise. We call the intruder using the rules L,
as oracle rules the DH intruder. We call t in the above DH rule the head of this rule and we
refer to z1,...,2, as the product exponents of this rule. We require w.l.o.g. that the head t of a
decompsition DH rule is of the form Exp(-,-) since otherwise t = u. Also, w.l.0.g. we may assume
that t; # t; for every i # j, and that z; # 0 for every i.

Using that the messages on the right-hand side of a DH rule are normalized, one easily observes
the following.

Lemma 16 The rules in L,. and L,q are composition and decomposition guess rules, respectively.

In the following section, we show that the set L, is in fact a set of oracle rules. We then show
that ORACELRULE is decidable in deterministic polynomial time. Finally, we prove that DH rules
allow polynomial product exponent attacks. Having shown all this, using Theorem 1 we conclude
that INSECURE is in NP.

6.1 Diffie-Hellman Rules are Oracle Rules
To prove that L, is a set of oracle rules we first show the following lemma.

Lemma 17 Let E be a finite set of normalized standard messages and t be a standard message
such that t can be derived from t (w.r.t. £L). Let D be a derivation from E with goal t. Then, there
exists a derivation D' from E with goal t such that

1. D' is of the same length as D, and

2. for every DH rule L € D' N L, with head t' we have that t' € E or there exists a t'-rule
L' e D'N(LgUL.). Moreover, if L is a decomposition DH rule, then t' € E or there exists
at'-rule L' € D' N Ly.

PROOF. Let D be a derivation from E with goal . From D we construct D' as follows. Assume
that L € D N L, with head ' and that neither ¢ € E nor there exists a t'-rule L' € D' N (Lg U
L.). Then, there exists L' € D N Ly(t'). Assume that L is of the form t',¢;,...,t, — ¢ with

product exponents z1, ..., 2, and that L’ is of the form ¢",¢,...,t!, — t' with product exponents

24,...,2",. Then, obviously t = "Ezp(t",t;* - -tz -t’/lz1 ‘e t'f;,")—' and t can be obtained by the DH
rule L = ¢y, ..., tn, th, ... ,t, — t with head ¢". Thus, L can be replaced by L. Tterating this
replacement we obtain D' satisfying 1. and for every DH rule L € D' N L, with head ¢’ there exists
no L' € D' N Ly(t') preceding L in D'. From this 2. immediately follows. Note that if L is a
decomposition DH rule, then ¢' is of the form Exp(-,-), and thus, cannot be created by a rule in
L.. O

To show that well formed derivations exist we use the following lemma.
Lemma 18 Let D = Ey =, ... E—1 =1, E, be a derivation with goal g.

1. Assume that for every j with E; 1 =1, E; 1,t the jth step in D and L; € L4(t), there exists
t' € E;_1 such that t is a subterm of t' and either t' € Ey or there exists i with i < j and
L; € L4(t"). Then, if L € DN Ly(t) for some L and t, then t € S(Ep).

2. Assume that for every i < n and t with L; € L.(t), there exists j with i < j such that Lj is
at'-rule and t € S({t'} U Ey). Then, if L € DN L.(t) for some L and t, then t € S(Ey, g).

Given both the assumptions in 1. and 2., it follows that D is a well formed derivation with goal g.
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Proor. 1. is immediate by induction on j € {1,...,n}. Given the assumptions in 2., we prove
by induction on n — i that for all ¢ € {1,...,n}, L; € L.(t) implies t € S(Ey, g). If n —i = 0, then
= g and therefore t € S(Ey, g). For the induction step, the assumptions in 2. imply that there
exists j > ¢ such that L; is a t'-rule and t € S(Eo,t'). If L; € L4(t'), then t' € S(Ep) (see above).
If L; € L.(t'), then by induction t' € S(Ey, g), and hence, t € S(Ey, g).
Given both the assumptions in 1. and 2., it immediately follows that D is a well formed
derivation with goal g. O

We are now prepared to prove the following lemma.

Lemma 19 For every finite normalized set E of standard messages and normalized standard mes-
sage g, g € forge(E) implies that there exists a well formed derivation from E with goal g.

PrOOF. Let Ey = E and D = Ey =, ... =L, E, be a derivation of goal g of minimal length.
We may assume that D satisfies the properties stated in Lemma 17, 2.
We prove that D satisfies the assumptions Lemma 18, 1. and 2.

1. If Lj € Ly(s) N L4(t), and thus, t € S(s), then L; ¢ Lo.(s), for all i < j, since rules in L,
do not create standard terms, and L; ¢ L.(s), for all ¢ < j, by the definition of derivation
(since otherwise ¢ would be in the left-hand side of L;). Therefore, either s € Ey or there
exists ¢ < j with L; € La(s).

If Lj € Lo4(t) and t' is the head of L;, by definition of decomposition DH rules it is easy to
see that t € S(¢'). By Lemma 17, 2. it follows that ¢' € Ey or there exists L' € D N Ly(t').

By Lemma 18, 1. it follows that if L € D N L4(t) for some L and ¢, then t € S(Ep).

2. If L; € L.(t) and i < n, then by minimality of D, there exists j > 4 such that ¢ belongs to the
left-hand side of L;. If L; € Lq, then as in 1. we can conclude that ¢ € S(Ey). If L; € L.(¢'),
thent € S(¢'). If L; € L,(t'), then first assume that ¢ is the head of L;. Lemma 17, 2. implies
that there exists a t-rule L' € DN (LgU L,). Since L; € L.(t) and because of the minimality
of D, t can only be generated by one rule, we have L; = L' € L.. Thus, t # Exp(-,-). But
then, by definition of DH rules, t € S(t'). Now, assume that ¢ is not the head of L;. If
t ¢ S(t'), we have that t € S(t") where t" is the head of L; and t" is of the form Ezp(-,-).
(Otherwise, t can not disappear from t'.) By Lemma 17, 2. it follows that ¢t € Eq or there
exists a t''-rule L' € DN(LgUL,). Since t" is of the form Fzp(-,-) we know that L' € DN L,.
Now, 1. implies that t" € S(Ej), and thus, t € S(Ep). O

Before we show that DH rules are oracle rules, we need the following lemma.

Lemma 20 Let t',t1,...,ty,t,u be normalized standard terms, z1...,2, € Z, and let § be the
replacement [u < 1] such that u # t, and t = "Exp(t',t7* ---t7»)". Ift' = Eap(-,-), then we also
assume that u #t'. Then,

f_t(s—l — T_Ewp(l_tl(sjj '—t]_ 5721 . f_tn(sjzn )1‘

Proor. We distinguish two cases. First, assume that t' = Exp(v, M) for some normalized term v
and a normalized product M. Note that v # Ezp(-,-) since ' is normalized.Then,

rEa:p(rt'(S—l, rtl 6‘IZ1 . l_tné—lzn )'| — rEZ'p(rUJj, I_Mé_"rtl 6‘|Z1 . I_tn(s"lzn )—I (*)
= "Exp(v6, M&-(t,6)* - - - (t,0)*)"

= "Exp(v, M-3* - - - t7n)§ (%%)
= "TEzp(v, M* - - - t20)'§" (% * %)
— l_t(s-l

22



where in (*) we use that u # #', and thus, "#'6' = "vé' (in this case, 'M¢é' = 1) or #0' =
Exp("vd',"M§"). In (**) we use that u # t: If u = Exp(v, M-ti*---tZ), then since u is normal-
ized Exp(v, M-t* - --t7*) must be normalized, but then we have that v = Exp(v, M-t;* ---t7") =
"Exp(v, M-t} ---t2»)" = t, in contradiction to u # t. Finally, in (***) we use that v # Ezp(-,-),
u # t, and Lemma, 11, 2.

Now, assume that ¢’ # Ezp(-,-). For both cases, u # t' and u = t', the argument is similar to
the one above. (Replace v by #' and omit "M¢', MJ, and M in the above identities.) O

We also need the following lemma.

Lemma 21 Let z1,...,2, € Z \ {0}, and s,51,. .., Sn,u be normalized standard terms such that
s; # s for every i # j, si # 1 and s; # u for every i, s # u, u = "Eap(s,s* ---s7»)", and

n

u = Eap(-,-). Let & be the replacement [u — 1]. Then, u = "Exp("sd’, 5167 - T8 )

PROOF. First, assume that s # Ezp(-,-). Then, u = FEaxp(s,si*---s»). Consequently, u ¢
S(s,81,...,8n), and thus, s = sd, and s; = s;0 for every i. Therefore, we obtain that u =
rE:I?p(rsgl, 107" ... Ts, & )‘I‘

Now, assume that s = Exp(v, M). Since s is normalized we know that v # Ezp(-,-). Using that
u = Ezp(-,-), we obtain u = Exp(v, M - si'---s2n") with "M - s§*---s2n" # 1. Also, u ¢ S(v).

Then, with E = F(M) U {s1,...,s,} there exists a set E' = {s},...,s/,} C E and 21,...,2,, €
Z \ {0} such that u = Ezp(v,s';' ---s'.3") and u & S(v, E').

!
S S T 2 DO e | z z
Claim. "M§" - "s18" " ---"5,0 "=t -8

Proof of the claim. Assume that M = s;"---sin". Let C; = {j € {1,...,n"} | s; = s}}. Then,

n'

!
[— . . — n . T2l ... oZn.o?n+1l | A1 _ T/ . zia
zi = Yjec,zj- Let C = U_, Ci. We have that si'---sp-s;n5 --sn' ' = I e, s) =

s fé and Tljgcs;' = 1. Using that the s; are normalized, it follows that Tgcs;6%" =
M,¢c"s;0"7" = 1. Now with 56 = s the claim follows.

Using that sé = Exp(vd, M), u # M, u ¢ S(v), and u # s, the claim implies that

Brp(s', 516" - T5,0 ") = "Eap (w8, " MS 5187 T8, = w

We are prepared to prove that DH rules are oracle rules.

Proposition 1 The set L, of DH rules is a set of oracle rules.

PRrROOF. We check each condition in Definition 5:
1. The first point is an immediate consequence of Lemma, 19.
2. No term created with L,. can be decomposed with L.

3. Let u be a normalized standard message, F' be a set of standard messages with 1 € F, and ¢
be a standard message such that F\u =, ¢,y Fand F = ;) F,t. Let § := [u < 1]. Ifu = t,
then ¢t = 1 € forge(F§), and we are done. Now, assume that u # t. Since F' = () F\t,
there exist t',¢1,...,t, € F and 21,...,2, € Z \ {0} such that t; # t; for every ¢ # j and
t="Exp(t,t;*---t7»). If t' # Exp(-,-) or u # t', then by Lemma 20 we obtain that

r_td—l — '—Exp(rtl6—l, [_tl 6121 . [_tnb*—lzn )—I‘
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Thus, "t0' € forge("Fd"). Now, assume that v = t' = Exp(v, M). Then,
%" = "Exp(v, M-t‘f1 etz )1y

"Exp(v, MA7 - t2n)4" (%)

= "Exp(vd, M5 (t1 )z1 s (t0)) (x%)

"Exp(v, M-(t;6)* - (tné)z")—' (% * %)

="Exp(v, M- t16—'zl- pd Y

="Brp(u, 110" -0 )

where in (*) we apply Lemma 11, 2. using that v # v and u # t. In (**) we again use that
u # t. We obtain (***) since u & S(v, M).

Now, to show that 't0' € forge("F§") it suffices to show that u € forge("Fd'). We know
F\u =,y F, and since v = Ezp(-,-), we have F'\ u = (,) F. Hence, there exist

normalized terms s, s1,...,8, € F\wand 21,...,2,, € Z\ {0} such that s and the s; meet
the conditions stated in Lemma 21 and u = "Exp(s,s}* ---s?*)". Then, Lemma 21 implies
u="Ezp("sd", 516" ---"5,0"")". Thus, u € forge("F3"). O

6.2 Deciding DH Rules

We show the following proposition.

Proposition 2 For the DH intruder, the problem ORACELRULE is decidable in deterministic poly-
nomial time.

PrOOF. We need to show that there is a deterministic polynomial time algorithm that given
E and t decides whether there there exists t,t1,...,t, € E and 21,...,2, € Z such that ¢t =
"Exp(t',t5* ---t2»)". Tt is easy to see that E —, E,t iff

1. t # Exp(-,-) and

(a) te E, or
(b) there exits M with Exp(t, M) € E and F(M) C E, or

2. t = Ezp(v, M) and

(a) ve Eand F(M) CE, or

(b) there exists M' such that Fzp(v,M') € E and E' := {t' | the product exponents in M
and M’ for ¢' differ} C E.

From this characterization of E —_, FE,t it is easy to derive a polynomial time algorithm for
deciding £ —, E,t. O

As an immediate consequence of this proposition, the fact that DH rules are oracle rules Proposi-
tion 1, and Theorem 2 we obtain the following corollary.

Corollary 2 For the DH intruder, DERIVE can be decided in deterministic polynomial time.
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6.3 The DH Rules Allow Polynomial Product Exponent Attacks

In order to show that DH rules allow polynomial product exponent attacks, we will associate with
a minimal attack (7, 0) a subsitution 07 and a linear equation system such that 0Z coincides with
o except that the product exponents in o are replaced by new (integer) variables and such that,
for every solution of the linear equation system, (m,0’) where ¢’ is an instance of 0% induced by
solution of the linear equation system is an attack. Since the size of the linear equation system
can be bounded polynomially in the size of the protocol, and thus, the size of the solutions of this
equation system can be bounded polynomially (see [2]), we obtain an attack with polynomially
bounded product exponents (see Proposition 3).
We first need to define messages that may have linear expressions as product exponents.

Definition 8 Let Z be a set of variables. The set M = M(Z) of open messages over Z, the set
P = P(Z) of open products over Z, the set Lexp = Lexp(Z) of linear expressions over Z are
defined by the following grammar:

M = ALM M) [ {MY,

| {M} | Ezp(M,P)

P ou= MEep | MmEemp.p
,Ceq;p = ZlZ'ﬁezp+£exp|Z'£ezp

The size |e| of a linear expression e is the number of characters to represent e where integers are
encoded in binary. We say that e and e’ are equal if they are equal modulo associativity and
commutativity of addition (modulo AC,, for short). In particular, for a set of linear expressions
S and a linear expression e, we say that e belongs to S if the equivalence class modulo AC; of e
is one of the equivalences classes induced by S. In the same way, the subset relationship between
sets of linear expressions is defined.

For an open message or an open product t let Legp(t) denote the set of linear expressions
occurring in ¢. The set S(t) of subterms of ¢ and |¢|, i.e., the number of subterms of ¢, are defined
as usual. Also, recall that set Sz¢(t) of extended subterms of t is defined as S(t)U{M | Ezp(u, M) €
S(t)}. We define |t| = Card(S(t)) and |t|ext = Card(Sept(t)). Also, we set |t|esp = 0 if ¢ is not a
product and [t|esp = |e1]+...+|en| ift =251 ... t&. Asusual, if E is a finite set of open messages or
products, |E|ezp = XscE|S|ezp- With this we define ||t||ezp = |S(t)|exp. Finally, ||t]] = 8] + ||t]|exps
and ||t|lect = |tlezt + ||t||exp- We note

Lemma 22 For every open message or product t we have that |t|ez: < 2 - |t|, and thus, ||t|]ext <
2-e]l-

Note that the definitions of | - |, || - ||ezp, and || - || for open messages and products correspond to
those for messages.

The above definitions and measures of the size of open messages and products extend in the
obvious way to sets of open messages, open products, etc.

We call a mapping 8 : Z — Z an evaluation mapping. The evaluation S(e) € Z of a linear
expression e w.r.t. § is defined as usual. The evaluation mapping 8 extends in the obvious way to
open messages, open products, sets of open messages, etc.

Throughout this section, 8 will always denote an evaluation mapping from Z into Z.

A linear equation system & (over Z) is a finite set of equations of the form e = ¢’ where
e and €' are linear expressions over Z. The size |€| of € is Ee—crcele| + |€’'|. An evaluation
mapping B is a solution of £ (8 | E) if B(e) = B(e') for every equation e = ¢’ € £. Let
Lexp(€) ={e|e=¢€ € Eore =eec E} denote the set of linear expressions occurring in &. Let
Re = {(e,e') | e = €' € £} C Leap(E) X Lezp(E) and let R denote the reflexive and transitive
closure of Rg. We write & = &' if R = R;,. We write £ C £ if R C R;,. Thus, we consider
linear equations modulo reflexivity and transitivity of equality. Recall also that linear expressions
are considered modulo AC,.
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6.3.1 [-equivalence, B-tuples, and ~g-equation Systems

Definition 9 Given 8 and open messages or open products t and t', we say that t and t' are
B-equal (t =g t') iff B(t) = B(t').> We call t and t' B-equivalent (t ~gt') iff "B(t)' = B(t')".

Definition 10 Given 8 and open messages or open products t and t' such that t =g t', we say
that £ is o =g-equation system for t and t' iff

1. BEE and
2. t=pt forall ' =E.

We now show that “small” =g-equation systems exist. Recall that, for instance, when we write
[|t,t'||ext we mean ||{t,t}||ewt-

Lemma 23 Given 8 and open messages or open products t and t' such that t = t'. Then there
exists @ =g-equation system &, ;i of size < 2|[t,t'||2,, for t and t'.

PrOOF. We define R C Sezt(t,t') X Sext(t,t') such that s =g s’ for all (s,s’) € R. More precisely,
R is the smallest binary relation over Se,:(t,t') such that

o (t,t') €R,

o If (s,s') € R, and thus, by construction s =g s', and s = (t1,t2) it follows that s’ = (¢],t5)
for some open messages ¢ and t,. Then, {(t1,t}) € R and (t2,t5) € R. For encryption we
have analogous conditions on R.

o If (s,5') € R, and s is the product ¢* ---t¢», n > 1, we have that s’ is a product of the form

Hit -t > 1. If t; =p t’ for some i and j, then (t;,t;) € R. Note that since s =g s', for
every t; there exists at least one =g-equal term t;..

o If t = Ezp(u, M) for some open message v and an open product M, we have that ¢’ =
Ezp(u', M") for some open message v’ and an open message M'. Then, (u,u’) € R and
(M,M") € R.

For every (s, s') € R, we define the equation system &, ) as follows: If s (and thus, s') is not a
product, then £, . is the empty set. Otherwise, s is of the form ¢{' ---t;», n > 1, and s’ is of the

form #/51 - #/2». We define €, ¢y = {e; = ¢} | (ti, 1) € R}
By structural induction it is easy to see that g = U(s,s,) cr &(s,s") 18 @ =g-equation system for
t and t'. Obviously, the size of £g is < 2|t, /|2

ext*

O

In what follows, we refer to 5; 4, as defined in the proof, as the =g-equation system induced by t
and t'.

Remark 2 The equation system 5: s as constructed in Lemma 23 is uniquely determined.

We will also need to associate with =~ g-equivalent terms an equation system, which we call a
R g-equation system.

Definition 11 Given 8 and open messages or open products t and t' such that t ~g t', we say
that £ is a ~g-equation system for t and t' iff

3Recall that equality means equality modulo associativity and commutativity of multiplication in products, e.g.,
2 33, .-2 -2, .27 ;3
a®-b°-cT =c""-a”-b°.
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1. BEE and
2. trpg t forall B’ = E.
To construct such an equation system given ¢ and t', we introduce the notion of a S-tuple.

Definition 12 Given 8 and an open message or open product t we say that (t',E) where t' is an
open message or an open product and & is an equation system is a B-tuple for t iff

L gt ="B@)",
2. BEE, and
3. t =g t' for every ' = E.
We call t' a B-term (or the S-normal form) of t and £ a B-equation system for t.
The following lemma shows how a &g-equation system can be obtained using f-tuples.

Lemma 24 Let t and t' be open messages or open products such that t ~g t'. Assume that there
exists a B-tuple (s,&) for t and a B-tuple (s',E') for t'. Let ES_,f, be a =g-equation system for s
and s' (such a system always exists). Then,

& =EUE'UETS
is a ~g-equation system for t and t'.

PROOF. We first show that there always exists a =g-equation for s and s’. We have that ((s) =
'B(t)'="B(t')' = B(s'). Thus, s =g s' and by Lemma 23 there exists a =g-equation system, which
we call £ %

We need to show that é’f + is a ~g-equation system for ¢ and ¢'. Obviously, § = 5: 4. Let
8 E E;[f. We need to show that "B'(t)' = "'(t')". Since 8’ | E:f, we know S(s) = S(s'). From
B € (B &) we conclude 'B'(s)' = B'(#)' (B'(s))' = "B'(¢')"). Thus, "B'(t)' = B'(s)' =
B =B g
We now show that S-tuples always exist (Lemma 25). We also show that the size of 8-tuples can

polynomially be bounded (Lemma 26 to 32). By Lemma 24, this implies that ~g-equation systems
always exist and that their size can also be bounded polynomially (Lemma 33).

6.3.2 Existence and Size of -tuples

Lemma 25 Lett be an open message or an open product and B be an evaluation mapping. Then,
there exists a [B-tuple for t.

PROOF. We construct a S-tuple (t7,EP) of t inductively.
If t € A, then t# =t and £ = 0. Obviously, (¢,&/) is a S-tuple for ¢.

If t = (t1,12), let (t’f,é’ﬁ) and (tg,é'tﬁz) be B-tuples for t; and to. We define ¢? = <tf,t§> and

&b = Etﬁl U Stg. Analogously, S-tuples are constructed in case of encryption. By induction, it is
easy to see that (t° ,Ef ) is a S-tuple for ¢.

If t =t ---tSr, then let (t?,é’g) be the B-tuple for t; for every i. Assume that Cq,...,C; C
{t1,...,tn} are the equivalence classes over ti,...,t, modulo ~. Define ec; = ¥,cc;e; and let
sc; € Cj be some representative of C;. W.l.o.g. assume that for s € C1 we have s =5 1. (The set Cy
may be empty.) By induction we have that s? = 1 for every s € C; since 3(s?) = "(s)' = 1. Define
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J={je€{2,...1} | Blec;) = 0}. If C = {s1,...,5,} where the s; are pairwise ~g-equivalent and
sf is a B-term for s;, we define Eg to be

Ues,s

i
Note that 5(55) = r5(31-)—' = '_ﬂ(sj)1 = ﬂ(sf.), and thus, sf =3 sf, and due to Lemma 23, Eziﬁ
exists. If J ={2,...,1}, we set

B
5j

P =1
and otherwise

C]-‘

t? =g oy (se, )

Furthermore, we define

n l
B _ B B _
& =& vlJes, ulUlee, =0}
=1 =2 jET
By induction, it is easy to see that (5, Etﬁ ) is a S-tuple for ¢: Induction yields that 8 = é’f . By the
definition of the normalization function one easily verifies that if J = {2,...,1}, then "B(¢)' = 1,
and thus, t° = "B(t)". Otherwise, it is easy to see that 'B(t)' = I;gsupy B(se, )-'ﬁ(ecj). By
induction, ﬁ(sgj) = "B(sc,)". Thus, B(t?) = B(t)". Now, let ' = £. Let s,s' € C; with s # s'.
By definition of £ we have ' = €8 U £5 U &, 5(=E%). Thus, by Lemma 24, "8'(s)' = "8'(s')".
We also know s? = 1, and thus, 8'(s?) = 1 for every s € C;. Finally, if j € J, we have that
B'(ec;) = 0. Now, it is easy to see that "B'(t)' = "B'(t°)".
If t = Exp(u, M), we distinguish two cases.

1. First, assume that "3(u)' # Exp(-,-). By induction, there exists a S-tuple (u?,£?) for u and
a fB-tuple (MP, €8 ) for M. Tt "B(M)' = 1. We define

B o= P,
and otherwise,
t? = Exp(uf, MP).
Furthermore, in both cases we set
= gPuégl.

By induction, we conclude that (¢, Etﬂ ) is a B-tuple for ¢: Obviously, 8 = Ef . We now show
that B(t%) = B(t)" and "B'(t)" = "B'(t°) for every ' = EP.
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First, assume that "8(M)' = 1, and thus, '3(t)' = "B(v)'. Thus, by induction, "8(t)' =
"B(u)' = B(uP) = B(tP). Also, we have that B(MP) = "B(M)' = 1, and thus, M? = 1. By
induction, 1 = "B'(MP)" = B'(MY". Hence, B'(t)' = B'(u)' € B @) &) B (¢8)" where
(%) is by induction and definition of £, and (xx) by definition of ¢.

Now, assume that "B(M)" # 1. Thus, "B(t)' = Eap(B(u)’, BM)) 2 Bap(8(u?), B(M?)) =
B(t%) where () is by induction and (xx) is by definition of t. Now, let 8’ |= £’. We have
B(t) = Bap(B' ()], B (M)) L Bap(B (), B (MPY) = Bap(8 (), B (MP) E
"' (t%)" where (x) is by induction and definition of £, and (xx) by definition of .

2. If "B(u)' = Ezp(u', M'), by induction there exists a S-tuple (u”,EP) for u. In particular,
B(uP) = "B(u)", and thus, u® is of the form Ezp(u", M") where B(u") = «' and B(M") =
M'. Moreover, by induction there exists a S-tuple ((M" - M)ﬂ,S(BM,,_M)) for (M" -M). If
"B(M" - M)' =1, and thus, 'M'-B(M)" = 1, we define

P = 4
and otherwise
' = BEap(u",(M"-M)")
In both cases, we set
B _ B
& = EJUE

By induction, we conclude that (%, Ef ) is a SB-tuple for ¢: Obviously, 8 = Ef . We now show
that B(t%) = B(t)" and "B'(t)" = "B'(t°) for every ' |= EP.

Let (u?,£P) = Exp(u”,M") as above. We have that "8(t)' = "Exp('B(u)',B(M))' =
"Bxp(u',"M'-B(M)")". If "M'-B(M)" = 1, then "B(t)' = o' = B(u") = B(tP). Otherwise,
BN = Ep(u!, M- BMYY) = Bap(8(u"), BOM") - B(MY) = Eap(B(u"), BM" - M) €
Exp(B("), B((M" - M)P)) () B(t?) where we obtain (*) by induction and (xx) by def-
inition of t?. Now, let 8 |= &°. We have that B'(t) = "Exp(8'(u),s'(M))'. Since
B' = €8, it follows by induction that "8'(u)' = "8 (uf)' = "B (Ezp(u", M"))". Thus, "B'(t)' =
"Eap(B'(uP), 8'(M))" = "Exp(B'(u"), B'(M") - 8'(M))" = "Exp(B'(u"), B'(M" - M))". Since
8= E(BM,,.M), induction yields "B'((M" - M)P)' = "B'(M" - M)'. Consequently, "5'(t)' =
"Exp(B'(u"), B (M" - M)P))'. If t# = Exp(u”,(M" - M)P), then we obtain 'B'(t)" = 5.
Otherwise, t? = u" and "B(M" - M)' = 1, and thus, (M" - M)? = 1. Hence, 'B'(t)' = 7. O

In what follows, we denote by t# the S-term of ¢ as constructed in the proof of the previous lemma.

We will now show that there exists a S-tuple of ¢ of size polynomially bounded in ||¢||. We first
bound the size of 7.
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Bounding the size of f-terms. The next lemma implies that S-terms are uniquely determined.
Lemma 26 For every open message or product t such that 3(t) = "B(t)', we have that t° = t.

PRroOF. The proof proceeds by structural induction on ¢. If ¢ is atomic, a pair, or encryption, the
claim is obvious.

If t = #{'-- 1o, we know that that B(t;) = "B(t;)' # 1 for every i, "B(t;)" # "B(t;)" for every

i # 7, and B(e;) # 0 for every i. From this, one easily concludes that % = t.

Finally, assume that ¢t = Ezp(u, M). First we note that "#(u)' # Exp(u', M') for any normalized
u' and M': Otherwise, '3(t)' = Exp(u', M") = B(t), and thus, f(u) = u'. Hence, Ezp(u', M') =
'B(u)' = "u'" = v/, which is a contradiction. Also, '3(M)' # 1 since otherwise Ezp(B(u), 3(M)) =
B(t) = "B(t)" = "B(u)', but we know that "B(u)' # Ezp(-,-). Hence, Exp(B(u), B(M)) = B(t) =
'B(t)' = Exp("B(u)',"B(M)"), and thus, B(u) = "B(u)' and B(M) = "B(M)". By induction, this
yields u? = u and M? = M. By definition of t?, we obtain t? = Ezp(u®, M?) = Exp(u, M) = t.O

For a set E of open messages or products, define E® = {t° | t € E}. In the following lemma we

bound [t?|¢s¢ and in Lemma 29 we bound |[|t?||czp. Both lemmas are put together in Lemma 30
to bound |[t?||ess-

Lemma 27 For open messages and products t,ty,...,t, and an evaluation mapping B we have
that

1. S(t%) C S(t)P.
2. 'B@ < It and [B(t1)',-..," Bt1)'| < [ta,- .-, tal,
3. |t6|ewt <2- |t|

PROOF. 1. To prove 1., we proceed by structural induction on ¢.
If t € A, we have S(t%) = {t} = S(t)?. If t = (t1,t2), induction yields that S(t#) =
{tBYUSHYUS(H) C {tP} U S(t1)P US(ty)? = S(t)?; analogously for encryption.
Now, assume that ¢ = #{' ---t¢». If ¥ = 1, we obviously have S(t’) C S(t)?. Otherwise,
P =TIy JU{I}(sgj )%¢i (see the proof of Lemma 25) where for each sgj there exists a t; such
that #] = s¢, . Thus, induction yields S(t%) C {t*}UU,¢ 0013 S(s¢,) € {tP}UUL, S(#) €
{PYUUL )7 = S@)°.
If t = Exp(u, M) and ¢’ = 4P, induction immediately yields S(t#) C S(t)?.
If t = Exp(u, M), t? = Exp(u®, MP), and M = ' -- -t then M? # 1 and, by induction,
S(t?) C{PIUSW) UL, SH) C{PIUS()P UU; S(t:)? = S(t)°.
Now, assume that ¢t = Exp(u, M), u? = Exp(u",M"), and t# = u". Then, S(t?) C S(u®) C
Su)? C S(t)P.
Otherwise, t = Ezp(u, M), u? = Ezp(u",M"), and t¥ = Exp(u",(M" - M)P) where (M" -

M)P # 1. Thus, (M" - M)? is of the form UngU{l}(sgj)eg‘ for some € such that with

M" = t"ill, e t”fl",:," and M =5t -- -8~ every sgj equals some ¢/ or t?. (Note that ¢} = 19
by Lemma 26.) By induction, t! € S(u?) C S(u)?. We conclude that S(t?) = {t*} US(u")U
Usgaupy S(s8,) C {7 US@") UUL, SE) UUL, (") € {7} DU, S(t:)° U S ¢
(P OUL, S(t)° US@)? = S(t)°.

2. To see 2. note that '3(t)' = B(t%). It is easy to see that |3(s)| < |s| for every open message

(*)
and product s. Thus, |"8(t)'] = |B(t?)| < [t?| < Card(S(t)?) < Card(S(t)) = |t| where for

(¥) we use 1. The same argument works for |"B(t1)",..., B(t1)"] < |t1,-- -, tnl.
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3. Statement 3. is an immediate consequence of 1. and Lemma 22: [tF|c;x < 2-|tP] < 2-
Card(S(t)?) < 2-t|. O

We now bound ||t?||ezp- We need the following lemma.

Lemma 28 For every open message or product t with t° = Ezp(u, M) it follows that |M|eyp <
[t] - [[tlleap < [1]]20:-

PrROOF. We show by structural induction on ¢ that |M|ezp < |t - |[t]|ezp- Since |t| < ||¢||esr and
[1tllezp < ||t||ext, the lemma follows.

First consider the case were t = Ezp(u’, M') and "B(u')' # Exp(-,-). Then, |M|ezp < |M'|ezp <
|[[leasp-

Now, assume that t = Exp(u', M') and "B(u')' = Ezp(-,-), and thus, u'® = Ezp(u", M") for
someu” and M". Then, M = (M"-M')?, and therefore, by induction |M|ezp < |M"|epp+|M'|ezp <
W] N[t leap + |[tllezp < [¢] - [|t][cap where we use that [[u'||lesp < |[t]]exp and |u'] < [E].

In all other cases, if t° = Exp(u, M), then there exists a subterm v of ¢ such that v® = ¢5. In
these cases the bound follows by induction. O

We use this lemma to show:

3
ext”

Lemma 29 For every open message or product t, it follows that |[t°||ezp < ||t]|

PrOOF. We show the following claim where E is a finite set of open messages or products such
that Sez¢(E) = E and t is maximal (w.r.t. subterm ordering) in E.

Claim. |U,ep Seat (87)eap < | UseE\{t} Seat(5°)leap + [[t][Z0:-

Before we prove the claim, we show that from it the lemma follows. With E = S.;:(t) we have
that ||t5||emp = |Smt(tﬁ)|mp < N User Smt(sﬁ)|emp. The claim allows us to iteratively extract a
(maximal) term from E and shows that |, ¢ g Seat(5°)|eap < [tleat - |[t]|24¢- (Note that Card(E) =
|t|ezt-) This yields ||tﬁ||ewp <112

ext-

Proof of the claim. We proceed by structural induction on ¢. If ¢ is an atomic message, then
obviously |U;ep Seat (87)]eap = | UsEE\{t} Seat(57)|eap-

If t = (t1,ts), then t¥ = <tlﬁ,t§>, and thus, Sezt(t?) C {tP} U Seur(t?) U Sext(t5). We
know that t1,t, € E \ t since S;p¢(E) = E. Since [t?|ezp = 0, we obtain |U,cp Seat(57)]eap =
|User\ ey Sext(58°)|ezp. For encryption the argument is analogously.

Tf t =t ---t&, then Supi(t?) C {tP} U U; Seat(t7). We know that ¢4,...,t, C E\ {t}, and
thus, Sezt (17) € Uyem g1y Sewt(s7) U{t?}. With [t%]csp < [tlenp < |[t][2,; the claim follows.

Now, assume that t = Exp(u, M) and t¥ = 4P, t# = u", or t¥ = Exp(u®, MP) (see the cases in
Lemma 25). In the first two cases we have Sezt(t?) C Sezt(UP) U Sepe(MP) C User\ iy Set (7).
In the latter case, we have Sezt(t7) C {tP} U Seut (uP) U Sear (MP) C {tP} U User i} Sest(s°) and
|tP|eap = 0. Thus, in every case |, p Seat(8%)|eap = | User iy Sewt (8°)|exp-

Finally, assume that ¢t = Ezp(u, M), "B(u)' = Exp(u',M"), u® = Ezp(u",M"). Then, t¥ =
Eop(u”, (M" - M)P), and thus, Sust(t7) C {t7} U Suut (1) U Seat (M"-M)B) C {t7} U Spa (uP) U
{(M"-M)B} U Sept (MP). (Note that by Lemma 26, Seypt (M""P) = Sept(M") and that Sepe(M") C
Sezt(u”).)  Consequently, Seqt(t°) C {t°} U {(M"-M)P} U U, cp\ (1) Sewt(s”). We know that
|tP|ezp = 0 and by Lemma 28, |[(M" - M)P|ezp < |[t]|%;- This concludes the proof of the claim. O

ext®

Putting Lemma 29 and Lemma 27 together, we obtain:

3

Lemma 30 For every open message or product t we have ||t%||cze < 3 - [[t]|2,,-
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Bounding the size of S-equation systems. We will now define a -equation system for ¢
whose size can polynomially be bounded in ||¢||ext-

We first describe the equation system &’ f for an open message or product ¢ added when going
from the equation system of the subterms of ¢ to that of ¢:

e If ¢ is atomic, a pair, or encryption, then &l =

o If t = t7*---t%, then with the notation used in the proof of Lemma 25, we set S’f =
[
Ujea €2, U U {ec, = 0}.

jeJ

o If t = Exp(u, M) and "B(u)' # Exp(-,-), then E'tﬁ = (). Otherwise, u? = Exp(u", M") and we
set £/F = S’?M,,,M).

Remark 3 The equation system &’ f is uniquely determined (modulo AC; ).

We define
g= U &%

SESeat(t)
Before we can show that (7, StB ) is a SB-tuple for ¢, we need to prove the following lemma.

Lemma 31 Let M = t§* ---t» and M' = t'i’l ---t’f:';’ such that B(t}) = B(). Let (t7,&) be a
B-tuple for t; for every i. Then, (M’ - M)B,E’?M,_M) UlU; &) is a B-tuple for M'- M.

PROOF. Let t = M’ - M. Obviously, 8 = &% U U; & We also know that B(t%) = "B(t)". Let
B = €7 U, &. We need to show that 3'(t8)" = "B'(t)".

Claim 1. "B'(t;)" = rﬂ’(tf)—' and "’ (t;)-I = rﬂ’(t’?)—' for every 4 and j.

Proof of Claim I. Since ' |= &; we immediately have "8'(t;)' = "B’ (tf )'. Lemma 26 implies that
t'7 =t/ Thus, B'(t})' = "B'(t'7)".

Let the classes C1,...,C; be defined as in the proof of Lemma 25.

Claim II. "' (s)" = "B'(s") for every k and s, s’ € Cy.

Proof of the Claim II. First, assume that s = t; and s’ = t} for some i and j. Due to Lemma 26,
we have that s = s and s’ = s'. Then, by definition of £7 we obtain that 8'(s) = f'(s').
Now, assume that s = #; and s’ = #}. Again, we have 5’8 = s'. The definition of &’ tB yields that
B'(s') = B'(s?). Since B’ |= & we have that "8'(s)' = "3'(s%)". Thus, 'B'(s')' = "B'(s)". A similar
argument can be applied if s = ¢; and s’ = ¢;. This concludes the proof of the claim.

By definition of &’ tﬂ we know that ('(ec;) = 0 for every j € J. Using Claim I and II it is now
easy to see that "f'(t8)"' = "B/(t)". O

We now show that (¢, Sf ) is a B-tuple and we will bound the size of this tuple.

Lemma 32 For every open message or product t and every evaluation mapping 3 the following is
true.

1. The tuple (tﬁ,é’tﬁ) is a B-tuple for t.

2. The size of E’f is bounded by a polynomial in ||t||ext-
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3. The size of (tﬂ,EtB ), which is the some of the size of t° and Etﬁ is bounded by a polynomial
in ||t ext -

ProOOF. 1. We first show 1. by structural induction on ¢ using the construction in Lemma 25.
The case where t € A is obvious. Now, assume that ¢ = (t1,t2). Then, Etﬁ = E’tB U
Uses.un(tr) £y Uses.un(ts) £'%. By definition, &7 = £} UEY. (Note that here we use
Remark 3.) Just as in the proof of Lemma 25, from this we can conclude that (t7,£") is a
B-tuple. The argument for encyrption is similar.

If t = ¢5*---¢e» and with the notation introduced in the proof of Lemma 25, by definition
of £'7 and using Remark 3, we can conclude that £’ = |, g u ngz Egj U ng{ecj = 0}

Again, as in the proof of Lemma, 25 it follows that (t2,£7) is a -tuple for ¢.

If t = Exp(u, M) and "B(u)' # Exp(-,-), then by definition of £’ and using Remark 3 we
have £° = £8 U &%, and as in Lemma 25 this implies that (t2,£7) is a -tuple for ¢.
Finally, assume that t = Exp(u, M), "B(u)' # Ezp(-,-), and v’ = Ezp(u”,M"). Assume
that M =7* ---t¢». Lemma 31 implies that ((M" - M)ﬂ,E’?M,,,M) ul; Ef) is a S-tuple for
M" - M. By definition of £ and Remark 3 we have that £2 U|J, & US’(BM,,.M) C &P, Then,
as in the proof of Lemma 25 it follows that (¢°, Sf ) is a B-tuple for t.

2. We now show 2. In case ¢ is atomic, a pair, or encryptior}; nothing is to show. In case t is a
product, using Lemma 23 and 30 it is easy to see that £} can be bounded by a polynomial
in ||t||ext. For the case t = Exp(-,-), one can obtains a polynmial in ||t||cz: bounding the size

of & f using Lemma 30 and the case where ¢ is a product.

3. If p is the polynomial bounding the size of £'?, then p(||t||est) - ||t||ezt bounds the size of £°.
By Lemma 30 we know that the size of ¥ can be bounded by a polynomial in ||t||ez¢- O

As an immediate consequence of Lemma 23, 24, and 32 we obtain the following lemma.

Lemma 33 Lett and t' be open messages or open products and B be an evaluation mapping such
that t =g t'. Then, there exists a ~g-equation system for t and t' of size polynomially bounded in

||t= tl||ewt-

We will denote such an equation system by Ef .

6.3.3 Bounding the Size of Product Exponents in Attacks

We are now ready to show that DH rules allow polynomial product exponents attacks. Lemma 35
deals with an application of a single intruder rule and Lemma 36 with an iterated application of
intruder rules. Finally, Proposition 3 shows that DH rules allow polynomial product attacks.

We first need to show the following lemma.

Lemma 34 Let tg,...,t, be open messages and B be an evaluating mapping such that B(t;)
"B(t;)" for every i. Let z1,...,%, be integer variables not occurring in the t;. Finally, let t =
Exp(to,t3* ---t22)8. Then, the size of every linear expression in t is bounded by max{|e| | e
Lexp(to,t1,...,tn)} +n.

m

ProoF. First note that due to Lemma 26 we have tf =t;. Let M =ti'---tZ». We distinguish
different cases.
The case where S(ty) = "B(to)' # Exp(-,-) is easy to prove.
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Now, assume that B(tg) = "B(to)' = Exp(u', M'), and thus, to = Exp(u", M") with B(u") = u'
and S(M") = M'. TIf t = v, the statement of the lemma is obvious. Otherwise, t = Ezp(u",(M" -
M)B) and (M" - M)P # 1. Assume that M" = t”jl . t";,,”. We know that "B(t/)" = B(t!) for
every i and B(t]') # B(t]) for every i # j. Let Ci,...,C; be the equivalence classes as defined
in the proof of Lemma 25. Then, ¢t = ngju{l}(sg )°¢i. Using that "B(¢/)' = B(t!), and thus,
"% = ¢ and t{ = t; we know that Sc =t or sg = t; for some 4. Also, there is at most one ¢}
in every class C Consequently, the size of ec; is bounded as required. All proper subterms of ¢
are subterms of some t;. Thus, the size of hnear expressions in ¢ can be bounded as required. O

An extension of an evaluation mapping 8 : Z — Z is a mapping 8’ : Z' — Z such that Z C Z'
and 3'(z) = B(z) for all z € Z. By abuse of notation, we often refer to an extension of 3 by 3.

Lemma 35 Let tq,...,t, be open messages, s be a normalized message, 5 be an evaluation map-
ping, and L € L an intruder rule such that B(t;) = "B(t;)' for all i and "B(ty)", ..., B(tn)' = s € L.
Then, there exists an open message t, an equation system &, and an extension B of B such that

1. B(t) =

2. BEE,

3. B (t) ..., B (ta) = B € L for every B | &,

4. max{le| | e € Lexp(t)} < max{le| | e € Lexp(tr,... tn)} +n, and

5. the size of £ is polynomially bounded in ||t1,.. ., tn||ext-

PRrROOF. We consider the different intruder rules L.

First, assume that L = L,;. Then, n =1, "3(t;)" = (a,b), s = a, t; = {a’, ') where a and b are
normalized messages, and a' and b’ are open messages with 3(a') = a and B(b') = b. We define
t=2ad', £ =0, and B is not extended. Then, obviously conditions 1. to 5. are satisfied. The cases
for Lys, Lag, and L. are similar.

Now, assume that L = Ls4. Then, n = 2, '8(t1)' = {a}§ and "B(t>)" = b for normalized
messages a and b. Thus, ¢, = {a'}], and to = V" where a’, V', and b" are open messages such that
B(a') = a and B(V') = B(V") = b. We define t = o', £ = £,%,, and B is not extended. Using
Lemma 23, it is easy to check that the conditions 1. to 5. are satisfied.

Finally, assume that L = L,. Then, s = "Exp(B8(t1), B(t2)® - - - B(t,)? ' for some a; € Z. We
define ¢ = Exp(t;,t32---t7*)P, where the z; are new variables, and & = £°. We extend 8 such
that B(z;) = a; for every i. By Lemma 25, we have s = 'B(Exp(t1,t3*---t7»)) = B(t), B = &,
B = B (Bup(ty, 132 - t20)) = Bap(B (1), B (6] 2 B ()7 OV for every B = €.
Lemma 34 implies 4. and from Lemma 32 we obtain 5. O

Lemma 36 Lett,ty,...,t, be open messages such that there exists a derivation witnessing 'B(t)' €
forge("B(t1)", ..., B(tn)") . Then, there exists an extension of B and an equation system £ such
that

1L BEE,
2. "B ()" € forge("B'(t1)",. .., B'(tn)") for every B' EE, and
3. the size of £ is polynomially bounded in ||t1,. .., tn,1t||cot-
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ProoF. Let E = {'B(t1)",..., B(tn)'} and let D be a well formed derivation witnessing "B(t)' €
forge(E). We know that the length I of D is polynomially bounded in |"B(t1)", ..., B(tn)", " B(t)|-
By Lemma 27, 2. we can bound |"B(t1)",..., B(t.)","B(t)"| by a polynomial in |t1,...,t,,t|, and
thus, in ||t1,...,tn,t||ext- Assume that the ith step of D is E,s1,...,8i-1 —r; E,s1,...,s; for
every 1 < i <[ where s; is a normalized message for every i and s; = "B(t)". Since D is well formed
we have that s; € S("B(t1)', ..., B(tn)","B(t)") for every i.

Let (t2,£7) be a B-tuple of t and ¢ be a -tuple of t; for every i. It follows that 3(t7) = "B(t;)",
and thus, £ = {B(t/f), ..., B(t2)}. Hence, to the first step of D we can apply Lemma 35 and obtain
an open message s}, an equation system &1, and an extension of 8 such that (s}) = s1, 8 | &1,
and B/ (2, ..., B () —p, B, ..., B (), B (s))" for every B k= &i.

Note that ﬂ(t?) = rﬂ(t?)—' for every i and B(s}) = "B(s})' = s;. Thus, we can apply
Lemma 35 inductively and obtain s}, &;, and an extension of 8 such that 3(s}) = s;, B F &;
and "B'(]),..., B2 B (1) B (s ) =, B TBIEE), B (sh) -, B (s) for
every ' = & and 1 < j < I. Consequently, 3 |= U;Zl &; and "B'(s})" € forge("B' (7Y, ..., B (t2))
for every ' = U;Zl ;.

It 5 = U, &2, then "B'(t;)' = T8'(¢7)". We know that B(t%) = "B(t)' = s; = B(s}). Thus,

P =4 s;. Consequently, due to Lemma 23, the =g-equation system Et,fs, for % and s, exists.
s8]
Now, if f' = £ UE,,°,, we obtain "3 (t)' = "3/ (t°)" = "8'(s,)". We set
>8]
n l
— B B , =8
e=JeivgvJEues,.
i=1 7j=1

It follows that 8 |= & and "B'(t)' € forge("B'(t1)", ..., B (tn)") for every B' | E£.
It remains to show that £ is polynomially bounded in ||t1,...,tn,t||ezt- By Lemma 35, it

follows that every &; is polynomially bounded in [[t1, .. .,tn, 81, .-, 8j_1|[ezt- We have that B(s}) =
s; € S(B(t1)',..., B(tn)", B(t)"). Thus, using Lemma 27, |s}| can polynomially be bounded in
|t1,...,tn,t|. By Lemma 22, |s}|cz¢ can polynomially be bounded in |1,...,%,,|. From Lemma 35

it follows that max{le| | e € Lezp(s;)} < max{le| | e € £e$p(tf,...,t'g)} +n-(j—-1). We
know that j < [ and that [ is polynomially bounded in ||t1,...,tn, t||ezt- Also, max{le| | e €
£e;,;p(tf, Lt} < ||t'f||ezp < ||t:||2,; for some i (see Lemma 29). Thus, there exists a polynomial
p such that |[s}|[cz¢ is bounded by p(|[t1, ..., tn,t||czt). Consequently, |[t1,...,tn,t, 57, 8}|ext
is bounded by p(||t1,-- -, tn, t|lext) - @' (||t1,- - -, tn, t||ext) + 1) where p' is the polynomial bounding
l. By Lemma 35, this shows that £; is polynomially bounded in ||t1, ..., ¢n, t||est. Lemma 32 and

23 now imply that £ is polynomially bounded in ||t1, ..., tn,t||czt- O
Proposition 3 DH rules allow polynomial product exponent attacks.

PROOF. Let (m,0) be a minimal attack on P. Let 0% be o where all product exponents are
replaced by new variables. Let § assign to every of these variables the corresponding product
exponent. Thus, o(z) = B(cZ(z)) for every z € V(P). Note that, due to Theorem 3, |0Z| can
polynomially be bounded in |P|. Since the product exponents ini 0Z are variables, we have that
[|0Z]|exp < |0Z|?. Thus, ||0Z||ez+ can polynomially be bounded in ||P||ext-

Let k, Ry,...,Rg, So,-..,S; be defined as usual. W.l.o.g. we assume that Sy is a single
message instead of a set of messages. (Otherwise, represent Sy = {ai,...,a,} by the term
(a1,{as ... {apn_1,a,) --)).)

Define Ry, = secret. We know that "B(R;0%)" € forge("B(Soc?)', ..., B(Si_10%)", for every
1<i<k+1.

By Lemma 36, for every i there exists an extension of 8 (the different extensions are independent
from each other) and an equation system &; such that
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e &,
e "B'(R;0?)" € forge("B'(Soc?)', ..., B'(Si—10%)" for every f' |= &;, and

e the size of &; is polynomially bounded in ||SooZ, ..., S0Z, Ri0Z, ..., Ryy107||ext which in
turn can polynomially be bounded in || P||egs.

Consequently, 8 = Ule & =: &, and thus, £ is solvable, and for every ' |= £ we have that
(m,B8'(c7)) is an attack on P. By [2], there exists a solution 3’ of £ where the binary representation
of the integers can polynomially be bounded in the size of £, and thus, by Lemma 36, polynomially
be bounded in ||P||¢z:. We define o' to be ' (oZ). Then, (m,0') is an attack on P. Also, o = o',
i.e., 0 and o' only different in the product exponents, and the ||o”||ezp is polynomially bounded in
[|P||ext, and thus, by Lemma 22, in ||P||. O

As in [13], one shows that INSECURE is NP-hard in presence of the DH intruder. As an immediate
consequence of this Proposition 3, Proposition 2, and Theorem 1 we obtain:

Theorem 4 The problem INSECURE is NP-complete for the DH intruder.

7 The A-GDH.2 Protocol

We refer the reader to [12] for a detailed description of the A-GDH.2 protocol. Let P = {1,...,n,I}
be the set of principals that may be involved in a run of a A-GDH.2 protocol where I is the name
of the intruder (who can be both a legitimate participant and a dishonest principal). Any two
principals i, j € P share a long-term secret key K; j(= K ;). In a protocol run, a group G C P of
principals (membership to a group may vary from one run to another) establish a session key that
at the end of the protocol run is only known to the members of the group as long as all members
in G are honest (implicit key authentication). In a run, one principal plays the role of the so-called
master. Assume for example that A, B,C,D € P want to share a session key and that D is the
master. Then, A sends a message to B, B sends a message to C, and C sends a message to the
master D. Then, D computes the session key for himself and also broadcasts keying material to
A, B, and C using the long-term secret keys shared with these principals who from this material
can each derive the session key. We call A the first, B the second, and C the third member of the
group.

We now give a formal specification of the protocol in our protocol model. We abbreviate terms
(t1,(t2 - (tn-1,tn) - --)) by t1,...,tn. We will define protocol rules II{7/ , which describe the Ith
step, [ € {1,2}, of principal p € P, in the jth instance of p, j > 0, acting as the ith member of
the group in which p' € P is the master. The relation IT} 7 » < Hf J  is the only partial order
relationship between protocol rules. By rPJ we denote a random number (an atomic message)
generated by p in instance j, and secret? denotes a secret (some atomic message) of p in instance
j. We define H’l”{ ,, 1.e., the first step of p in instance j acting as the first member of the group
(i.e., the initiator of the protocol) where p' is the master to be

1= a, Exp(a,rP?)

where « is a group generator (an atomic message), and for ¢ > 1 we define Hf 1] p to be

.,L.fa]7.._ Pv] = E.Zl?p( PsJ ,,.P:J) X E.Z'p( I’v] T'p’J) pa] E$p( P:J ,r.PaJ)

D>J

where the z}, 7 are variables. The second step Iy,

protocol rule

. of p in instance j as ith member, 7 > 0, is the

2] Pij1s
y?? = {secret? }Ezp(yp,jyrp,j.Kp_;l)'
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Note that Exp(y?,rPd . K . 11),) is the session key computed by p and that implicit key authentication
requires that no principal outside of the group can get hold of secret?’. We now define the protocol
rule M},’l’?'..ph which describes principal p € P in the jth instance acting as master for the group
Di,---,Ph,p € P (in this order) where p is the last member of that group. We define M},’l’?'..ph to be

D,J D,Jj D:J D] D5j P> AL
27, zply = Bap(20 P - Ky p), - oo, Bop(207 077 - K, ), {secret }Efp(ziﬁp“””

where the z,’:’j are variables, E'xp(zi’j ,rPJ - K, ) is the keying material for pg, and the message
Exp(zﬁ’il, rP7) is the session key computed by the master p.

The following protocol P describes two sessions of the A-GDH.2 protocol one for the group
p,p',I,p" € P and one for the group p,p’,p” where in both cases p” is the master of the group.
Note that in the first instance, the actions of the intruder I need not be defined. Formally, the set

. . e . : 1 1
of protocol rules in P consists of the rules describing p in the first session II7"; ,, II7"; . (note that
Lk 14
p,1 D1 ' : 1 p'1 Pl
H1,1,p~ < 1'[1,2,1),,), the rules for p' in the first session H2,l,p”7H2,2,p”7 and the master Mpp’I of the

first session. The protocol rules of the second session are H{’;f,p,,,H{’;;p,,,Hg:fp,,,ngjfp,,,M;,’,',',*z.
The initial intruder knowledge is {a,r’'} U {K,r | p € P}. Let secret be some of the secrets
returned by p or p’ in the second session. Note that since the intruder is not a member of the
group of the second session, he should not be able to obtain secret. However, as shown in [12],
there exists an attack on P. Tt is easy to verify that this attack will be found by our decision
procedure.

8 Conclusion

We have shown that a class of protocols with Diffie-Hellman exponents can be automatically ana-
lyzed. We conjecture that RSA encryption can easily be integrated into this framework: We have to
limit the intruder to only use non-negative product exponents when performing the exponentiation
operation and to allow terms of the form ¢! (which stands for #’s private key) outside of expo-
nents. More generally, in future work we plan to consider the case of arbitrary products outside
of exponents and to allow the intruder to perform abelian group operators outside of exponents.
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